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Foreword

Educators, generals, dieticians, psychologists, and parents program. Armies, students, and some

societies are programmed. An assault on large problems employs a succession of programs,

most of which spring into existence en route. These programs are rife with issues that appear

to be particular to the problem at hand. To appreciate programming as an intellectual activity

in its own right you must turn to computer programming; you must read and write computer

programs—many of them. It doesn’t matter much what the programs are about or what ap-

plications they serve. What does matter is how well they perform and how smoothly they �t

with other programs in the creation of still greater programs. The programmer must seek both

perfection of part and adequacy of collection. In this book the use of “program” is focused

on the creation, execution, and study of programs written in a dialect of Lisp for execution

on a digital computer. Using Lisp we restrict or limit not what we may program, but only the

notation for our program descriptions.

Our tra�c with the subject matter of this book involves us with three foci of phenomena: the

human mind, collections of computer programs, and the computer. Every computer program is

a model, hatched in the mind, of a real or mental process. These processes, arising from human

experience and thought, are huge in number, intricate in detail, and at any time only partially

understood. They are modeled to our permanent satisfaction rarely by our computer programs.

Thus even though our programs are carefully handcrafted discrete collections of symbols,

mosaics of interlocking functions, they continually evolve: we change them as our perception

of the model deepens, enlarges, generalizes until the model ultimately attains a metastable place

within still another model with which we struggle. The source of the exhilaration associated

with computer programming is the continual unfolding within the mind and on the computer

of mechanisms expressed as programs and the explosion of perception they generate. If art

interprets our dreams, the computer executes them in the guise of programs!

For all its power, the computer is a harsh taskmaster. Its programs must be correct, and

what we wish to say must be said accurately in every detail. As in every other symbolic

activity, we become convinced of program truth through argument. Lisp itself can be assigned

a semantics (another model, by the way), and if a program’s function can be speci�ed, say, in the

predicate calculus, the proof methods of logic can be used to make an acceptable correctness
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argument. Unfortunately, as programs get large and complicated, as they almost always do,

the adequacy, consistency, and correctness of the speci�cations themselves become open to

doubt, so that complete formal arguments of correctness seldom accompany large programs.

Since large programs grow from small ones, it is crucial that we develop an arsenal of standard

program structures of whose correctness we have become sure—we call them idioms—and

learn to combine them into larger structures using organizational techniques of proven value.

These techniques are treated at length in this book, and understanding them is essential to

participation in the Promethean enterprise called programming. More than anything else, the

uncovering and mastery of powerful organizational techniques accelerates our ability to create

large, signi�cant programs. Conversely, since writing large programs is very taxing, we are

stimulated to invent new methods of reducing the mass of function and detail to be �tted into

large programs.

Unlike programs, computers must obey the laws of physics. If they wish to perform rapidly—a

few nanoseconds per state change—they must transmit electrons only small distances (at most

1
1

2
feet). The heat generated by the huge number of devices so concentrated in space has

to be removed. An exquisite engineering art has been developed balancing between multi-

plicity of function and density of devices. In any event, hardware always operates at a level

more primitive than that at which we care to program. The processes that transform our Lisp

programs to “machine” programs are themselves abstract models which we program. Their

study and creation give a great deal of insight into the organizational programs associated

with programming arbitrary models. Of course the computer itself can be so modeled. Think

of it: the behavior of the smallest physical switching element is modeled by quantum me-

chanics described by di�erential equations whose detailed behavior is captured by numerical

approximations represented in computer programs executing on computers composed of . . . !

It is not merely a matter of tactical convenience to separately identify the three foci. Even

though, as they say, it’s all in the head, this logical separation induces an acceleration of

symbolic tra�c between these foci whose richness, vitality, and potential is exceeded in human

experience only by the evolution of life itself. At best, relationships between the foci are

metastable. The computers are never large enough or fast enough. Each breakthrough in

hardware technology leads to more massive programming enterprises, new organizational

principles, and an enrichment of abstract models. Every reader should ask himself periodically

“Toward what end, toward what end?”—but do not ask it too often lest you pass up the fun of

programming for the constipation of bittersweet philosophy.

Among the programs we write, some (but never enough) perform a precise mathematical

function such as sorting or �nding the maximum of a sequence of numbers, determining

primality, or �nding the square root. We call such programs algorithms, and a great deal is

known of their optimal behavior, particularly with respect to the two important parameters of

execution time and data storage requirements. A programmer should acquire good algorithms
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and idioms. Even though some programs resist precise speci�cations, it is the responsibility

of the programmer to estimate, and always to attempt to improve, their performance.

Lisp is a survivor, having been in use for about a quarter of a century. Among the active

programming languages only Fortran has had a longer life. Both languages have supported the

programming needs of important areas of application, Fortran for scienti�c and engineering

computation and Lisp for arti�cial intelligence. These two areas continue to be important,

and their programmers are so devoted to these two languages that Lisp and Fortran may well

continue in active use for at least another quarter-century.

Lisp changes. The Scheme dialect used in this text has evolved from the original Lisp and

di�ers from the latter in several important ways, including static scoping for variable binding

and permitting functions to yield functions as values. In its semantic structure Scheme is as

closely akin to Algol 60 as to early Lisps. Algol 60, never to be an active language again, lives

on in the genes of Scheme and Pascal. It would be di�cult to �nd two languages that are the

communicating coin of two more di�erent cultures than those gathered around these two

languages. Pascal is for building pyramids—imposing, breathtaking, static structures built by

armies pushing heavy blocks into place. Lisp is for building organisms—imposing, breathtak-

ing, dynamic structures built by squads �tting �uctuating myriads of simpler organisms into

place. The organizing principles used are the same in both cases, except for one extraordinarily

important di�erence: The discretionary exportable functionality entrusted to the individual

Lisp programmer is more than an order of magnitude greater than that to be found within

Pascal enterprises. Lisp programs in�ate libraries with functions whose utility transcends the

application that produced them. The list, Lisp’s native data structure, is largely responsible

for such growth of utility. The simple structure and natural applicability of lists are re�ected

in functions that are amazingly nonidiosyncratic. In Pascal the plethora of declarable data

structures induces a specialization within functions that inhibits and penalizes casual coopera-

tion. It is better to have 100 functions operate on one data structure than to have 10 functions

operate on 10 data structures. As a result the pyramid must stand unchanged for a millennium;

the organism must evolve or perish.

To illustrate this di�erence, compare the treatment of material and exercises within this

book with that in any �rst-course text using Pascal. Do not labor under the illusion that this

is a text digestible at MIT only, peculiar to the breed found there. It is precisely what a serious

book on programming Lisp must be, no matter who the student is or where it is used.

Note that this is a text about programming, unlike most Lisp books, which are used as a

preparation for work in arti�cial intelligence. After all, the critical programming concerns of

software engineering and arti�cial intelligence tend to coalesce as the systems under inves-

tigation become larger. This explains why there is such growing interest in Lisp outside of

arti�cial intelligence.
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As one would expect from its goals, arti�cial intelligence research generates many signi�-

cant programming problems. In other programming cultures this spate of problems spawns

new languages. Indeed, in any very large programming task a useful organizing principle is

to control and isolate tra�c within the task modules via the invention of language. These lan-

guages tend to become less primitive as one approaches the boundaries of the system where we

humans interact most often. As a result, such systems contain complex language-processing

functions replicated many times. Lisp has such a simple syntax and semantics that parsing

can be treated as an elementary task. Thus parsing technology plays almost no role in Lisp

programs, and the construction of language processors is rarely an impediment to the rate

of growth and change of large Lisp systems. Finally, it is this very simplicity of syntax and

semantics that is responsible for the burden and freedom borne by all Lisp programmers. No

Lisp program of any size beyond a few lines can be written without being saturated with

discretionary functions. Invent and �t; have �ts and reinvent! We toast the Lisp programmer

who pens his thoughts within nests of parentheses.

— Alan J. Perlis, New Haven, Connecticut
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Prefaces

Preface to the JavaScript Adaptation

You are reading the book Structure and Interpretation of Computer Programs (SICP), second

edition, JavaScript adaptation. Like the original version, this book aims �rstly to establish the

notion that programming is a medium for communicating ideas about methodology. Programs

allow their authors to describe complex processes to their readers, provided that both share

mental models that underly the language in which the programs are written. Secondly it aims

to describe programming as an activity to manage the complexity of software systems, by

using abstraction techniques available in existing programming languages, and by inventing

new languages whenever the need arises.

To succeed in these goals, the original version focuses on a minimal set of idioms of the cho-

sen programming language, Scheme. That set of idioms is not formally taught but assimilated

by students as they make progress digesting the underlying mental models and abstractions.

The book does not aim to teach the language Scheme, but rather the ability to express proce-

dural ideas in Scheme is a side e�ect of achieving its main goals.

Instead of Scheme, this book (SICP JS), uses JavaScript as its programming language. Just

like the original, which it closely follows, the JavaScript adaptation focuses on a minimal set

of idioms of the chosen language. A reader would be ill-advised to use this book in order to

learn JavaScript. As a drastic example, the notion of a JavaScript object—considered one of

its fundamental ingredients by any measure—is not even mentioned! The JavaScript subset

used in SICP JS is designed to be just big enough to express the ideas presented in SICP with a

conciseness and precision that matches the original. (The resulting sublanguage is described

in detail in the web pages that accompany SICP JS.) Just like the subset of Scheme used in

SICP, the subset of JavaScript used in SICP JS does not need to be formally taught; its mastery

is a side e�ect of achieving the goals of SICP.

We sincerely hope that readers for whom this book is their �rst encounter with programming

will use their newly gained understanding of the structure and interpretation of computer

programs to study more programming languages, including Scheme and the full JavaScript
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language. Readers who have learned JavaScript prior to picking up SICP JS might gain new

insights into the fundamental concepts that underly the language and discover how much

can be achieved with so little. Readers who come to SICP JS with a knowledge of the original

SICP might enjoy seeing familiar ideas presented in a new format—and might appreciate our

comparison version, also available in the web pages.

— Martin Henz and Tobias Wrigstad

Preface to the Second Edition of SICP, 1996

Is it possible that software is not like anything else, that it is meant to

be discarded: that the whole point is to always see it as a soap bubble?

— Alan J. Perlis

The material in this book has been the basis of MIT’s entry-level computer science subject

since 1980. We had been teaching this material for four years when the �rst edition was

published, and twelve more years have elapsed until the appearance of this second edition.

We are pleased that our work has been widely adopted and incorporated into other texts. We

have seen our students take the ideas and programs in this book and build them in as the core

of new computer systems and languages. In literal realization of an ancient Talmudic pun,

our students have become our builders. We are lucky to have such capable students and such

accomplished builders.

In preparing this edition, we have incorporated hundreds of clari�cations suggested by our

own teaching experience and the comments of colleagues at MIT and elsewhere. We have re-

designed most of the major programming systems in the book, including the generic-arithmetic

system, the interpreters, the register-machine simulator, and the compiler; and we have rewrit-

ten all the program examples to ensure that any Scheme implementation conforming to the

IEEE Scheme standard (IEEE 1990) will be able to run the code.

This edition emphasizes several new themes. The most important of these is the central role

played by di�erent approaches to dealing with time in computational models: objects with

state, concurrent programming, functional programming, lazy evaluation, and nondeterminis-

tic programming. We have included new sections on concurrency and nondeterminism, and

we have tried to integrate this theme throughout the book.

The �rst edition of the book closely followed the syllabus of our MIT one-semester subject.

With all the new material in the second edition, it will not be possible to cover everything

in a single semester, so the instructor will have to pick and choose. In our own teaching, we
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sometimes skip the section on logic programming (section 4.4), we have students use the

register-machine simulator but we do not cover its implementation (section 5.2), and we give

only a cursory overview of the compiler (section 5.5). Even so, this is still an intense course.

Some instructors may wish to cover only the �rst three or four chapters, leaving the other

material for subsequent courses.

The World Wide Web site of MIT Press provides support for users of this book. This includes

programs from the book, sample programming assignments, supplementary materials, and

downloadable implementations of the Scheme dialect of Lisp.

— Harold Abelson and Gerald Jay Sussman

Preface to the First Edition of SICP, 1984

A computer is like a violin. You can imagine a novice trying �rst a

phonograph and then a violin. The latter, he says, sounds terrible. That

is the argument we have heard from our humanists and most of our

computer scientists. Computer programs are good, they say, for particu-

lar purposes, but they aren’t �exible. Neither is a violin, or a typewriter,

until you learn how to use it.

— Marvin Minsky, “Why Programming Is a Good Medium for

Expressing Poorly-Understood and Sloppily-Formulated Ideas”

“The Structure and Interpretation of Computer Programs” is the entry-level subject in com-

puter science at the Massachusetts Institute of Technology. It is required of all students at MIT

who major in electrical engineering or in computer science, as one-fourth of the “common core

curriculum,” which also includes two subjects on circuits and linear systems and a subject on

the design of digital systems. We have been involved in the development of this subject since

1978, and we have taught this material in its present form since the fall of 1980 to between 600

and 700 students each year. Most of these students have had little or no prior formal training in

computation, although many have played with computers a bit and a few have had extensive

programming or hardware-design experience.

Our design of this introductory computer-science subject re�ects two major concerns. First,

we want to establish the idea that a computer language is not just a way of getting a computer

to perform operations but rather that it is a novel formal medium for expressing ideas about

methodology. Thus, programs must be written for people to read, and only incidentally for

machines to execute. Second, we believe that the essential material to be addressed by a sub-
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ject at this level is not the syntax of particular programming-language constructs, nor clever

algorithms for computing particular functions e�ciently, nor even the mathematical analysis

of algorithms and the foundations of computing, but rather the techniques used to control the

intellectual complexity of large software systems.

Our goal is that students who complete this subject should have a good feel for the elements of

style and the aesthetics of programming. They should have command of the major techniques

for controlling complexity in a large system. They should be capable of reading a 50-page-long

program, if it is written in an exemplary style. They should know what not to read, and what

they need not understand at any moment. They should feel secure about modifying a program,

retaining the spirit and style of the original author.

These skills are by no means unique to computer programming. The techniques we teach

and draw upon are common to all of engineering design. We control complexity by building

abstractions that hide details when appropriate. We control complexity by establishing conven-

tional interfaces that enable us to construct systems by combining standard, well-understood

pieces in a “mix and match” way. We control complexity by establishing new languages for de-

scribing a design, each of which emphasizes particular aspects of the design and deemphasizes

others.

Underlying our approach to this subject is our conviction that “computer science” is not a

science and that its signi�cance has little to do with computers. The computer revolution is a

revolution in the way we think and in the way we express what we think. The essence of this

change is the emergence of what might best be called procedural epistemology—the study of the

structure of knowledge from an imperative point of view, as opposed to the more declarative

point of view taken by classical mathematical subjects. Mathematics provides a framework

for dealing precisely with notions of “what is.” Computation provides a framework for dealing

precisely with notions of “how to.”

In teaching our material we use a dialect of the programming language Lisp. We never

formally teach the language, because we don’t have to. We just use it, and students pick it up

in a few days. This is one great advantage of Lisp-like languages: They have very few ways of

forming compound expressions, and almost no syntactic structure. All of the formal properties

can be covered in an hour, like the rules of chess. After a short time we forget about syntactic

details of the language (because there are none) and get on with the real issues—�guring out

what we want to compute, how we will decompose problems into manageable parts, and how

we will work on the parts. Another advantage of Lisp is that it supports (but does not enforce)

more of the large-scale strategies for modular decomposition of programs than any other

language we know. We can make procedural and data abstractions, we can use higher-order

functions to capture common patterns of usage, we can model local state using assignment and

data mutation, we can link parts of a program with streams and delayed evaluation, and we can
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easily implement embedded languages. All of this is embedded in an interactive environment

with excellent support for incremental program design, construction, testing, and debugging.

We thank all the generations of Lisp wizards, starting with John McCarthy, who have fashioned

a �ne tool of unprecedented power and elegance.

Scheme, the dialect of Lisp that we use, is an attempt to bring together the power and elegance

of Lisp and Algol. From Lisp we take the metalinguistic power that derives from the simple

syntax, the uniform representation of programs as data objects, and the garbage-collected

heap-allocated data. From Algol we take lexical scoping and block structure, which are gifts

from the pioneers of programming-language design who were on the Algol committee. We

wish to cite John Reynolds and Peter Landin for their insights into the relationship of Church’s

lambda calculus to the structure of programming languages. We also recognize our debt to

the mathematicians who scouted out this territory decades before computers appeared on the

scene. These pioneers include Alonzo Church, Barkley Rosser, Stephen Kleene, and Haskell

Curry.

— Harold Abelson and Gerald Jay Sussman

15 Generated 2020-08-18 16:40:02Z



16 Generated 2020-08-18 16:40:02Z



Acknowledgments

Acknowledgments from the JavaScript Adaptation, 2020

The JavaScript adaptation was developed at the National University of Singapore (NUS) for

the course CS1101S. The course was co-taught for six years and counting by Low Kok Lim,

whose sound pedagogical judgment was crucial for the success of the course and this project.

The CS1101S teaching team has included many School of Computing colleagues and dozens of

undergraduate student assistants. Their continuous feedback over the past nine years allowed

us to resolve countless JavaScript-speci�c issues and remove unnecessary complications and

yet retain the essential features of both SICP and JavaScript.

SICP JS is a software project in addition to a book project. We obtained the LATEX book sources

from the original authors in 2008. An early version of the SICP JS tool chain was developed

by Liu Hang and re�ned by Feng Piaopiao. Chan Ger Hean developed the tools for the print

edition, based on which Jolyn Tan developed the tools for the e-book edition and He Xinyue

and Wang Qian re-developed the tools for the current web edition.

The online edition of SICP JS and CS1101S rely heavily on a software system called the

Source Academy, and the JavaScript sublanguages it supports are called Source. Many dozens

of students contributed to the Source Academy over the past six years, and the system lists

them prominently as “Contributors.” Most recently the students of the NUS course CS4215,

Programming Language Implementation, contributed several programming language imple-

mentations that are used in SICP JS: The concurrent version of Source used in section 3.4

was developed by Zhengqun Koo and Jonathan Chan, the lazy implementation used in sec-

tion 4.2 was developed by Jellouli Ahmed, Ian Kendall Duncan, Cruz Jomari Evangelista and

Alden Tan, and the nondeterministic implementation used in section 4.3 was developed by

Arsalan Cheema and Anubhav, and Daryl Tan helped integrate these implementations into

the Academy.

We are grateful to STINT, The Swedish Foundation for International Cooperation in Research

and Higher Education, whose sabbatical programme connected Martin and Tobias and allowed

Tobias to work as a co-teacher of CS1101S and join the SICP JS project.

17



Finally, we would like to acknowledge the courageous work of the committee of ECMAScript

2015, led by Allen Wirfs-Brock. SICP JS relies heavily on constant and let declarations and

lambda expressions, all of which were added to JavaScript with ECMAScript 2015. Those

additions allowed us to stay close to the original in the presentation of the most important

ideas of SICP.

— Martin Henz and Tobias Wrigstad

Acknowledgments from Second Edition of SICP, 1996

We would like to thank the many people who have helped us develop this book and this

curriculum.

Our subject is a clear intellectual descendant of “6.231,” a wonderful subject on programming

linguistics and the lambda calculus taught at MIT in the late 1960s by Jack Wozencraft and

Arthur Evans, Jr.

We owe a great debt to Robert Fano, who reorganized MIT’s introductory curriculum in

electrical engineering and computer science to emphasize the principles of engineering design.

He led us in starting out on this enterprise and wrote the �rst set of subject notes from which

this book evolved.

Much of the style and aesthetics of programming that we try to teach were developed in

conjunction with Guy Lewis Steele Jr., who collaborated with Gerald Jay Sussman in the

initial development of the Scheme language. In addition, David Turner, Peter Henderson, Dan

Friedman, David Wise, and Will Clinger have taught us many of the techniques of the functional

programming community that appear in this book.

Joel Moses taught us about structuring large systems. His experience with the Macsyma

system for symbolic computation provided the insight that one should avoid complexities of

control and concentrate on organizing the data to re�ect the real structure of the world being

modeled.

Marvin Minsky and Seymour Papert formed many of our attitudes about programming and

its place in our intellectual lives. To them we owe the understanding that computation provides

a means of expression for exploring ideas that would otherwise be too complex to deal with

precisely. They emphasize that a student’s ability to write and modify programs provides a

powerful medium in which exploring becomes a natural activity.

We also strongly agree with Alan Perlis that programming is lots of fun and we had better

be careful to support the joy of programming. Part of this joy derives from observing great

18 Generated 2020-08-18 16:40:02Z



masters at work. We are fortunate to have been apprentice programmers at the feet of Bill

Gosper and Richard Greenblatt.

It is di�cult to identify all the people who have contributed to the development of our

curriculum. We thank all the lecturers, recitation instructors, and tutors who have worked

with us over the past �fteen years and put in many extra hours on our subject, especially Bill

Siebert, Albert Meyer, Joe Stoy, Randy Davis, Louis Braida, Eric Grimson, Rod Brooks, Lynn

Stein, and Peter Szolovits. We would like to specially acknowledge the outstanding teaching

contributions of Franklyn Turbak, now at Wellesley; his work in undergraduate instruction set

a standard that we can all aspire to. We are grateful to Jerry Saltzer and Jim Miller for helping

us grapple with the mysteries of concurrency, and to Peter Szolovits and David McAllester for

their contributions to the exposition of nondeterministic evaluation in chapter 4.

Many people have put in signi�cant e�ort presenting this material at other universities.

Some of the people we have worked closely with are Jacob Katzenelson at the Technion, Hardy

Mayer at the University of California at Irvine, Joe Stoy at Oxford, Elisha Sacks at Purdue, and

Jan Komorowski at the Norwegian University of Science and Technology. We are exceptionally

proud of our colleagues who have received major teaching awards for their adaptations of this

subject at other universities, including Kenneth Yip at Yale, Brian Harvey at the University of

California at Berkeley, and Dan Huttenlocher at Cornell.

Al Moyé arranged for us to teach this material to engineers at Hewlett-Packard, and for the

production of videotapes of these lectures. We would like to thank the talented instructors—in

particular Jim Miller, Bill Siebert, and Mike Eisenberg—who have designed continuing educa-

tion courses incorporating these tapes and taught them at universities and industry all over

the world.

Many educators in other countries have put in signi�cant work translating the �rst edition.

Michel Briand, Pierre Chamard, and André Pic produced a French edition; Susanne Daniels-

Herold produced a German edition; and Fumio Motoyoshi produced a Japanese edition. We

do not know who produced the Chinese edition, but we consider it an honor to have been

selected as the subject of an “unauthorized” translation.

It is hard to enumerate all the people who have made technical contributions to the devel-

opment of the Scheme systems we use for instructional purposes. In addition to Guy Steele,

principal wizards have included Chris Hanson, Joe Bowbeer, Jim Miller, Guillermo Rozas, and

Stephen Adams. Others who have put in signi�cant time are Richard Stallman, Alan Bawden,

Kent Pitman, Jon Taft, Neil Mayle, John Lamping, Gwyn Osnos, Tracy Larrabee, George Car-

rette, Soma Chaudhuri, Bill Chiarchiaro, Steven Kirsch, Leigh Klotz, Wayne Noss, Todd Cass,

Patrick O’Donnell, Kevin Theobald, Daniel Weise, Kenneth Sinclair, Anthony Courtemanche,

Henry M. Wu, Andrew Berlin, and Ruth Shyu.

19 Generated 2020-08-18 16:40:02Z



Beyond the MIT implementation, we would like to thank the many people who worked

on the IEEE Scheme standard, including William Clinger and Jonathan Rees, who edited the

R4RS, and Chris Haynes, David Bartley, Chris Hanson, and Jim Miller, who prepared the IEEE

standard.

Dan Friedman has been a long-time leader of the Scheme community. The community’s

broader work goes beyond issues of language design to encompass signi�cant educational

innovations, such as the high-school curriculum based on EdScheme by Schemer’s Inc., and

the wonderful books by Mike Eisenberg and by Brian Harvey and Matthew Wright.

We appreciate the work of those who contributed to making this a real book, especially Terry

Ehling, Larry Cohen, and Paul Bethge at the MIT Press. Ella Mazel found the wonderful cover

image. For the second edition we are particularly grateful to Bernard and Ella Mazel for help

with the book design, and to David Jones, TEX wizard extraordinaire. We also are indebted to

those readers who made penetrating comments on the new draft: Jacob Katzenelson, Hardy

Mayer, Jim Miller, and especially Brian Harvey, who did unto this book as Julie did unto his

book Simply Scheme.

Finally, we would like to acknowledge the support of the organizations that have encour-

aged this work over the years, including support from Hewlett-Packard, made possible by Ira

Goldstein and Joel Birnbaum, and support from DARPA, made possible by Bob Kahn.

— Harold Abelson and Gerald Jay Sussman

20 Generated 2020-08-18 16:40:02Z



Chapter 1

Building Abstractions with Functions

The acts of the mind, wherein it exerts its power over simple ideas, are

chie�y these three: 1. Combining several simple ideas into one com-

pound one, and thus all complex ideas are made. 2. The second is bring-

ing two ideas, whether simple or complex, together, and setting them

by one another so as to take a view of them at once, without uniting

them into one, by which it gets all its ideas of relations. 3. The third

is separating them from all other ideas that accompany them in their

real existence: this is called abstraction, and thus all its general ideas

are made.

— John Locke, An Essay Concerning Human Understanding (1690)

We are about to study the idea of a computational process. Computational processes are

abstract beings that inhabit computers. As they evolve, processes manipulate other abstract

things called data. The evolution of a process is directed by a pattern of rules called a program.

People create programs to direct processes. In e�ect, we conjure the spirits of the computer

with our spells.

A computational process is indeed much like a sorcerer’s idea of a spirit. It cannot be seen or

touched. It is not composed of matter at all. However, it is very real. It can perform intellectual

work. It can answer questions. It can a�ect the world by disbursing money at a bank or by

controlling a robot arm in a factory. The programs we use to conjure processes are like a

sorcerer’s spells. They are carefully composed from symbolic expressions in arcane and esoteric

programming languagesthat prescribe the tasks we want our processes to perform.

A computational process, in a correctly working computer, executes programs precisely and

accurately. Thus, like the sorcerer’s apprentice, novice programmers must learn to understand

and to anticipate the consequences of their conjuring. Even small errors (usually called bugsor
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glitches) in programs can have complex and unanticipated consequences.

Fortunately, learning to program is considerably less dangerous than learning sorcery, be-

cause the spirits we deal with are conveniently contained in a secure way. Real-world pro-

gramming, however, requires care, expertise, and wisdom. A small bug in a computer-aided

design program, for example, can lead to the catastrophic collapse of an airplane or a dam or

the self-destruction of an industrial robot.

Master software engineers have the ability to organize programs so that they can be reason-

ably sure that the resulting processes will perform the tasks intended. They can visualize the

behavior of their systems in advance. They know how to structure programs so that unantici-

pated problems do not lead to catastrophic consequences, and when problems do arise, they can

debug their programs. Well-designed computational systems, like well-designed automobiles

or nuclear reactors, are designed in a modular manner, so that the parts can be constructed,

replaced, and debugged separately.

Programming in JavaScript

We need an appropriate language for describing processes, and we will use for this purpose

the programming language JavaScript. Just as our everyday thoughts are usually expressed in

our natural language (such as English, French, or Japanese), and descriptions of quantitative

phenomena are expressed with mathematical notations, our procedural thoughts will be ex-

pressed in JavaScript. JavaScript was developed in the early 1990s as a programming language

for controlling the behavior of World Wide Web browsers through scripts that are embedded

in web pages. The language was conceived by Brendan Eich, originally under the name Mocha,

which was later renamed to LiveScript, and �nally to JavaScript. The name “JavaScript” is a

trademark of Oracle Corporation.

Despite its inception as a language for scripting the web, JavaScript is a general-purpose

programming language. A JavaScript interpreter is a machine that carries out processes de-

scribed in the JavaScript language. The �rst JavaScript interpreter was implemented by Eich at

Netscape Communications Corporation, for the Netscape Navigator web browser. JavaScript

inherited its core features from the Scheme and Self programming languages. Scheme is a di-

alect of Lisp, and was used as the programming language for the original version of this book.

From Scheme, JavaScript inherited its most fundamental design principles such as lexically

scoped �rst-class functions and dynamic typing.

JavaScript bears only super�cial resemblance to the language Java, after which it was (eventu-

ally) named; both Java and JavaScript use the block structure of the language C. In contrast with

Java and C, which usually employ compilation to lower-level languages, JavaScript programs

were initially interpreted by web browsers. After Netscape Navigator, other web browsers pro-
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Building Abstractions with Functions 1.1

vided interpreters for the language, including Microsoft’s Internet Explorer, whose JavaScript

version is called JScript. The popularity of JavaScript for controlling web browsers gave rise

to a standardization e�ort, culminating in ECMAScript. The �rst edition of the ECMAScript

standard was led by Guy Lewis Steele Jr. and completed in June 1997 (Ecma 1997). The sixth

edition, known as ECMAScript 2015, was led by Allen Wirfs-Brock and adopted by the General

Assembly of ECMA in June 2015.

The practice of embedding JavaScript programs in web pages encouraged the developers of

web browsers to implement JavaScript interpreters. As these programs became more complex,

the interpreters became more e�cient in executing them, eventually using sophisticated im-

plementation techniques such as Just-In-Time (JIT) compilation. The majority of JavaScript

programs (as of 2020) are embedded in web pages and interpreted by browsers, but JavaScript is

increasingly used as a general-purpose programming language, using systems such as Node.js.

ECMAScript 2015 possesses a set of features that make it an excellent medium for studying

important programming constructs and data structures and for relating them to the linguistic

features that support them. Its lexically scoped �rst-class functions and their syntactic support

through lambda expressions provide direct and concise access to functional abstraction, and

dynamic typing allows the adaptation to remain close to the Scheme original throughout the

book. Above and beyond these considerations, programming in JavaScript is great fun.

1.1 The Elements of Programming

A powerful programming language is more than just a means for instructing a computer to

perform tasks. The language also serves as a framework within which we organize our ideas

about processes. Thus, when we describe a language, we should pay particular attention to

the means that the language provides for combining simple ideas to form more complex ideas.

Every powerful language has three mechanisms for accomplishing this:

– primitive expressions, which represent the simplest entities the language is concerned

with,

– means of combination, by which compound elements are built from simpler ones, and

– means of abstraction, by which compound elements can be named and manipulated

as units.

In programming, we deal with two kinds of elements: functions and data. (Later we will

discover that they are really not so distinct.) Informally, data is “stu�” that we want to manipu-

late, and functions are descriptions of the rules for manipulating the data. Thus, any powerful

programming language should be able to describe primitive data and primitive functions and
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Building Abstractions with Functions 1.1.1

should have methods for combining and abstracting functions and data.

In this chapter we will deal only with simple numerical data so that we can focus on the

rules for building functions.
1

In later chapters we will see that these same rules allow us to

build functions to manipulate compound data as well.

1.1.1 Expressions

One easy way to get started at programming is to examine some typical interactions with an

interpreter for the JavaScript language. Imagine that you are sitting at a computer terminal.

You type a program, and the interpreter responds by displaying the result of its evaluating that

program. JavaScript programs are called statements.

One kind of statement is an expression statement, which consists of an expression, followed

by a semicolon. A simple kind of an expression is a number.

(More precisely, the expression that you type consists of the numerals that represent the

number in base 10.) If you present JavaScript with a number

I486;

the interpreter will respond by printing
2

486

Expressions representing numbers may be combined with operators (such as + or *) to form

a compound expression that represents the application of a corresponding primitive function

to those numbers. For example,

I137 + 349;

486

I1000 - 334;

666

1
The characterization of numbers as “simple data” is a barefaced blu�. In fact, the treatment of numbers is one

of the trickiest and most confusing aspects of any programming language. Some typical issues involved are these:

Some computer systems distinguish integers, such as 2, from real numbers, such as 2.71. Is the real number 2.00

di�erent from the integer 2? Are the arithmetic operations used for integers the same as the operations used for

real numbers? Does 6 divided by 2 produce 3, or 3.0? How large a number can we represent? How many decimal

places of accuracy can we represent? Is the range of integers the same as the range of real numbers? Above

and beyond these questions, of course, lies a collection of issues concerning roundo� and truncation errors—the

entire science of numerical analysis. Since our focus in this book is on large-scale program design rather than

on numerical techniques, we are going to ignore these problems. The numerical examples in this chapter will

exhibit the usual roundo� behavior that one observes when using arithmetic operations that preserve a limited

number of decimal places of accuracy in noninteger operations.

2
Throughout this book, when we wish to emphasize the distinction between the input typed by the user and

the response printed by the interpreter, we will show the latter in slanted characters.
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Building Abstractions with Functions 1.1.1

I5 * 99;

495

I10 / 5;

2

I2.7 + 10;

12 . 7

Expressions such as these, which contain other expressions as components, are called com-
binations. Combinations that are formed by an operator symbol in the middle, and operand
expressions to the left and right of it, are called operator combinations. The value of an opera-

tor combination is obtained by applying the function speci�ed by the operator to the arguments
that are the values of the operands.

The convention of placing the operator between the operands is known as in�x notation. It

follows the mathematical notation that the reader is most likely familiar with from school and

everyday life. As in mathematics, operator combinations can be nested, that is, they can have

operands that themselves are operator combinations:

I(3 * 5) + (10 - 6);

19

As usual, parentheses are used to group operator combinations in order to avoid ambiguities.

JavaScript also follows the usual conventions when parentheses are omitted; multiplication

and division bind stronger than addition and subtraction. For example,

I3 * 5 + 10 / 2;

stands for

I(3 * 5) + (10 / 2);

We say that * and / have higher precedence than + and -. Sequences of additions and subtrac-

tions are read from left to right, as are sequences of multiplications and divisions. Thus,

I1 - 5 / 2 * 4 + 3;

stands for

I(1 - ((5 / 2) * 4)) + 3;

We say that the operators +, -, * and / are left-associative.

There is no limit (in principle) to the depth of such nesting and to the overall complexity of

the expressions that the JavaScript interpreter can evaluate. It is we humans who might get
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Building Abstractions with Functions 1.1.2

confused by still relatively simple expressions such as

I3 * 2 * (4 + (3 - 5)) + 10 * (27 / 6);

which the interpreter would readily evaluate to be 57. We can help ourselves by writing such

an expression in the form

I3 * 2 * (4 + (3 - 5))

+

10 * (27 / 6);

to visually separate the major components of the expression.

Even with complex expressions, the interpreter always operates in the same basic cycle: It

reads a statement from the terminal, evaluates the statement, and prints the result. This mode

of operation is often expressed by saying that the interpreter runs in a read-eval-print loop.

Observe in particular that it is not necessary to explicitly instruct the interpreter to print the

value of the statement.

1.1.2 Naming and the Environment

A critical aspect of a programming language is the means it provides for using names to refer to

computational objects, and our �rst such means are constants. We say that the name identi�es

a constant whose value is the object.

In JavaScript, we name constants with constant declarations. Typing

Iconst size = 2;

causes the interpreter to associate the value 2 with the name size.
3

Once the name size has

been associated with the number 2, we can refer to the value 2 by name:

Isize;

2

I5 * size;

10

Here are further examples of the use of const:

Iconst pi = 3.14159;

Iconst radius = 10;

Ipi * radius * radius;

3
In this book, we do not show the interpreter’s response to evaluating programs that end with declarations,

since this might depend on previous statements.
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314 . 159

Iconst circumference = 2 * pi * radius;

Icircumference;

62 . 8318

Constant declaration is our language’s simplest means of abstraction, for it allows us to use

simple names to refer to the results of compound operations, such as the circumference com-

puted above. In general, computational objects may have very complex structures, and it would

be extremely inconvenient to have to remember and repeat their details each time we want to

use them. Indeed, complex programs are constructed by building, step by step, computational

objects of increasing complexity. The interpreter makes this step-by-step program construc-

tion particularly convenient because name-object associations can be created incrementally

in successive interactions. This feature encourages the incremental development and testing

of programs and is largely responsible for the fact that a JavaScript program usually consists

of a large number of relatively simple functions.

It should be clear that the possibility of associating values with names and later retrieving

them means that the interpreter must maintain some sort of memory that keeps track of

the name-object pairs. This memory is called the environment (more precisely the program
environment, since we will see later that a computation may involve a number of di�erent

environments).
4

1.1.3 Evaluating Operator Combinations

One of our goals in this chapter is to isolate issues about thinking procedurally. As a case

in point, let us consider that, in evaluating operator combinations, the interpreter is itself

following a procedure. To evaluate an operator combination, do the following:

1. Evaluate the operand expressions of the combination.

2. Apply the function that is denoted by the operator to the arguments that are the values

of the operands.

Even this simple rule illustrates some important points about processes in general. First, ob-

serve that the �rst step dictates that in order to accomplish the evaluation process for a com-

bination we must �rst perform the evaluation process on each element of the combination.

Thus, the evaluation rule is recursive in nature; that is, it includes, as one of its steps, the need

to invoke the rule itself.

4
Chapter 3 will show that this notion of environment is crucial, both for understanding how the interpreter

works and for implementing interpreters.
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Notice how succinctly the idea of recursion can be used to express what, in the case of a

deeply nested combination, would otherwise be viewed as a rather complicated process. For

example, evaluating

I(2 + 4 * 6) * (3 + 12);

requires that the evaluation rule be applied to four di�erent combinations. We can obtain a

picture of this process by representing the combination in the form of a tree, as shown in

�gure 1.1. Each combination is represented by a node with branches corresponding to the

operator and the operands of the combination stemming from it. The terminal nodes (that is,

nodes with no branches stemming from them) represent either operators or numbers. Viewing

evaluation in terms of the tree, we can imagine that the values of the operands percolate

upward, starting from the terminal nodes and then combining at higher and higher levels. In

general, we shall see that recursion is a very powerful technique for dealing with hierarchical,

treelike objects. In fact, the “percolate values upward” form of the evaluation rule is an example

of a general kind of process known as tree accumulation.

1526

242

390

123

64

+

*

*

+

Figure 1.1: Tree representation, showing the value of each subexpression.

Next, observe that the repeated application of the �rst step brings us to the point where we

need to evaluate, not combinations, but primitive expressions such as numerals or names. We

take care of the primitive cases by stipulating that

– the values of numerals are the numbers that they name, and

– the values of names are the objects associated with those names in the environment.

The key point to notice is the role of the environment in determining the meaning of the

names in expressions. In an interactive language such as JavaScript, it is meaningless to speak

of the value of an expression such as x + 1 without specifying any information about the

environment that would provide a meaning for the name x. As we shall see in chapter 3, the

general notion of the environment as providing a context in which evaluation takes place will

play an important role in our understanding of program execution.

Notice that the evaluation rule given above does not handle declarations. For instance, eval-
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uating const x = 3; does not apply an equality operator = to two arguments, one of which

is the value of the name x and the other of which is 3, since the purpose of the declaration is

precisely to associate x with a value. (That is, const x = 3; is not a combination.)

The letters in const are rendered in bold to indicate that it is a keyword in JavaScript. Key-

words carry a particular meaning, and thus cannot be used as names. A keyword or a combi-

nation of keywords in a statement instructs the JavaScript interpreter to treat the statement

in a special way. Each such syntactic form has its own evaluation rule. The various kinds of

statements and expressions (each with its associated evaluation rule) constitute the syntax of

the programming language.

1.1.4 Compound Functions

We have identi�ed in JavaScript some of the elements that must appear in any powerful

programming language:

– Numbers and arithmetic operations are primitive data and functions.

– Nesting of combinations provides a means of combining operations.

– Constant declarations that associate names with values provide a limited means of ab-

straction.

Now we will learn about function declarations, a much more powerful abstraction technique

by which a compound operation can be given a name and then referred to as a unit.

We begin by examining how to express the idea of “squaring.” We might say, “To square

something, take it times itself.” This is expressed in our language as

Ifunction square(x) {

return x * x;

}

We can understand this in the following way:

function square( x ) { return x * x; }x x x x x x x
To square something, take it times itself.

We have here a compound function, which has been given the name square. The function

represents the operation of multiplying something by itself. The thing to be multiplied is

given a local name, x, which plays the same role that a pronoun plays in natural language.

Evaluating the declaration creates this compound function and associates it with the name

square.
5

5
Observe that there are two di�erent operations being combined here: we are creating the function, and we

are giving it the name square. It is possible, indeed important, to be able to separate these two notions—to create
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The simplest form of a function declaration is

function name( parameters ) { return expression; }

The name is a symbol to be associated with the function de�nition in the environment.
6

The

parameters are the names used within the body of the function to refer to the corresponding

arguments of the function. The parameters are grouped within parentheses, as they will be

in an application of the function being declared. In the simplest form, the body of a function

declaration is a single return statement, which consists of the keyword return followed by

the return expression that will yield the value of the function application, when the formal

parameters are replaced by the actual arguments to which the function is applied.
7

Having declared square, we can now use it in a function application expression, which we

turn into a statement using a semicolon:

Isquare(21);

441

Function applications are—after operator combinations—the second kind of combination of ex-

pressions into larger expressions that we encounter. The general form of a function application

is

f unction-expression( arдument-expressions )

where the function-expression of the application speci�es the function to be applied to the

comma-separated argument-expressions. To evaluate a function application, the interpreter

follows a procedure quite similar to the procedure for operator combinations described in

section 1.1.3.

– To evaluate a function application, do the following:

1. Evaluate the subexpressions of the application, namely the function expression

and the argument expressions.

2. Apply the function that is the value of the function expression to the values of the

argument expressions.

Isquare(2 + 5);

49

Here, the argument expression is itself a compound expression, the operator combination

2 + 5.

functions without naming them, and to give names to functions that have already been created. We will see how

to do this in section 1.3.2.

6
Throughout this book, we will describe the general syntax of expressions by using italic symbols—e.g.,

name—to denote the “slots” in the expression to be �lled in when such an expression is actually used.

7
More generally, the body of the function can be a sequence of statements. In this case, the interpreter evaluates

each statement in the sequence in turn until a return statement determines the value of the function application.
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Isquare(square(3));

81

Of course application expressions can also serve as argument expressions.

We can also use square as a building block in de�ning other functions. For example, x2 +y2

can be expressed as

square(x) + square(y);

We can easily de�ne a function sum_of_squares8
that, given any two numbers as arguments,

produces the sum of their squares:

Ifunction sum_of_squares(x,y) {

return square(x) + square(y);

}

Isum_of_squares(3, 4);

25

Now we can use sum_of_squares as a building block in constructing further functions:

Ifunction f(a) {

return sum_of_squares(a + 1, a * 2);

}

If(5);

136

In addition to compound functions, our JavaScript environment provides a number of prim-
itive functions that are built into the interpreter. An example is the function math_log that

computes the natural logarithm of its argument.
9

Primitive functions are used in exactly the

same way as compound functions; evaluating the application math_log(1) results in the num-

ber 0. Indeed, one could not tell by looking at the de�nition of sum_of_squares given above

whether square was built into the interpreter, like math_log, or de�ned as a compound func-

tion.

8
For longer names, the JavaScript adaptation stays close to the original book, using underscores instead of

hyphens to separate words. This practice di�ers from the common JavaScript convention of using “camel-case”,

which would stipulate the name to be sumOfSquares.

9
Our JavaScript environment includes all functions and constants of ECMAScript’s Math library with the

names math_. . .. For example, ECMAScript’s Math.log is available as math_log.
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1.1.5 The Substitution Model for Function Application

To evaluate a function application, the interpreter follows the process described in section

1.1.4. That is, the interpreter evaluates the elements of the application and applies the function

(which is the value of the function expression of the application) to the arguments (which are

the values of the argument expressions of the application).

We can assume that the mechanism for applying primitive functions to arguments is built

into the interpreter. For compound functions, the application process is as follows:

– To apply a compound function to arguments, evaluate the body of the function with

each formal parameter replaced by the corresponding argument.

To illustrate this process, let’s evaluate the application

If(5)

where f is the function declared in section 1.1.4. We begin by retrieving the return expression

of f:

sum_of_squares(a + 1, a * 2)

Then we replace the parameter a by the argument 5:

sum_of_squares(5 + 1, 5 * 2)

Thus the problem reduces to the evaluation of an application with two arguments and a

function expression sum_of_squares. Evaluating this application involves three subproblems.

We must evaluate the operator to get the function to be applied, and we must evaluate the

argument expressions to get the arguments. Now 5 + 1 produces 6 and 5 * 2 produces 10, so

we must apply the sum_of_squares function to 6 and 10. These values are substituted for the

parameters x and y in the body of sum_of_squares, reducing the expression to

square(6) + square(10)

If we use the declaration of square, this reduces to

(6 * 6) + (10 * 10)

which reduces by multiplication to

36 + 100

and �nally to

136

The process we have just described is called the substitution model for function application.

It can be taken as a model that determines the “meaning” of function application, insofar as the

32 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAZwI4gIYCcCmAKADwEpEBvAKESsVyhCyQMQCpECBucgX3NElgQoQAWwD6cYKLSZcyQgBoAniQrUaOOgxTps+YogDU2mfmWcefaPCTA8GFZWq16SZCPGTpuuRkOIAjPKIvqwATETmvHgArBFAA


Building Abstractions with Functions 1.1.5

functions in this chapter are concerned. However, there are two points that should be stressed:

– The purpose of the substitution is to help us think about function application, not to

provide a description of how the interpreter really works. Typical interpreters do not

evaluate function applications by manipulating the text of a function to substitute values

for the parameters. In practice, the “substitution” is accomplished by using a local envi-

ronment for the parameters. We will discuss this more fully in chapters 3 and 4 when

we examine the implementation of an interpreter in detail.

– Over the course of this book, we will present a sequence of increasingly elaborate models

of how interpreters work, culminating with a complete implementation of an interpreter

and compiler in chapter 5. The substitution model is only the �rst of these models—a

way to get started thinking formally about the evaluation process. In general, when

modeling phenomena in science and engineering, we begin with simpli�ed, incomplete

models. As we examine things in greater detail, these simple models become inadequate

and must be replaced by more re�ned models. The substitution model is no exception.

In particular, when we address in chapter 3 the use of functions with “mutable data,”

we will see that the substitution model breaks down and must be replaced by a more

complicated model of function application.
10

Applicative order versus normal order

According to the description of evaluation given in section 1.1.4, the interpreter �rst evaluates

the function and argument expressions and then applies the resulting function to the result-

ing arguments. This is not the only way to perform evaluation. An alternative evaluation

model would not evaluate the arguments until their values were needed. Instead it would

�rst substitute argument expressions for parameters until it obtained an expression involving

only primitive operators, and would then perform the evaluation. If we used this method, the

evaluation of

f(5)

would proceed according to the sequence of expansions

sum_of_squares(5 + 1, 5 * 2)

square(5 + 1) + square(5 * 2)

(5 + 1) * (5 + 1) + (5 * 2) * (5 * 2)

10
Despite the simplicity of the substitution idea, it turns out to be surprisingly complicated to give a rigorous

mathematical de�nition of the substitution process. The problem arises from the possibility of confusion between

the names used for the parameters of a function and the (possibly identical) names used in the expressions to

which the function may be applied. Indeed, there is a long history of erroneous de�nitions of substitution in the

literature of logic and programming semantics. See Stoy 1977 for a careful discussion of substitution.
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followed by the reductions

6 * 6 + 10 * 10

36 + 100

136

This gives the same answer as our previous evaluation model, but the process is di�erent. In

particular, the evaluations of 5 + 1 and 5 * 2 are each performed twice here, corresponding

to the reduction of the expression

x * x

with x replaced respectively by 5 + 1 and 5 * 2.

This alternative “fully expand and then reduce” evaluation method is known as normal-
order evaluation, in contrast to the “evaluate the arguments and then apply” method that the

interpreter actually uses, which is called applicative-order evaluation. It can be shown that, for

function applications that can be modeled using substitution (including all the functions in the

�rst two chapters of this book) and that yield legitimate values, normal-order and applicative-

order evaluation produce the same value. (See exercise 1.5 for an instance of an “illegitimate”

value where normal-order and applicative-order evaluation do not give the same result.)

JavaScript uses applicative-order evaluation, partly because of the additional e�ciency ob-

tained from avoiding multiple evaluations of expressions such as those illustrated with above

and, more signi�cantly, because normal-order evaluation becomes much more complicated to

deal with when we leave the realm of functions that can be modeled by substitution. On the

other hand, normal-order evaluation can be an extremely valuable tool, and we will investigate

some of its implications in chapters 3 and 4.
11

1.1.6 Conditional Expressions and Predicates

The expressive power of the class of functions that we can de�ne at this point is very limited,

because we have no way to make tests and to perform di�erent operations depending on the

result of a test. For instance, we cannot declare a function that computes the absolute value

of a number by testing whether the number is positive or not, and taking di�erent actions in

each case according to the rule

|x | =

{
x if x ≥ 0

−x otherwise

11
In chapter 3 we will introduce stream processing, which is a way of handling apparently “in�nite” data

structures by incorporating a limited form of normal-order evaluation. In section 4.2 we will modify the JavaScript

interpreter to produce a normal-order variant of JavaScript.
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This construct is a case analysis and can be expressed in JavaScript using a conditional expres-
sion as follows:

Ifunction abs(x) {

return x >= 0 ? x : -x;

}

The general form of a conditional expression is

predicate ? consequent-expression : alternative-expression

Conditional expressions begin with a predicate—that is, an expression whose value is either

true or false, two distinguished boolean values in JavaScript.
12

Note that the primitive boolean

expressions true and false trivially evaluate to the boolean values true and false, respectively.

The predicate is followed by a question mark, the consequent-expression, a colon, and �nally

the alternative-expression.

To evaluate a conditional expression, the interpreter starts by evaluating the predicate of the

expression. If the predicate evaluates to true, the interpreter evaluates the consequent-expression.

If the predicate evaluates to false, it evaluates the alternative-expression.

The word predicate is used for operators and functions that return true or false, as well as for

expressions that evaluate to true or false. The absolute-value function abs makes use of the

primitive predicate >=, an operator that takes two numbers as operands and tests whether the

�rst number is greater than or equal to the second number, returning true or false accordingly.

In addition to primitive predicates such as >=, >, <, <=, ===, and !== that are applied to num-

bers,
13

there are logical composition operations, which enable us to construct compound pred-

icates. The three most frequently used are these:

– expression
1
&& expression

2

This operation expresses logical conjunction.
14

The interpreter evaluates expression
1
. If

it evaluates to false, the value of the whole expression is false, and expression
2

is not

evaluated. If expression
1

evaluates to true, the value of the whole expressionis the value

of expression
2
.

– expression
1
|| expression

2

This operation expresses logical disjunction.
15

The interpreter evaluates expression
1
. If

it evaluates to true, the value of the whole expression is true, and expression
2

is not

evaluated. If expression
1

evaluates to false, the value of the whole expression is the value

12
In JavaScript, other values are automatically converted into true and false according to conversion rules, but

we choose not to make use of these conversion rules in this book.

13
For now, we restrict these operators to number arguments. In sections 2.3.1 and 3.3.1, we shall successively

extend the domains of the predicate ===.

14
meaning roughly the same as the English word “and”

15
meaning roughly the same as the English word “or”
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of expression
2
.

– ! expression
This operation expresses logical negation.

16
The value of the expression is true when

expression evaluates to false, and false otherwise.

Notice that && and || are syntactic forms, not operators, because their right-hand expression

is not always evaluated. The operator !, on the other hand, follows the evaluation rule of

section 1.1.3. It is a unary operator, which means that it takes only one argument, whereas

the arithmetic operators and primitive predicates encountered so far are binary, taking two

arguments. The operator ! precedes its argument; we call it a pre�x operator. Another pre�x

operator is the unary “minus” operator, an example of which is the expression -x of the function

abs in the beginning of this section.

As an example of how these predicates are used, the condition that a number x be in the

range 5 < x < 10 may be expressed as

x > 5 && x < 10

Note that the binary operator && has lower precedence than the comparison operators > and

<, and that the conditional expression operator · · · ?· · · :· · · has lower precedence than any

other operator, a property we used in the abs function above.

As another example, we can de�ne a predicate to test whether one number is greater than

or equal to another as

Ifunction greater_or_equal(x, y) {

return x > y || x === y;

}

or alternatively as

Ifunction greater_or_equal(x, y) {

return ! (x < y);

}

The function greater_or_equal when applied to two numbers, behaves the same as the op-

erator >=. Unary operators have higher precedence than binary operators, which makes the

parentheses in this example necessary.

Exercise 1.1

Below is a sequence of statements. What is the result printed by the interpreter in response

to each statement? Assume that the sequence is to be evaluated in the order in which it is

presented.

16
meaning roughly the same as the English word “not”
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I10;

I5 + 3 + 4;

I9 - 1;

I6 / 2;

I2 * 4 + (4 - 6);

Iconst a = 3;

Iconst b = a + 1;

Ia + b + a * b;

Ia === b;

Ib > a && b < a * b

? b : a;

Ia === 4 ? 6 : b === 4 ? 6 + 7 + a : 25;

I2 + (b > a ? b : a);

I(a > b

? a

: a < b

? b

: -1)

*

(a + 1);

Note that the statement

Ia === 4 ? 6 : b === 4 ? 6 + 7 + a : 25;

consists of two conditional expressions, where the second one forms the alternative of the �rst

one. To make that clear, we often indent the lines like this:

Ia === 4

? 6

: b === 4

? 6 + 7 + a

: 25;
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Exercise 1.2

Translate the following expression into JavaScript

5 + 4 +
(
2 −

(
3 − (6 + 4

5
)
) )

3(6 − 2)(2 − 7)

Exercise 1.3

Declare a function that takes three numbers as arguments and returns the sum of the squares

of the two larger numbers.

Exercise 1.4

Observe that our model of evaluation allows for applications whose function expressions

are compound expressions. Use this observation to describe the behavior of the following

function:

Ifunction plus(a, b) { return a + b; }

function minus(a, b) { return a - b; }

function a_plus_abs_b(a, b) {

return (b >= 0 ? plus : minus)(a, b);

}

Exercise 1.5

Ben Bitdiddle has invented a test to determine whether the interpreter he is faced with is

using applicative-order evaluation or normal-order evaluation. He declares the following two

functions :

Ifunction p() {

return p();

}

function test(x, y) {

return x === 0 ? 0 : y;

}

Then he evaluates the statement

Itest(0, p());

What behavior will Ben observe with an interpreter that uses applicative-order evaluation?

What behavior will he observe with an interpreter that uses normal-order evaluation? Explain
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your answer. (Assume that the evaluation rule for conditional expressions is the same whether

the interpreter is using normal or applicative order: The predicate expression is evaluated �rst,

and the result determines whether to evaluate the consequent or the alternative expression.)

1.1.7 Example: Square Roots by Newton’s Method

Functions, as introduced above, are much like ordinary mathematical functions. They specify

a value that is determined by one or more parameters. But there is an important di�erence be-

tween mathematical functions and computer functions. Computer functions must be e�ective.

As a case in point, consider the problem of computing square roots. We can de�ne the

square-root function as

√
x = the y such that y ≥ 0 and y2 = x

This describes a perfectly legitimate mathematical function. We could use it to recognize

whether one number is the square root of another, or to derive facts about square roots in

general. On the other hand, the de�nition does not describe a computer function. Indeed, it

tells us almost nothing about how to actually �nd the square root of a given number. It will

not help matters to rephrase this de�nition in pseudo-JavaScript:

Ifunction sqrt(x) {

return the y with y >= 0 && square(y) === x;

}

This only begs the question.

The contrast between mathematical function and computer function is a re�ection of the

general distinction between describing properties of things and describing how to do things, or,

as it is sometimes referred to, the distinction between declarative knowledge and imperative

knowledge. In mathematics we are usually concerned with declarative (what is) descriptions,

whereas in computer science we are usually concerned with imperative (how to) descriptions.
17

How does one compute square roots? The most common way is to use Newton’s method of

17
Declarative and imperative descriptions are intimately related, as indeed are mathematics and computer

science. For instance, to say that the answer produced by a program is “correct” is to make a declarative statement

about the program. There is a large amount of research aimed at establishing techniques for proving that programs

are correct, and much of the technical di�culty of this subject has to do with negotiating the transition between

imperative statements (from which programs are constructed) and declarative statements (which can be used to

deduce things). In a related vein, an important current area in programming-language design is the exploration of

so-called very high-level languages, in which one actually programs in terms of declarative statements. The idea

is to make interpreters sophisticated enough so that, given “what is” knowledge speci�ed by the programmer,

they can generate “how to” knowledge automatically. This cannot be done in general, but there are important

areas where progress has been made. We shall revisit this idea in chapter 4.
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successive approximations, which says that whenever we have a guess y for the value of the

square root of a number x , we can perform a simple manipulation to get a better guess (one

closer to the actual square root) by averaging y with x/y.
18

For example, we can compute the

square root of 2 as follows. Suppose our initial guess is 1:

Guess Quotient Average

1

2

1

= 2

(2 + 1)

2

= 1.5

1.5
2

1.5
= 1.3333

(1.3333 + 1.5)

2

= 1.4167

1.4167

2

1.4167

= 1.4118

(1.4167 + 1.4118)

2

= 1.4142

1.4142 . . . . . .

Continuing this process, we obtain better and better approximations to the square root.

Now let’s formalize the process in terms of functions. We start with a value for the radicand

(the number whose square root we are trying to compute) and a value for the guess. If the

guess is good enough for our purposes, we are done; if not, we must repeat the process with

an improved guess. We write this basic strategy as a function:

Ifunction sqrt_iter(guess, x) {

return good_enough(guess, x)

? guess

: sqrt_iter(improve(guess, x), x);

}

A guess is improved by averaging it with the quotient of the radicand and the old guess:

Ifunction improve(guess, x) {

return average(guess, x / guess);

}

where

Ifunction average(x,y) {

return (x + y) / 2;

}

We also have to say what we mean by “good enough.” The following will do for illustration,

but it is not really a very good test. (See exercise 1.7.) The idea is to improve the answer until

it is close enough so that its square di�ers from the radicand by less than a predetermined

18
This square-root algorithm is actually a special case of Newton’s method, which is a general technique for

�nding roots of equations. The square-root algorithm itself was developed by Heron of Alexandria in the �rst

century a.d. We will see how to express the general Newton’s method as a JavaScript function in section 1.3.4.
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tolerance (here 0.001):

Ifunction good_enough(guess, x) {

return abs(square(guess) - x) < 0.001;

}

Finally, we need a way to get started. For instance, we can always guess that the square root

of any number is 1:

Ifunction sqrt(x) {

return sqrt_iter(1, x);

}

If we type these declarations to the interpreter, we can use sqrt just as we can use any

function:

Isqrt(9);

3 .00009155413138

Isqrt(100 + 37);

11 .704699917758145

Isqrt(sqrt(2) + sqrt(3));

1 .7739279023207892

Isquare(sqrt(1000));

1000 .000369924366

The sqrt program also illustrates that the simple functional language we have introduced

so far is su�cient for writing any purely numerical program that one could write in, say,

C or Pascal. This might seem surprising, since we have not included in our language any

iterative (looping) constructs that direct the computer to do something over and over again.

The function sqrt_iter, on the other hand, demonstrates how iteration can be accomplished

using no special construct other than the ordinary ability to call a function.
19

Exercise 1.6

Alyssa P. Hacker doesn’t like the syntax of conditional expressions, involving the characters

? and :. “Why can’t I just declare an ordinary conditional function whose application works

just like conditional expressions?” she asks. Alyssa’s friend Eva Lu Ator claims this can indeed

be done, and she declares a conditional function as follows:

19
Readers who are worried about the e�ciency issues involved in using function calls to implement iteration

should note the remarks on “tail recursion” in section 1.2.1.

41 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RUJFgJE6AI4hkVHPmJkK1WvUQAqHqIlTo8JAHM4cACYB9SmDggzAC0xmQldOgA0PNSTIqGjoUDEwFJRV3T3R8AT9EAB52ADo2NgBGQyIiC2s7BydXDJSAFgzfACZcYSA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RUJFgJE6AI4hkVHPmJkK1WvUQAqHqIlTo8JAHM4cACYB9SmDggzAC0xmQldOgA0PNSTIqGjoUDEwFJRV3T3R8AT9EAB52ADo2NgBGQ0lwE1lkADdKcmQzShxvAE9-DSDtRBxEAGpEasQAekQAJmzjGSQYAFsAB3I4IrcPL188QgDSOpDC4tLy6OmeDsR12N7c-rl5cigbGChiyZiZmsCtEItrOwcnVx3r+Y0Nbh2Pz9J+BTHU7nciYIajcZrKY+PzXPbSUyHY6qOa1O5IQEnM4XDJw8REIiYzAAVlwwiAA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RUJFgJE6AI4hkVHPmJkK1WvUQAqHqIlTo8JAHM4cACYB9SmDggzAC0xmQldOgA0PNSTIqGjoUDEwFJRV3T3R8AT9EAB52ADo2NgBGQ0lwE1lkADdKcmQzShxvAE9-DSDtRBxEAGpEasQAekQAJmzjGSQYAFsAB3I4IrcPL188QgDSOpDC4tLy6OmeDsR12N7c-rl5cigbGChiyZiZmsCtEItrOwcnVx3r+Y0Nbh2Pz9J+BTHU7nciYIajcZrKY+PzXPbSUyHY6qOa1O5IQEnM4XDJw8RETGYACcuGEQA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RUJFgJE6AI4hkVHPmJkK1WvUQAqHqIlTo8JAHM4cACYB9SmDggzAC0xmQldOgA0PNSTIqGjoUDEwFJRV3T3R8AT9EAB52ADo2NgBGQ0lwE1lkADdKcmQzShxvAE9-DSDtRBxEAGpEasQAekQAJmzjGSQYAFsAB3I4IrcPL188QgDSOpDC4tLy6OmeDsR12N7c-rl5cigbGChiyZiZmsCtEItrOwcnVx3r+Y0Nbh2Pz9J+BTHU7nciYIajcZrKY+PzXPbSUyHY6qOa1O5IQEnM4XDJw8RETGYDLpZqIADMAHZcMIgA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RUJFgJE6AI4hkVHPmJkK1WvUQAqHqIlTo8JAHM4cACYB9SmDggzAC0xmQldOgA0PNSTIqGjoUDEwFJRV3T3R8AT9EAB52ADo2NgBGQ0lwE1lkADdKcmQzShxvAE9-DSDtRBxEAGpEasQAekQAJmzjGSQYAFsAB3I4IrcPL188QgDSOpDC4tLy6OmeDsR12N7c-rl5cigbGChiyZiZmsCtEItrOwcnVx3r+Y0Nbh2Pz9J+BTHU7nciYIajcZrKY+PzXPbSUyHY6qOa1O5IQEnM4XDJw8RETHhI5QTBdfAtQkAZlwuGEQA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RUJFgJE6AI4hkVHPmJkK1WvUQAqHqIlTo8JAHM4cACYB9SmDggzAC0xmQldOgA0PNSTIqGjoUDEwFJRV3T3R8AT9EAB52ADo2NgBGQ0lwE1lkADdKcmQzShxvAE9-DSDtRBxEAGpEasQAekQAJmzjGSQYAFsAB3I4IrcPL188QgDSOpDC4tLy6OmeDsR12N7c-rl5cigbGChiyZiZmsCtEItrOwcnVx3r+Y0Nbh2Pz9J+BTHU7nciYIajcZrKY+PzXPbSUyHY6qOa1O5IQEnM4XDJw8RECLKcqYzAZdJsXC4YRAA


Building Abstractions with Functions 1.1.8

Ifunction conditional(predicate, then_clause, else_clause) {

return predicate ? then_clause : else_clause;

}

Eva demonstrates the program for Alyssa:

Iconditional(2 === 3, 0, 5);

evaluates as expected to 5, and

Iconditional(1 === 1, 0, 5);

evaluates as expected to 0. Delighted, Alyssa uses conditional to rewrite the square-root

program:

Ifunction sqrt_iter(guess, x) {

return conditional(good_enough(guess, x),

guess,

sqrt_iter(improve(guess, x),

x));

}

What happens when Alyssa attempts to use this to compute square roots? Explain.

Exercise 1.7

The good_enough test used in computing square roots will not be very e�ective for �nding

the square roots of very small numbers. Also, in real computers, arithmetic operations are

almost always performed with limited precision. This makes our test inadequate for very large

numbers. Explain these statements, with examples showing how the test fails for small and

large numbers. An alternative strategy for implementing good_enough is to watch how guess

changes from one iteration to the next and to stop when the change is a very small fraction of

the guess. Design a square-root function that uses this kind of end test. Does this work better

for small and large numbers?

Exercise 1.8

Newton’s method for cube roots is based on the fact that if y is an approximation to the cube

root of x , then a better approximation is given by the value

x/y2 + 2y

3

Use this formula to implement a cube-root function analogous to the square-root function. (In

section 1.3.4 we will see how to implement Newton’s method in general as an abstraction of

these square-root and cube-root functions.)
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1.1.8 Functions as Black-Box Abstractions

The function sqrt is our �rst example of a process de�ned by a set of mutually de�ned functions.

Notice that the declaration of sqrt_iter is recursive; that is, the function is de�ned in terms

of itself. The idea of being able to de�ne a function in terms of itself may be disturbing; it

may seem unclear how such a “circular” de�nition could make sense at all, much less specify a

well-de�ned process to be carried out by a computer. This will be addressed more carefully in

section 1.2. But �rst let’s consider some other important points illustrated by the sqrt example.

Observe that the problem of computing square roots breaks up naturally into a number of

subproblems: how to tell whether a guess is good enough, how to improve a guess, and so on.

Each of these tasks is accomplished by a separate function. The entire sqrt program can be

viewed as a cluster of functions (shown in �gure 1.2) that mirrors the decomposition of the

problem into subproblems.

square
/

good_enough

\
abs average

\

improve
/ \

sqrt_iter
|

sqrt

Figure 1.2: Functional decomposition of the sqrt program.

The importance of this decomposition strategy is not simply that one is dividing the program

into parts. After all, we could take any large program and divide it into parts—the �rst ten

lines, the next ten lines, the next ten lines, and so on. Rather, it is crucial that each function

accomplishes an identi�able task that can be used as a module in de�ning other functions.

For example, when we de�ne the good_enough function in terms of square, we are able to

regard the square function as a “black box.” We are not at that moment concerned with how
the function computes its result, only with the fact that it computes the square. The details

of how the square is computed can be suppressed, to be considered at a later time. Indeed,

as far as the good_enough function is concerned, square is not quite a function but rather an

abstraction of a function, a so-called functional abstraction. At this level of abstraction, any

function that computes the square is equally good.

Thus, considering only the values they return, the following two functions squaring a number

should be indistinguishable. Each takes a numerical argument and produces the square of that

number as the value.
20

20
It is not even clear which of these functions is a more e�cient implementation. This depends upon the

hardware available. There are machines for which the “obvious” implementation is the less e�cient one. Consider
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Ifunction square(x) {

return x * x;

}

Ifunction square(x) {

return math_exp(double(math_log(x)));

}

function double(x) {

return x + x;

}

So a function should be able to suppress detail. The users of the function may not have

written the function themselves, but may have obtained it from another programmer as a

black box. A user should not need to know how the function is implemented in order to use it.

Local names

One detail of a function’s implementation that should not matter to the user of the function is

the implementer’s choice of names for the function’s parameters. Thus, the following functions

should not be distinguishable:

Ifunction square(x) {

return x * x;

}

Ifunction square(y) {

return y * y;

}

This principle—that the meaning of a function should be independent of the parameter

names used by its author—seems on the surface to be self-evident, but its consequences are

profound. The simplest consequence is that the parameter names of a function must be local

to the body of the function. For example, we used square in the declaration of good_enough

in our square-root function:

Ifunction good_enough(guess, x) {

return abs(square(guess) - x) < 0.001;

}

The intention of the author of good_enough is to determine if the square of the �rst argument

is within a given tolerance of the second argument. We see that the author of good_enough

used the name guess to refer to the �rst argument and x to refer to the second argument. The

argument of square is guess. If the author of square used x (as above) to refer to that argument,

a machine that has extensive tables of logarithms and antilogarithms stored in a very e�cient manner.
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we see that the x in good_enough must be a di�erent x than the one in square. Running the

function square must not a�ect the value of x that is used by good_enough, because that value

of x may be needed by good_enough after square is done computing.

If the parameters were not local to the bodies of their respective functions, then the parameter

x in square could be confused with the parameter x in good_enough, and the behavior of

good_enough would depend upon which version of square we used. Thus, square would not

be the black box we desired.

A parameter of a function has a very special role in the function declaration, in that it

doesn’t matter what name the parameter has. Such a name is called bound, and we say that the

function declaration binds its parameters. The meaning of a function declaration is unchanged

if a bound name is consistently renamed throughout the declaration.
21

If a name is not bound,

we say that it is free. The set of expressions for which a binding declares a name is called the

scope of that name. In a function declaration, the bound symbols declared as the parameters

of the function have the body of the function as their scope.

In the declaration of good_enough above, guess and x are bound names but abs and square

are free. The meaning of good_enough should be independent of the names we choose for guess

and x so long as they are distinct and di�erent from abs and square. (If we renamed guess to

abs we would have introduced a bug by capturing the name abs. It would have changed from

free to bound.) The meaning of good_enough is not independent of the choice of its free names,

however. It surely depends upon the fact (external to this declaration) tht the name abs refers

to a function for computing the absolute value of a number. The function good_enough will

compute a di�erent function if we substitute math_cos (JavaScript’s cosine function) for abs

in its declaration.

Internal declarations and block structure

We have one kind of name isolation available to us so far: The parameters of a function are

local to the body of the function. The square-root program illustrates another way in which we

would like to control the use of names. The existing program consists of separate functions:

Ifunction sqrt(x) {

return sqrt_iter(1.0, x);

}

function sqrt_iter(guess, x) {

return good_enough(guess, x)

? guess

: sqrt_iter(improve(guess, x), x);

}

21
The concept of consistent renaming is actually subtle and di�cult to de�ne formally. Famous logicians have

made embarrassing errors here.
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function good_enough(guess, x) {

return abs(square(guess) - x) < 0.001;

}

function improve(guess, x) {

return average(guess, x / guess);

}

The problem with this program is that the only function that is important to users of sqrt is

sqrt. The other functions (sqrt_iter, good_enough, and improve) only clutter up their minds.

They may not declare any other function called good_enough as part of another program to

work together with the square-root program, because sqrt needs it. The problem is especially

severe in the construction of large systems by many separate programmers. For example, in the

construction of a large library of numerical functions, many numerical functions are computed

as successive approximations and thus might have functions named good_enough and improve

as auxiliary functions. We would like to localize the subfunctions, hiding them inside sqrt

so that sqrt could coexist with other successive approximations, each having its own private

good_enough function. To make this possible, we allow a function to have internal declarations

that are local to that function. For example, in the square-root problem we can write

Ifunction sqrt(x) {

function good_enough(guess, x) {

return abs(square(guess) - x) < 0.001;

}

function improve(guess, x) {

return average(guess, x / guess);

}

function sqrt_iter(guess, x) {

return good_enough(guess, x)

? guess

: sqrt_iter(improve(guess, x), x);

}

return sqrt_iter(1.0, x);

}

Any matching pair of curly braces designates a block, and declarations inside the block are

local to the block. Such nesting of declarations, called block structure, is basically the right

solution to the simplest name-packaging problem. But there is a better idea lurking here.

In addition to internalizing the declarations of the auxiliary functions, we can simplify them.

Since x is bound in the declaration of sqrt, the functions good_enough, improve, and sqrt_iter,

which are declared internally to sqrt, are in the scope of x. Thus, it is not necessary to pass

x explicitly to each of these functions. Instead, we allow x to be a free name in the internal

declarations, as shown below. Then x gets its value from the argument with which the enclosing

function sqrt is called. This discipline is called lexical scoping.
22

22
Lexical scoping dictates that free names in a function are taken to refer to bindings made by enclosing
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Ifunction sqrt(x) {

function good_enough(guess) {

return abs(square(guess) - x) < 0.001;

}

function improve(guess) {

return average(guess, x / guess);

}

function sqrt_iter(guess) {

return good_enough(guess)

? guess

: sqrt_iter(improve(guess));

}

return sqrt_iter(1.0);

}

We will use block structure extensively to help us break up large programs into tractable

pieces.
23

The idea of block structure originated with the programming language Algol 60. It

appears in most advanced programming languages and is an important tool for helping to

organize the construction of large programs.

1.2 Functions and the Processes They Generate

We have now considered the elements of programming: We have used primitive arithmetic

operations, we have combined these operations, and we have abstracted these composite op-

erations by declaring them as compound functions . But that is not enough to enable us to say

that we know how to program. Our situation is analogous to that of someone who has learned

the rules for how the pieces move in chess but knows nothing of typical openings, tactics, or

strategy. Like the novice chess player, we don’t yet know the common patterns of usage in the

domain. We lack the knowledge of which moves are worth making (which functions are worth

declaring). We lack the experience to predict the consequences of making a move (executing

a function).

The ability to visualize the consequences of the actions under consideration is crucial to

becoming an expert programmer, just as it is in any synthetic, creative activity. In becoming an

expert photographer, for example, one must learn how to look at a scene and know how dark

each region will appear on a print for each possible choice of exposure and processing options.

Only then can one reason backward, planning framing, lighting, exposure, and processing to

obtain the desired e�ects. So it is with programming, where we are planning the course of

function declarations; that is, they are looked up in the environment in which the function was declared. We

will see how this works in detail in chapter 3 when we study environments and the detailed behavior of the

interpreter.

23
Embedded declarations must come �rst in a function body. The management is not responsible for the

consequences of running programs that intertwine declaration and use; see also footnote 52 in section 1.3.2.
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action to be taken by a process and where we control the process by means of a program.

To become experts, we must learn to visualize the processes generated by various types of

functions. Only after we have developed such a skill can we learn to reliably construct programs

that exhibit the desired behavior.

A function is a pattern for the local evolution of a computational process. It speci�es how

each stage of the process is built upon the previous stage. We would like to be able to make

statements about the overall, or global, behavior of a process whose local evolution has been

speci�ed by a function. This is very di�cult to do in general, but we can at least try to describe

some typical patterns of process evolution.

In this section we will examine some common “shapes” for processes generated by simple

functions. We will also investigate the rates at which these processes consume the important

computational resources of time and space. The functions we will consider are very simple.

Their role is like that played by test patterns in photography: as oversimpli�ed prototypical

patterns, rather than practical examples in their own right.

1.2.1 Linear Recursion and Iteration

We begin by considering the factorial function, de�ned by

n! = n · (n − 1) · (n − 2) · · · 3 · 2 · 1

There are many ways to compute factorials. One way is to make use of the observation that

n! is equal to n times (n − 1)! for any positive integer n:

n! = n · [(n − 1) · (n − 2) · · · 3 · 2 · 1] = n · (n − 1)!

Thus, we can compute n! by computing (n − 1)! and multiplying the result by n. If we add the

stipulation that 1! is equal to 1, this observation translates directly into a computer function:

Ifunction factorial(n) {

return n === 1

? 1

: n * factorial(n - 1);

}
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factorial(6)

6 * factorial(5)

6 * (5 * factorial(4))

6 * (5 * (4 * factorial(3)))

6 * (5 * (4 * (3 * factorial(2))))

6 * (5 * (4 * (3 * (2 * factorial(1)))))

6 * (5 * (4 * (3 * (2 * 1))))

6 * (5 * (4 * (3 * 2)))

6 * (5 * (4 * 6))

6 * (5 * 24)

6 * 120

720

Figure 1.3: A linear recursive process for computing 6!.

We can use the substitution model of section 1.1.5 to watch the function in action computing

6!, as shown in �gure 1.3.

Now let’s take a di�erent perspective on computing factorials. We could describe a rule for

computing n! by specifying that we �rst multiply 1 by 2, then multiply the result by 3, then by

4, and so on until we reach n. More formally, we maintain a running product, together with

a counter that counts from 1 up to n. We can describe the computation by saying that the

counter and the product simultaneously change from one step to the next according to the

rule

product← counter · product

counter← counter + 1

and stipulating that n! is the value of the product when the counter exceeds n.

Once again, we can recast our description as a function for computing factorials:
24

Ifunction factorial(n) {

24
In a real program we would probably use the block structure introduced in the last section to hide the

declaration of fact_iter:

Ifunction factorial(n) {
function iter(product, counter) {

return counter > n
? product
: iter(counter * product,

counter + 1);
}
return iter(1, 1);

}
We avoided doing this here so as to minimize the number of things to think about at once.
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return fact_iter(1, 1, n);

}

function fact_iter(product, counter, max_count) {

return counter > max_count

? product

: fact_iter(counter * product,

counter + 1,

max_count);

}

factorial(6)

fact_iter(1, 1, 6)

fact_iter(1, 2, 6)

fact_iter(2, 3, 6)

fact_iter(6, 4, 6)

fact_iter(24, 5, 6)

fact_iter(120, 6, 6)

fact_iter(720, 7, 6)

720

Figure 1.4: A linear iterative process for computing 6!.

As before, we can use the substitution model to visualize the process of computing 6!, as

shown in �gure 1.4.

Compare the two processes. From one point of view, they seem hardly di�erent at all. Both

compute the same mathematical function on the same domain, and each requires a number of

steps proportional to n to compute n!. Indeed, both processes even carry out the same sequence

of multiplications, obtaining the same sequence of partial products. On the other hand, when

we consider the “shapes” of the two processes, we �nd that they evolve quite di�erently.

Consider the �rst process. The substitution model reveals a shape of expansion followed by

contraction, indicated by the arrow in �gure 1.3. The expansion occurs as the process builds up

a chain of deferred operations (in this case, a chain of multiplications). The contraction occurs

as the operations are actually performed. This type of process, characterized by a chain of

deferred operations, is called a recursive process. Carrying out this process requires that the

interpreter keep track of the operations to be performed later on. In the computation of n!, the

length of the chain of deferred multiplications, and hence the amount of information needed

to keep track of it, grows linearly with n (is proportional to n), just like the number of steps.

Such a process is called a linear recursive process.

By contrast, the second process does not grow and shrink. At each step, all we need to

keep track of, for any n, are the current values of the names product, counter, and max_count.
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We call this an iterative process. In general, an iterative process is one whose state can be

summarized by a �xed number of state variables, together with a �xed rule that describes how

the state variables should be updated as the process moves from state to state and an (optional)

end test that speci�es conditions under which the process should terminate. In computing n!,

the number of steps required grows linearly with n. Such a process is called a linear iterative
process.

The contrast between the two processes can be seen in another way. In the iterative case,

the state variables provide a complete description of the state of the process at any point. If

we stopped the computation between steps, all we would need to do to resume the computa-

tion is to supply the interpreter with the values of the three state variables. Not so with the

recursive process. In this case there is some additional “hidden” information, maintained by

the interpreter and not contained in the state variables, which indicates “where the process is”

in negotiating the chain of deferred operations. The longer the chain, the more information

must be maintained.
25

In contrasting iteration and recursion, we must be careful not to confuse the notion of a

recursive process with the notion of a recursive function. When we describe a function as

recursive, we are referring to the syntactic fact that the function declaration refers (either

directly or indirectly) to the function itself. But when we describe a process as following a

pattern that is, say, linearly recursive, we are speaking about how the process evolves, not about

the syntax of how a function is written. It may seem disturbing that we refer to a recursive

function such as fact_iter as generating an iterative process. However, the process really is

iterative: Its state is captured completely by its three state variables, and an interpreter need

keep track of only three names in order to execute the process.

One reason that the distinction between process and function may be confusing is that most

implementations of common languages (including Ada, Pascal, and C) are designed in such a

way that the interpretation of any recursive function consumes an amount of memory that

grows with the number of function calls, even when the process described is, in principle,

iterative. As a consequence, these languages can describe iterative processes only by resorting

to special-purpose “looping constructs” such as do, repeat, until, for, and while. The imple-

mentation of JavaScript we shall consider in chapter 5 does not share this defect. It will execute

an iterative process in constant space, even if the iterative process is described by a recursive

function. An implementation with this property is called tail-recursive.26
With a tail-recursive

25
When we discuss the implementation of functions on register machines in chapter 5, we will see that any

iterative process can be realized “in hardware” as a machine that has a �xed set of registers and no auxiliary

memory. In contrast, realizing a recursive process requires a machine that uses an auxiliary data structure known

as a stack.

26
Tail recursion has long been known as a compiler optimization trick. A coherent semantic basis for tail

recursion was provided by Carl Hewitt (1977), who explained it in terms of the “message-passing” model of

computation that we shall discuss in chapter 3. Inspired by this, Gerald Jay Sussman and Guy Lewis Steele

Jr. (see Steele 1975) constructed a tail-recursive interpreter for Scheme. Steele later showed how tail recursion is
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implementation, iteration can be expressed using the ordinary function call mechanism, so

that special iteration constructs are useful only as syntactic sugar.
27

Exercise 1.9

Each of the following two functions de�nes a method for adding two positive integers in

terms of the functions inc, which increments its argument by 1, and dec, which decrements

its argument by 1.

Ifunction plus(a, b) {

return a === 0 ? b : inc(plus(dec(a), b));

}

Ifunction plus(a, b) {

return a === 0 ? b : plus(dec(a), inc(b));

}

Using the substitution model, illustrate the process generated by each function in evaluating

plus(4, 5);. Are these processes iterative or recursive?

Exercise 1.10

The following function computes a mathematical function called Ackermann’s function.

Ifunction A(x,y) {

return y === 0

? 0

: x === 0

? 2 * y

: y === 1

? 2

: A(x - 1, A(x, y - 1));

}

What are the values of the following expressions?

IA(1, 10);

IA(2, 4);

IA(3, 3);

a consequence of the natural way to compile function calls (Steele 1977). The IEEE standard for Scheme requires

that Scheme implementations be tail-recursive. The ECMA standard for JavaScript eventually followed suit with

ECMAScript 2015 (ECMA 2015). Note however, that as of this writing (2020), most implementations of JavaScript

do not comply with this standard.

27
Syntactic forms that are simply convenient alternative surface structures for things that can be written in

more uniform ways are sometimes called syntactic sugar, to use a phrase coined by Peter Landin. Exercises 4.7 and

4.8 explore JavaScript’s while and for loops as syntactic sugar for functions that give rise to iterative processes.
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Consider the following functions, where A is the function declared above:

Ifunction f(n) {

return A(0, n);

}

function g(n) {

return A(1, n);

}

function h(n) {

return A(2, n);

}

function k(n) {

return 5 * n * n;

}

Give concise mathematical de�nitions for the functions computed by the functions f, g, and h

for positive integer values of n. For example, k(n) computes 5n2
.

1.2.2 Tree Recursion

Another common pattern of computation is called tree recursion. As an example, consider com-

puting the sequence of Fibonacci numbers, in which each number is the sum of the preceding

two:

0, 1, 1, 2, 3, 5, 8, 13, 21, . . .

In general, the Fibonacci numbers can be de�ned by the rule

Fib(n) =


0 if n = 0

1 if n = 1

Fib(n − 1) + Fib(n − 2) otherwise

We can immediately translate this de�nition into a recursive function for computing Fi-

bonacci numbers:

Ifunction fib(n) {

return n === 0

? 0

: n === 1

? 1

: fib(n - 1) + fib(n - 2);

}
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fib5

fib4 fib3

fib3 fib2 fib2 fib1
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1

Figure 1.5: The tree-recursive process generated in computing fib(5) .

Consider the pattern of this computation. To compute fib(5), we compute fib(4) and

fib(3). To compute fib(4), we compute fib(3) and fib(2). In general, the evolved process

looks like a tree, as shown in �gure 1.5. Notice that the branches split into two at each level

(except at the bottom); this re�ects the fact that the fib function calls itself twice each time it

is invoked.

This function is instructive as a prototypical tree recursion, but it is a terrible way to compute

Fibonacci numbers because it does so much redundant computation. Notice in �gure 1.5 that

the entire computation of fib(3)—almost half the work—is duplicated. In fact, it is not hard

to show that the number of times the function will compute fib(1) or fib(0) (the number

of leaves in the above tree, in general) is precisely Fib(n + 1). To get an idea of how bad this

is, one can show that the value of Fib(n) grows exponentially with n. More precisely (see

exercise 1.13), Fib(n) is the closest integer to ϕn/
√

5, where

ϕ = (1 +
√

5)/2 ≈ 1.6180

is the golden ratio, which satis�es the equation

ϕ2 = ϕ + 1

Thus, the process uses a number of steps that grows exponentially with the input. On the

other hand, the space required grows only linearly with the input, because we need keep track

only of which nodes are above us in the tree at any point in the computation. In general, the
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number of steps required by a tree-recursive process will be proportional to the number of

nodes in the tree, while the space required will be proportional to the maximum depth of the

tree.

We can also formulate an iterative process for computing the Fibonacci numbers. The idea

is to use a pair of integers a and b, initialized to Fib(1) = 1 and Fib(0) = 0, and to repeatedly

apply the simultaneous transformations

a ← a + b

b ← a

It is not hard to show that, after applying this transformation n times, a and b will be equal,

respectively, to Fib(n + 1) and Fib(n). Thus, we can compute Fibonacci numbers iteratively

using the function

Ifunction fib(n) {

return fib_iter(1, 0, n);

}

function fib_iter(a, b, count) {

return count === 0

? b

: fib_iter(a + b, a, count - 1);

}

This second method for computing Fib(n) is a linear iteration. The di�erence in number of

steps required by the two methods—one linear in n, one growing as fast as Fib(n) itself—is

enormous, even for small inputs.

One should not conclude from this that tree-recursive processes are useless. When we con-

sider processes that operate on hierarchically structured data rather than numbers, we will

�nd that tree recursion is a natural and powerful tool.
28

But even in numerical operations,

tree-recursive processes can be useful in helping us to understand and design programs. For

instance, although the �rst fib function is much less e�cient than the second one, it is more

straightforward, being little more than a translation into JavaScript of the de�nition of the Fi-

bonacci sequence. To formulate the iterative algorithm required noticing that the computation

could be recast as an iteration with three state variables.

28
An example of this was hinted at in section 1.1.3: The interpreter itself evaluates expressions using a tree-

recursive process.
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Example: Counting change

It takes only a bit of cleverness to come up with the iterative Fibonacci algorithm. In contrast,

consider the following problem: How many di�erent ways can we make change of $1.00, given

half-dollars, quarters, dimes, nickels, and pennies? More generally, can we write a function to

compute the number of ways to change any given amount of money?

This problem has a simple solution as a recursive function. Suppose we think of the types

of coins available as arranged in some order. Then the following relation holds:

The number of ways to change amount a using n kinds of coins equals

– the number of ways to change amount a using all but the �rst kind of coin, plus

– the number of ways to change amount a − d using all n kinds of coins, where d is the

denomination of the �rst kind of coin.

To see why this is true, observe that the ways to make change can be divided into two

groups: those that do not use any of the �rst kind of coin, and those that do. Therefore, the

total number of ways to make change for some amount is equal to the number of ways to

make change for the amount without using any of the �rst kind of coin, plus the number of

ways to make change assuming that we do use the �rst kind of coin. But the latter number is

equal to the number of ways to make change for the amount that remains after using a coin

of the �rst kind.

Thus, we can recursively reduce the problem of changing a given amount to problems of

changing smaller amounts or using fewer kinds of coins. Consider this reduction rule carefully,

and convince yourself that we can use it to describe an algorithm if we specify the following

degenerate cases:
29

– If a is exactly 0, we should count that as 1 way to make change.

– If a is less than 0, we should count that as 0 ways to make change.

– If n is 0, we should count that as 0 ways to make change.

We can easily translate this description into a recursive function:

Ifunction count_change(amount) {

return cc(amount, 5);

}

function cc(amount, kinds_of_coins) {

return amount === 0

? 1

: amount < 0 ||

kinds_of_coins === 0

29
For example, work through in detail how the reduction rule applies to the problem of making change for 10

cents using pennies and nickels.
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? 0

: cc(amount, kinds_of_coins - 1)

+

cc(amount - first_denomination(

kinds_of_coins),

kinds_of_coins);

}

function first_denomination(kinds_of_coins) {

return kinds_of_coins === 1 ? 1 :

kinds_of_coins === 2 ? 5 :

kinds_of_coins === 3 ? 10 :

kinds_of_coins === 4 ? 25 :

kinds_of_coins === 5 ? 50 : 0;

}

(The first_denomination function takes as input the number of kinds of coins available

and returns the denomination of the �rst kind. Here we are thinking of the coins as arranged

in order from largest to smallest, but any order would do as well.) We can now answer our

original question about changing a dollar:

Icount_change(100);

292

The function count_change generates a tree-recursive process with redundancies similar to

those in our �rst implementation of fib. (It will take quite a while for that 292 to be computed.)

On the other hand, it is not obvious how to design a better algorithm for computing the result,

and we leave this problem as a challenge. The observation that a tree-recursive process may

be highly ine�cient but often easy to specify and understand has led people to propose that

one could get the best of both worlds by designing a “smart compiler” that could transform

tree-recursive functions into more e�cient functions that compute the same result.
30

Exercise 1.11

A function f is de�ned by the rule that f (n) = n if n < 3 and f (n) = f (n − 1) + 2f (n − 2) +

3f (n−3) if n ≥ 3. Write a JavaScript function that computes f by means of a recursive process.

Write a function that computes f by means of an iterative process.

30
One approach to coping with redundant computations is to arrange matters so that we automatically con-

struct a table of values as they are computed. Each time we are asked to apply the function to some argument,

we �rst look to see if the value is already stored in the table, in which case we avoid performing the redundant

computation. This strategy, known as tabulation or memoization, can be implemented in a straightforward way.

Tabulation can sometimes be used to transform processes that require an exponential number of steps (such as

count_change) into processes whose space and time requirements grow linearly with the input. See exercise 3.27.
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Exercise 1.12

The following pattern of numbers is called Pascal’s triangle.

1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

. . .

The numbers at the edge of the triangle are all 1, and each number inside the triangle is the sum

of the two numbers above it.
31

Write a function that computes elements of Pascal’s triangle

by means of a recursive process.

Exercise 1.13

Prove that Fib(n) is the closest integer to ϕn/
√

5, where ϕ = (1+
√

5)/2. Hint: Letψ = (1−
√

5)/2.

Use induction and the de�nition of the Fibonacci numbers (see section 1.2.2) to prove that

Fib(n) = (ϕn −ψn)/
√

5.

1.2.3 Orders of Growth

The previous examples illustrate that processes can di�er considerably in the rates at which

they consume computational resources. One convenient way to describe this di�erence is to

use the notion of order of growth to obtain a gross measure of the resources required by a

process as the inputs become larger.

Let n be a parameter that measures the size of the problem, and let R(n) be the amount of

resources the process requires for a problem of size n. In our previous examples we took n to

be the number for which a given function is to be computed, but there are other possibilities.

For instance, if our goal is to compute an approximation to the square root of a number,

we might take n to be the number of digits accuracy required. For matrix multiplication we

might take n to be the number of rows in the matrices. In general there are a number of

properties of the problem with respect to which it will be desirable to analyze a given process.

31
The elements of Pascal’s triangle are called the binomial coe�cients, because the nth row consists of the

coe�cients of the terms in the expansion of (x + y)n . This pattern for computing the coe�cients appeared

in Blaise Pascal’s 1653 seminal work on probability theory, Traité du triangle arithmétique. According to Knuth

(1973), the same pattern appears in the Szu-yuen Yü-chien (“The Precious Mirror of the Four Elements”), published

by the Chinese mathematician Chu Shih-chieh in 1303, in the works of the twelfth-century Persian poet and

mathematician Omar Khayyam, and in the works of the twelfth-century Hindu mathematician Bháscara Áchárya.
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Similarly, R(n) might measure the number of internal storage registers used, the number of

elementary machine operations performed, and so on. In computers that do only a �xed number

of operations at a time, the time required will be proportional to the number of elementary

machine operations performed.

We say that R(n) has order of growth Θ(f (n)), written R(n) = Θ(f (n)) (pronounced “theta

of f (n)”), if there are positive constants k1 and k2 independent of n such that k1 f (n) ≤ R(n) ≤

k2 f (n) for any su�ciently large value of n. (In other words, for large n, the value R(n) is

sandwiched between k1 f (n) and k2 f (n).)

For instance, with the linear recursive process for computing factorial described in sec-

tion 1.2.1 the number of steps grows proportionally to the input n. Thus, the steps required

for this process grows as Θ(n). We also saw that the space required grows as Θ(n). For the

iterative factorial, the number of steps is still Θ(n) but the space is Θ(1)—that is, constant.
32

The tree-recursive Fibonacci computation requires Θ(ϕn) steps and space Θ(n), where ϕ is the

golden ratio described in section 1.2.2.

Orders of growth provide only a crude description of the behavior of a process. For example,

a process requiring n2
steps and a process requiring 1000n2

steps and a process requiring

3n2 + 10n + 17 steps all have Θ(n2) order of growth. On the other hand, order of growth

provides a useful indication of how we may expect the behavior of the process to change as

we change the size of the problem. For a Θ(n) (linear) process, doubling the size will roughly

double the amount of resources used. For an exponential process, each increment in problem

size will multiply the resource utilization by a constant factor. In the remainder of section 1.2

we will examine two algorithms whose order of growth is logarithmic, so that doubling the

problem size increases the resource requirement by a constant amount.

Exercise 1.14

Draw the tree illustrating the process generated by the count_change function of section 1.2.2

in making change for 11 cents. What are the orders of growth of the space and number of

steps used by this process as the amount to be changed increases?

Exercise 1.15

The sine of an angle (speci�ed in radians) can be computed by making use of the approximation

sinx ≈ x if x is su�ciently small, and the trigonometric identity sinx = 3 sin
x
3
− 4 sin

3 x
3

to

32
These statements mask a great deal of oversimpli�cation. For instance, if we count process steps as “machine

operations” we are making the assumption that the number of machine operations needed to perform, say, a

multiplication is independent of the size of the numbers to be multiplied, which is false if the numbers are

su�ciently large. Similar remarks hold for the estimates of space. Like the design and description of a process,

the analysis of a process can be carried out at various levels of abstraction.
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reduce the size of the argument of sin. (For purposes of this exercise an angle is considered

“su�ciently small” if its magnitude is not greater than 0.1 radians.) These ideas are incorporated

in the following functions:

Ifunction cube(x) {

return x * x * x;

}

function p(x) {

return 3 * x - 4 * cube(x);

}

function sine(angle) {

return !(abs(angle) > 0.1)

? angle

: p(sine(angle / 3.0));

}

a. How many times is the function p applied when sine(12.15) is evaluated?

b. What is the order of growth in space and number of steps (as a function of a) used by

the process generated by the sine function when sine(a) is evaluated?

1.2.4 Exponentiation

Consider the problem of computing the exponential of a given number. We would like a

function that takes as arguments a base b and a positive integer exponent n and computes bn.

One way to do this is via the recursive de�nition

bn = b · bn−1

b0 = 1

which translates readily into the function

Ifunction expt(b,n) {

return n === 0

? 1

: b * expt(b, n - 1);

}

This is a linear recursive process, which requires Θ(n) steps and Θ(n) space. Just as with

factorial, we can readily formulate an equivalent linear iteration:

Ifunction expt(b,n) {

return expt_iter(b,n,1);

}

function expt_iter(b,counter,product) {

return counter === 0
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? product

: expt_iter(b,

counter - 1,

b * product);

}

This version requires Θ(n) steps and Θ(1) space.

We can compute exponentials in fewer steps by using successive squaring. For instance,

rather than computing b8
as

b · (b · (b · (b · (b · (b · (b · b))))))

we can compute it using three multiplications:

b2 = b · b

b4 = b2 · b2

b8 = b4 · b4

This method works �ne for exponents that are powers of 2. We can also take advantage of

successive squaring in computing exponentials in general if we use the rule

bn = (bn/2)2 if is even

bn = b · bn−1
if is odd

We can express this method as a function:

Ifunction fast_expt(b, n) {

return n === 0

? 1

: is_even(n)

? square(fast_expt(b, n / 2))

: b * fast_expt(b, n - 1);

}

where the predicate to test whether an integer is even is de�ned in terms of the operator %,

which computes the remainder after integer division, by

Ifunction is_even(n) {

return n % 2 === 0;

}

The process evolved by fast_expt grows logarithmically with n in both space and number

of steps. To see this, observe that computing b2n
using fast_expt requires only one more

multiplication than computing bn. The size of the exponent we can compute therefore doubles
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(approximately) with every new multiplication we are allowed. Thus, the number of multipli-

cations required for an exponent of n grows about as fast as the logarithm of n to the base 2.

The process has Θ(logn) growth.
33

The di�erence between Θ(logn) growth and Θ(n) growth becomes striking as n becomes

large. For example, fast_expt for n = 1000 requires only 14 multiplications.
34

It is also pos-

sible to use the idea of successive squaring to devise an iterative algorithm that computes

exponentials with a logarithmic number of steps (see exercise 1.16), although, as is often the

case with iterative algorithms, this is not written down so straightforwardly as the recursive

algorithm.
35

Exercise 1.16

Design a function that evolves an iterative exponentiation process that uses successive squar-

ing and uses a logarithmic number of steps, as does fast_expt. (Hint: Using the observation

that (bn/2)2 = (b2)n/2, keep, along with the exponent n and the base b, an additional state vari-

able a, and de�ne the state transformation in such a way that the product abn is unchanged

from state to state. At the beginning of the process a is taken to be 1, and the answer is given

by the value of a at the end of the process. In general, the technique of de�ning an invariant
quantity that remains unchanged from state to state is a powerful way to think about the

design of iterative algorithms.)

Exercise 1.17

The exponentiation algorithms in this section are based on performing exponentiation by

means of repeated multiplication. In a similar way, one can perform integer multiplication by

means of repeated addition. The following multiplication function (in which it is assumed that

our language can only add, not multiply) is analogous to the expt function:

Ifunction times(a,b) {

return b === 0

? 0

: a + times(a, b - 1);

}

This algorithm takes a number of steps that is linear in b. Now suppose we include, together

33
More precisely, the number of multiplications required is equal to 1 less than the log base 2 of n, plus the

number of ones in the binary representation of n. This total is always less than twice the log base 2 of n. The

arbitrary constants k1 and k2 in the de�nition of order notation imply that, for a logarithmic process, the base to

which logarithms are taken does not matter, so all such processes are described as Θ(logn).
34

You may wonder why anyone would care about raising numbers to the 1000th power. See section 1.2.6.

35
This iterative algorithm is ancient. It appears in the Chandah-sutra by Áchárya, written before 200 b.c. See

Knuth 1981, section 4.6.3, for a full discussion and analysis of this and other methods of exponentiation.
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with addition, operations double, which doubles an integer, and halve, which divides an (even)

integer by 2. Using these, design a multiplication function analogous to fast_expt that uses a

logarithmic number of steps.

Exercise 1.18

Using the results of exercises 1.16 and 1.17, devise a function that generates an iterative

process for multiplying two integers in terms of adding, doubling, and halving and uses a

logarithmic number of steps.
36

Exercise 1.19

There is a clever algorithm for computing the Fibonacci numbers in a logarithmic number

of steps. Recall the transformation of the state variables a and b in the fib_iter process of

section 1.2.2: a ← a + b and b ← a. Call this transformation T , and observe that applying

T over and over again n times, starting with 1 and 0, produces the pair Fib(n + 1) and Fib(n).

In other words, the Fibonacci numbers are produced by applying Tn
, the nth power of the

transformation T , starting with the pair (1, 0). Now consider T to be the special case of p = 0

and q = 1 in a family of transformations Tpq , where Tpq transforms the pair (a,b) according to

a ← bq + aq + ap and b ← bp + aq. Show that if we apply such a transformation Tpq twice,

the e�ect is the same as using a single transformation Tp ′q′ of the same form, and compute p′

and q′ in terms of p and q. This gives us an explicit way to square these transformations, and

thus we can compute Tn
using successive squaring, as in the fast_expt function. Put this all

together to complete the following function, which runs in a logarithmic number of steps:
37

function fib(n) {

return fib_iter(1, 0, 0, 1, n);

}

function fib_iter(a, b, p, q, count) {

return count === 0

? b

: is_even(count)

? fib_iter(a,

b,

〈??〉, // compute p'

〈??〉, // compute q'

count / 2)

: fib_iter(b * q + a * q + a * p,

b * p + a * q,

36
This algorithm, which is sometimes known as the “Russian peasant method” of multiplication, is ancient.

Examples of its use are found in the Rhind Papyrus, one of the two oldest mathematical documents in existence,

written about 1700 b.c . (and copied from an even older document) by an Egyptian scribe named A’h-mose.

37
This exercise was suggested to us by Joe Stoy, based on an example in Kaldewaij 1990.
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p,

q,

count - 1);

}

1.2.5 Greatest Common Divisors

The greatest common divisor (GCD) of two integers a and b is de�ned to be the largest integer

that divides both a and b with no remainder. For example, the GCD of 16 and 28 is 4. In

chapter 2, when we investigate how to implement rational-number arithmetic, we will need

to be able to compute GCDs in order to reduce rational numbers to lowest terms. (To reduce

a rational number to lowest terms, we must divide both the numerator and the denominator

by their GCD. For example, 16/28 reduces to 4/7.) One way to �nd the GCD of two integers is

to factor them and search for common factors, but there is a famous algorithm that is much

more e�cient.

The idea of the algorithm is based on the observation that, if r is the remainder when a

is divided by b, then the common divisors of a and b are precisely the same as the common

divisors of b and r . Thus, we can use the equation

GCD(a,b) = GCD(b, r )

to successively reduce the problem of computing a GCD to the problem of computing the GCD

of smaller and smaller pairs of integers. For example,

GCD(206, 40) = GCD(40, 6)

= GCD(6, 4)

= GCD(4, 2)

= GCD(2, 0)

= 2

reduces GCD(206, 40) to GCD(2, 0), which is 2. It is possible to show that starting with any two

positive integers and performing repeated reductions will always eventually produce a pair

where the second number is 0. Then the GCD is the other number in the pair. This method for

computing the GCD is known as Euclid’s Algorithm.
38

It is easy to express Euclid’s Algorithm as a function:

38
Euclid’s Algorithm is so called because it appears in Euclid’s Elements (Book 7, ca. 300 b.c. According

to Knuth (1973), it can be considered the oldest known nontrivial algorithm. The ancient Egyptian method of

multiplication (exercise 1.18) is surely older, but, as Knuth explains, Euclid’s algorithm is the oldest known to

have been presented as a general algorithm, rather than as a set of illustrative examples.
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Ifunction gcd(a, b) {

return b === 0 ? a : gcd(b, a % b);

}

This generates an iterative process, whose number of steps grows as the logarithm of the

numbers involved.

The fact that the number of steps required by Euclid’s Algorithm has logarithmic growth

bears an interesting relation to the Fibonacci numbers:

Lamé’s Theorem: If Euclid’s Algorithm requires k steps to compute the GCD of some

pair, then the smaller number in the pair must be greater than or equal to the kth Fibonacci

number.
39

We can use this theorem to get an order-of-growth estimate for Euclid’s Algorithm. Let n be

the smaller of the two inputs to the function. If the process takes k steps, then we must have

n ≥ Fib(k) ≈ ϕk/
√

5. Therefore the number of steps k grows as the logarithm (to the base ϕ)

of n. Hence, the order of growth is Θ(logn).

Exercise 1.20

The process that a function generates is of course dependent on the rules used by the in-

terpreter. As an example, consider the iterative gcd function given above. Suppose we were

to interpret this function using normal-order evaluation, as discussed in section 1.1.5. (The

normal-order-evaluation rule for conditional expressions is described in exercise 1.5.) Us-

ing the substitution method (for normal order), illustrate the process generated in evaluating

gcd(206, 40) and indicate the remainder operations that are actually performed. How many

remainder operations are actually performed in the normal-order evaluation of gcd(206, 40)?

In the applicative-order evaluation?

39
This theorem was proved in 1845 by Gabriel Lamé, a French mathematician and engineer known chie�y

for his contributions to mathematical physics. To prove the theorem, we consider pairs (ak ,bk ), where ak ≥ bk ,

for which Euclid’s Algorithm terminates in k steps. The proof is based on the claim that, if (ak+1, bk+1) →

(ak , bk ) → (ak−1, bk−1) are three successive pairs in the reduction process, then we must have bk+1 ≥ bk + bk−1.

To verify the claim, consider that a reduction step is de�ned by applying the transformation ak−1 = bk , bk−1 =

remainder of ak divided by bk . The second equation means that ak = qbk + bk−1 for some positive integer q.

And since q must be at least 1 we have ak = qbk + bk−1 ≥ bk + bk−1. But in the previous reduction step we

have bk+1 = ak . Therefore, bk+1 = ak ≥ bk + bk−1. This veri�es the claim. Now we can prove the theorem

by induction on k , the number of steps that the algorithm requires to terminate. The result is true for k = 1,

since this merely requires that b be at least as large as Fib(1) = 1. Now, assume that the result is true for all

integers less than or equal to k and establish the result for k + 1. Let (ak+1, bk+1) → (ak , bk ) → (ak−1, bk−1)

be successive pairs in the reduction process. By our induction hypotheses, we have bk−1 ≥ Fib(k − 1) and

bk ≥ Fib(k). Thus, applying the claim we just proved together with the de�nition of the Fibonacci numbers gives

bk+1 ≥ bk + bk−1 ≥ Fib(k) + Fib(k − 1) = Fib(k + 1), which completes the proof of Lamé’s Theorem.
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1.2.6 Example: Testing for Primality

This section describes two methods for checking the primality of an integer n, one with order

of growth Θ(
√
n), and a “probabilistic” algorithm with order of growth Θ(logn). The exercises

at the end of this section suggest programming projects based on these algorithms.

Searching for divisors

Since ancient times, mathematicians have been fascinated by problems concerning prime

numbers, and many people have worked on the problem of determining ways to test if numbers

are prime. One way to test if a number is prime is to �nd the number’s divisors. The following

program �nds the smallest integral divisor (greater than 1) of a given number n. It does this

in a straightforward way, by testing n for divisibility by successive integers starting with 2.

Ifunction smallest_divisor(n) {

return find_divisor(n, 2);

}

function find_divisor(n, test_divisor) {

return square(test_divisor) > n

? n

: divides(test_divisor, n)

? test_divisor

: find_divisor(n, test_divisor + 1);

}

function divides(a, b) {

return b % a === 0;

}

We can test whether a number is prime as follows: n is prime if and only if n is its own

smallest divisor.

Ifunction is_prime(n) {

return n === smallest_divisor(n);

}

The end test for find_divisor is based on the fact that if n is not prime it must have a divisor

less than or equal to

√
n.

40
This means that the algorithm need only test divisors between 1

and

√
n. Consequently, the number of steps required to identify n as prime will have order of

growth Θ(
√
n).

40
If d is a divisor of n, then so is n/d . But d and n/d cannot both be greater than

√
n.
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The Fermat test

The Θ(logn) primality test is based on a result from number theory known as Fermat’s Little

Theorem.
41

Fermat’s Little Theorem: If n is a prime number and a is any positive integer less than n,

then a raised to the nth power is congruent to a modulo n.

(Two numbers are said to be congruent modulo n if they both have the same remainder

when divided by n. The remainder of a number a when divided by n is also referred to as the

remainder of a modulo n, or simply as a modulo n.)

If n is not prime, then, in general, most of the numbers a < n will not satisfy the above

relation. This leads to the following algorithm for testing primality: Given a number n, pick a

random number a < n and compute the remainder of an modulo n. If the result is not equal

to a, then n is certainly not prime. If it is a, then chances are good that n is prime. Now pick

another random number a and test it with the same method. If it also satis�es the equation,

then we can be even more con�dent that n is prime. By trying more and more values of a, we

can increase our con�dence in the result. This algorithm is known as the Fermat test.

To implement the Fermat test, we need a function that computes the exponential of a number

modulo another number:

Ifunction expmod(base, exp, m) {

return exp === 0

? 1

: is_even(exp)

? square(expmod(base, exp / 2, m)) % m

: (base * expmod(base, exp - 1, m)) % m;

}

This is very similar to the fast_expt function of section 1.2.4. It uses successive squaring,

so that the number of steps grows logarithmically with the exponent.
42

41
Pierre de Fermat (1601–1665) is considered to be the founder of modern number theory. He obtained many

important number-theoretic results, but he usually announced just the results, without providing his proofs.

Fermat’s Little Theorem was stated in a letter he wrote in 1640. The �rst published proof was given by Euler

in 1736 (and an earlier, identical proof was discovered in the unpublished manuscripts of Leibniz). The most

famous of Fermat’s results—known as Fermat’s Last Theorem—was jotted down in 1637 in his copy of the book

Arithmetic (by the third-century Greek mathematician Diophantus) with the remark “I have discovered a truly

remarkable proof, but this margin is too small to contain it.” Finding a proof of Fermat’s Last Theorem became

one of the most famous challenges in number theory. A complete solution was �nally given in 1995 by Andrew

Wiles of Princeton University.

42
The reduction steps in the cases where the exponent e is greater than 1 are based on the fact that, for any

integers x , y, and m, we can �nd the remainder of x times y modulo m by computing separately the remainders

of x modulo m and y modulo m, multiplying these, and then taking the remainder of the result modulo m. For

instance, in the case where e is even, we compute the remainder of be/2 modulo m, square this, and take the

remainder modulom. This technique is useful because it means we can perform our computation without ever

having to deal with numbers much larger thanm. (Compare exercise 1.25.)
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The Fermat test is performed by choosing at random a numbera between 1 andn−1 inclusive

and checking whether the remainder modulo n of the nth power of a is equal to a. The random

number a is chosen using the function random, which we assume is included as a primitive

in JavaScript. The function random returns a nonnegative integer less than its integer input.

Hence, to obtain a random number between 1 and n − 1, we call random with an input of n − 1

and add 1 to the result:

Ifunction fermat_test(n) {

function try_it(a) {

return expmod(a, n, n) === a;

}

return try_it(1 + random(n - 1));

}

The following function runs the test a given number of times, as speci�ed by a parameter.

Its value is true if the test succeeds every time, and false otherwise.

Ifunction fast_is_prime(n, times) {

return times === 0

? true

: fermat_test(n)

? fast_is_prime(n, times - 1)

: false;

}

Probabilistic methods

The Fermat test di�ers in character from most familiar algorithms, in which one computes an

answer that is guaranteed to be correct. Here, the answer obtained is only probably correct.

More precisely, if n ever fails the Fermat test, we can be certain that n is not prime. But the

fact that n passes the test, while an extremely strong indication, is still not a guarantee that n

is prime. What we would like to say is that for any number n, if we perform the test enough

times and �nd that n always passes the test, then the probability of error in our primality test

can be made as small as we like.

Unfortunately, this assertion is not quite correct. There do exist numbers that fool the Fermat

test: numbers n that are not prime and yet have the property that an is congruent to a modulo

n for all integers a < n. Such numbers are extremely rare, so the Fermat test is quite reliable

in practice.
43

43
Numbers that fool the Fermat test are called Carmichael numbers, and little is known about them other than

that they are extremely rare. There are 255 Carmichael numbers below 100,000,000. The smallest few are 561,

1105, 1729, 2465, 2821, and 6601. In testing primality of very large numbers chosen at random, the chance of

stumbling upon a value that fools the Fermat test is less than the chance that cosmic radiation will cause the

computer to make an error in carrying out a “correct” algorithm. Considering an algorithm to be inadequate for

the �rst reason but not for the second illustrates the di�erence between mathematics and engineering.
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There are variations of the Fermat test that cannot be fooled. In these tests, as with the

Fermat method, one tests the primality of an integer n by choosing a random integer a < n

and checking some condition that depends upon n and a. (See exercise 1.28 for an example of

such a test.) On the other hand, in contrast to the Fermat test, one can prove that, for any n,

the condition does not hold for most of the integers a < n unless n is prime. Thus, if n passes

the test for some random choice of a, the chances are better than even that n is prime. If n

passes the test for two random choices of a, the chances are better than 3 out of 4 that n is

prime. By running the test with more and more randomly chosen values of a we can make the

probability of error as small as we like.

The existence of tests for which one can prove that the chance of error becomes arbitrar-

ily small has sparked interest in algorithms of this type, which have come to be known as

probabilistic algorithms. There is a great deal of research activity in this area, and probabilistic

algorithms have been fruitfully applied to many �elds.
44

Exercise 1.21

Use the smallest_divisor function to �nd the smallest divisor of each of the following num-

bers: 199, 1999, 19999.

Exercise 1.22

Assume a primitive function get_time of no arguments that whenever it is called returns

the number of milliseconds that passed since 00:00:00 UTC Thursday, 1 January 1970.
45

The

following timed_prime_test function, when called with an integer n, prints n and checks to

see if n is prime. If n is prime, the function prints three asterisks
46

followed by the amount of

time used in performing the test.

Ifunction timed_prime_test(n) {

display(n);

return start_prime_test(n, get_time());

}

44
One of the most striking applications of probabilistic prime testing has been to the �eld of cryptography.

Although it is now computationally infeasible to factor an arbitrary 200-digit number, the primality of such

a number can be checked in a few seconds with the Fermat test. This fact forms the basis of a technique for

constructing “unbreakable codes” suggested by Rivest, Shamir, and Adleman (1977). The resulting RSA algorithm
has become a widely used technique for enhancing the security of electronic communications. Because of this and

related developments, the study of prime numbers, once considered the epitome of a topic in “pure” mathematics

to be studied only for its own sake, now turns out to have important practical applications to cryptography,

electronic funds transfer, and information retrieval.

45
This date is called the UNIX epoch and is part of the speci�cation of functions that deal with time in the

UNIX
TM

operating system.

46
The primitive function display returns its argument, but also prints it. Here " *** " is a string, a sequence

of characters that we pass as argument to the display function. Section 2.3.1 introduces strings more thoroughly.
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function start_prime_test(n, start_time) {

return is_prime(n)

? report_prime(get_time() - start_time)

: true;

}

function report_prime(elapsed_time) {

display(" *** ");

display(elapsed_time);

}

Using this function, write a function search_for_primes that checks the primality of consecu-

tive odd integers in a speci�ed range. Use your function to �nd the three smallest primes larger

than 1000; larger than 10,000; larger than 100,000; larger than 1,000,000. Note the time needed

to test each prime. Since the testing algorithm has order of growth of Θ(
√
n), you should expect

that testing for primes around 10,000 should take about

√
10 times as long as testing for primes

around 1000. Do your timing data bear this out? How well do the data for 100,000 and 1,000,000

support the

√
n prediction? Is your result compatible with the notion that programs on your

machine run in time proportional to the number of steps required for the computation?

Exercise 1.23

The smallest_divisor function shown at the start of this section does lots of needless testing:

After it checks to see if the number is divisible by 2 there is no point in checking to see if it

is divisible by any larger even numbers. This suggests that the values used for test_divisor

should not be 2, 3, 4, 5, 6, . . . but rather 2, 3, 5, 7, 9, . . . . To implement this change, declare a

function next that returns 3 if its input is equal to 2 and otherwise returns its input plus 2. Mod-

ify the smallest_divisor function to use next(test_divisor) instead of test_divisor + 1.

With timed_prime_test incorporating this modi�ed version of smallest_divisor, run the

test for each of the 12 primes found in exercise 1.22. Since this modi�cation halves the number

of test steps, you should expect it to run about twice as fast. Is this expectation con�rmed? If

not, what is the observed ratio of the speeds of the two algorithms, and how do you explain

the fact that it is di�erent from 2?

Exercise 1.24

Modify the timed_prime_test function of exercise 1.22 to use fast_is_prime (the Fermat

method), and test each of the 12 primes you found in that exercise. Since the Fermat test has

Θ(logn) growth, how would you expect the time to test primes near 1,000,000 to compare with

the time needed to test primes near 1000? Do your data bear this out? Can you explain any

discrepancy you �nd?
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Exercise 1.25

Alyssa P. Hacker complains that we went to a lot of extra work in writing expmod. After all,

she says, since we already know how to compute exponentials, we could have simply written

Ifunction expmod(base, exp, m) {

return fast_expt(base, exp) % m;

}

Is she correct? Would this function serve as well for our fast prime tester? Explain.

Exercise 1.26

Louis Reasoner is having great di�culty doing exercise 1.24. His fast_is_prime test seems

to run more slowly than his is_prime test. Louis calls his friend Eva Lu Ator over to help.

When they examine Louis’s code, they �nd that he has rewritten the expmod function to use

an explicit multiplication, rather than calling square:

Ifunction expmod(base, exp, m) {

return exp === 0

? 1

: is_even(exp)

? expmod(base, exp / 2, m)

* expmod(base, exp / 2, m)

% m

: base

* expmod(base, exp - 1, m)

% m;

}

“I don’t see what di�erence that could make,” says Louis. “I do.” says Eva. “By writing the

function like that, you have transformed the Θ(logn) process into a Θ(n) process.” Explain.

Exercise 1.27

Demonstrate that the Carmichael numbers listed in footnote 43 really do fool the Fermat test.

That is, write a function that takes an integer n and tests whether an is congruent to a modulo

n for every a < n, and try your function on the given Carmichael numbers.

Exercise 1.28

One variant of the Fermat test that cannot be fooled is called the Miller-Rabin test (Miller 1976;

Rabin 1980). This starts from an alternate form of Fermat’s Little Theorem, which states that

if n is a prime number and a is any positive integer less than n, then a raised to the (n − 1)st
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power is congruent to 1 modulo n. To test the primality of a number n by the Miller-Rabin

test, we pick a random number a < n and raise a to the (n − 1)st power modulo n using the

expmod function. However, whenever we perform the squaring step in expmod, we check to see

if we have discovered a “nontrivial square root of 1 modulo n,” that is, a number not equal to

1 or n − 1 whose square is equal to 1 modulo n. It is possible to prove that if such a nontrivial

square root of 1 exists, then n is not prime. It is also possible to prove that if n is an odd number

that is not prime, then, for at least half the numbers a < n, computing an−1
in this way will

reveal a nontrivial square root of 1 modulo n. (This is why the Miller-Rabin test cannot be

fooled.) Modify the expmod function to signal if it discovers a nontrivial square root of 1, and

use this to implement the Miller-Rabin test with a function analogous to fermat_test. Check

your function by testing various known primes and non-primes. Hint: One convenient way

to make expmod signal is to have it return 0.

1.3 Formulating Abstractions with Higher-Order
Functions

We have seen that functions are, in e�ect, abstractions that describe compound operations on

numbers independent of the particular numbers. For example, when we declare

Ifunction cube(x) {

return x * x * x;

}

we are not talking about the cube of a particular number, but rather about a method for obtain-

ing the cube of any number. Of course we could get along without ever declaring this function,

by always writing expressions such as

3 * 3 * 3;

x * x * x;

y * y * y;

and never mentioning cube explicitly. This would place us at a serious disadvantage, forcing

us to work always at the level of the particular operations that happen to be primitives in

the language (multiplication, in this case) rather than in terms of higher-level operations. Our

programs would be able to compute cubes, but our language would lack the ability to express

the concept of cubing. One of the things we should demand from a powerful programming

language is the ability to build abstractions by assigning names to common patterns and then

to work in terms of the abstractions directly. Functions provide this ability. This is why all but

the most primitive programming languages include mechanisms for declaring functions.

Yet even in numerical processing we will be severely limited in our ability to create abstrac-
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tions if we are restricted to functions whose parameters must be numbers. Often the same

programming pattern will be used with a number of di�erent functions. To express such pat-

terns as concepts, we will need to construct functions that can accept functions as arguments

or return functions as values. Functions that manipulate functions are called higher-order
functions. This section shows how higher-order functions can serve as powerful abstraction

mechanisms, vastly increasing the expressive power of our language.

1.3.1 Functions as Arguments

Consider the following three functions. The �rst computes the sum of the integers from a

through b:

Ifunction sum_integers(a, b) {

return a > b

? 0

: a + sum_integers(a + 1, b);

}

The second computes the sum of the cubes of the integers in the given range:

Ifunction sum_cubes(a, b) {

return a > b

? 0

: cube(a) + sum_cubes(a + 1, b);

}

The third computes the sum of a sequence of terms in the series

1

1 · 3
+

1

5 · 7
+

1

9 · 11

+ · · ·

which converges to π/8 (very slowly):
47

Ifunction pi_sum(a, b) {

return a > b

? 0

: 1.0 / (a * (a + 2)) +

pi_sum(a + 4, b);

}

These three functions clearly share a common underlying pattern. They are for the most

part identical, di�ering only in the name of the function, the function of a used to compute

the term to be added, and the function that provides the next value of a. We could generate

each of the functions by �lling in slots in the same template:

47
This series, usually written in the equivalent form

π
4
= 1 − 1

3
+ 1

5
− 1

7
+ · · · , is due to Leibniz. We’ll see how

to use this as the basis for some fancy numerical tricks in section 3.5.3.
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function name(a, b) {

return a > b

? 0

: term(a) + name(next(a), b);

}

The presence of such a common pattern is strong evidence that there is a useful abstraction

waiting to be brought to the surface. Indeed, mathematicians long ago identi�ed the abstraction

of summation of a series and invented “sigma notation,” for example

b∑
n=a

f (n) = f (a) + · · · + f (b)

to express this concept. The power of sigma notation is that it allows mathematicians to deal

with the concept of summation itself rather than only with particular sums—for example,

to formulate general results about sums that are independent of the particular series being

summed.

Similarly, as program designers, we would like our language to be powerful enough so that we

can write a function that expresses the concept of summation itself rather than only functions

that compute particular sums. We can do so readily in our functional language by taking the

common template shown above and transforming the “slots” into parameters:

function sum(term, a, next, b) {

return a > b

? 0

: term(a) + sum(term, next(a), next, b);

}

Notice that sum takes as its arguments the lower and upper bounds a and b together with

the functions term and next. We can use sum just as we would any function. For example, we

can use it (along with a function inc that increments its argument by 1) to de�ne sum_cubes:

Ifunction inc(n) {

return n + 1;

}

function sum_cubes(a, b) {

return sum(cube, a, inc, b);

}

Using this, we can compute the sum of the cubes of the integers from 1 to 10:

Isum_cubes(1, 10);

3025

With the aid of an identity function to compute the term, we can de�ne sum_integers in
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terms of sum:

Ifunction identity(x) {

return x;

}

Ifunction sum_integers(a, b) {

return sum(identity, a, inc, b);

}

Then we can add up the integers from 1 to 10:

Isum_integers(1, 10);

55

We can also declare pi_sum in the same way:
48

Ifunction pi_sum(a, b) {

function pi_term(x) {

return 1.0 / (x * (x + 2));

}

function pi_next(x) {

return x + 4;

}

return sum(pi_term, a, pi_next, b);

}

Using these functions, we can compute an approximation to π :

I8 * pi_sum(1, 1000);

3 .139592655589783

Once we have sum, we can use it as a building block in formulating further concepts. For

instance, the de�nite integral of a function f between the limits a and b can be approximated

numerically using the formula∫ b

a
f =

[
f

(
a +

dx

2

)
+ f

(
a + dx +

dx

2

)
+ f

(
a + 2dx +

dx

2

)
+ · · ·

]
dx

for small values of dx . We can express this directly as a function:

Ifunction integral(f, a, b, dx) {

function add_dx(x) {

return x + dx;

}

return sum(f, a + dx / 2, add_dx, b) * dx;

48
Notice that we have used block structure (section 1.1.8) to embed the declarations of pi_next and pi_term

within pi_sum, since these functions are unlikely to be useful for any other purpose. We will see how to get rid

of them altogether in section 1.3.2.
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}

Iintegral(cube, 0, 1, 0.01);

0 .24998750000000042

Iintegral(cube, 0, 1, 0.001);

0 .249999875000001

(The exact value of the integral of cube between 0 and 1 is 1/4.)

Exercise 1.29

Simpson’s Rule is a more accurate method of numerical integration than the method illustrated

above. Using Simpson’s Rule, the integral of a function f between a and b is approximated as

h

3

[y0 + 4y1 + 2y2 + 4y3 + 2y4 + · · · + 2yn−2 + 4yn−1 + yn]

where h = (b − a)/n, for some even integer n, and yk = f (a + kh). (Increasing n increases

the accuracy of the approximation.) Declare a function that takes as arguments f , a, b, and n

and returns the value of the integral, computed using Simpson’s Rule. Use your function to

integrate cube between 0 and 1 (with n = 100 and n = 1000), and compare the results to those

of the integral function shown above.

Exercise 1.30

The sum function above generates a linear recursion. The function can be rewritten so that the

sum is performed iteratively. Show how to do this by �lling in the missing expressions in the

following declaration:

function sum(term, a, next, b) {

function iter(a, result) {

return 〈??〉

? 〈??〉

: iter(〈??〉, 〈??〉);

}

return iter(〈??〉, 〈??〉);

}
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Exercise 1.31

a. The sum function is only the simplest of a vast number of similar abstractions that can be

captured as higher-order functions.
49

Write an analogous function called product that

returns the product of the values of a function at points over a given range. Show how

to de�ne factorial in terms of product. Also use product to compute approximations

to π using the formula
50

π

4

=
2 · 4 · 4 · 6 · 6 · 8 · · ·

3 · 3 · 5 · 5 · 7 · 7 · · ·

b. If your product function generates a recursive process, write one that generates an

iterative process. If it generates an iterative process, write one that generates a recursive

process.

Exercise 1.32

a. Show that sum and product (exercise 1.31) are both special cases of a still more gen-

eral notion called accumulate that combines a collection of terms, using some general

accumulation function:

accumulate(combiner, null_value, term, a, next, b);

The function accumulate takes as arguments the same term and range speci�cations as

sum and product, together with a combiner function (of two arguments) that speci�es

how the current term is to be combined with the accumulation of the preceding terms

and a null_value that speci�es what base value to use when the terms run out. Write

accumulate and show how sum and product can both be declared as simple calls to

accumulate.

b. If your accumulate function generates a recursive process, write one that generates an

iterative process. If it generates an iterative process, write one that generates a recursive

process.

49
The intent of exercises 1.31– 1.33 is to demonstrate the expressive power that is attained by using an

appropriate abstraction to consolidate many seemingly disparate operations. However, though accumulation and

�ltering are elegant ideas, our hands are somewhat tied in using them at this point since we do not yet have

data structures to provide suitable means of combination for these abstractions. We will return to these ideas in

section 2.2.3 when we show how to use sequences as interfaces for combining �lters and accumulators to build

even more powerful abstractions. We will see there how these methods really come into their own as a powerful

and elegant approach to designing programs.

50
This formula was discovered by the seventeenth-century English mathematician John Wallis.
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Exercise 1.33

You can obtain an even more general version of accumulate (exercise 1.32) by introducing

the notion of a �lter on the terms to be combined. That is, combine only those terms derived

from values in the range that satisfy a speci�ed condition. The resulting filtered_accumulate

abstraction takes the same arguments as accumulate, together with an additional predicate of

one argument that speci�es the �lter. Write filtered_accumulate as a function. Show how

to express the following using filtered_accumulate:

a. the sum of the squares of the prime numbers in the interval a to b (assuming that you

have a is_prime predicate already written)

b. the product of all the positive integers less than n that are relatively prime to n (i.e., all

positive integers i < n such that GCD(i,n) = 1).

1.3.2 Constructing Functions using Lambda Expressions

In using sum as in section 1.3.1, it seems terribly awkward to have to declare trivial functions

such as pi_term and pi_next just so we can use them as arguments to our higher-order func-

tion. Rather than declare pi_next and pi_term, it would be more convenient to have a way

to directly specify “the function that returns its input incremented by 4” and “the function

that returns the reciprocal of its input times its input plus 2.” We can do this by introducing

lambda expressions as a syntactic form for creating functions. Using lambda expressions, we

can describe what we want as

Ix => x + 4;

and

Ix => 1.0 / (x * (x + 2));

Then our pi_sum function can be expressed without declaring any auxiliary functions as

Ifunction pi_sum(a, b) {

return sum(x => 1.0 / (x * (x + 2)),

a,

x => x + 4,

b);

}

Again using a lambda expression, we can write the integral function without having to

declare the auxiliary function add_dx:

Ifunction integral(f, a, b, dx) {

return sum(f,

a + dx / 2.0,
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x => x + dx,

b)

*

dx;

}

In general, lambda expressions are used to create functions in the same way as function

declarations, except that no name is speci�ed for the function and the return keyword and

curly braces are omitted.
51

( parameters ) => expression

The resulting function is just as much a function as one that is created using a function

declaration statement. The only di�erence is that it has not been associated with any name in

the environment. We consider

Ifunction plus4(x) {

return x + 4;

}

to be equivalent to
52

Iconst plus4 = x => x + 4;

We can read a lambda expression as follows:

x => x + 4x x x x x
the function of an argument x that results in the value plus 4

Like any expression that has a function as its value, a lambda expression can be used as the

function expression in an application such as

I((x, y, z) => x + y + square(z))(1, 2, 3);

12

or, more generally, in any context where we would normally use a function name.
53

Note

51
If there is only one parameter, the parentheses around the parameter list can also be omitted. In section 2.2.4,

we will extend the syntax of lambda expressions to allow blocks as bodies, as in function declaration statements.

52
In JavaScript, there are subtle di�erences between the two versions: Function declaration statements are

“hoisted” (automatically moved) to the beginning of the surrounding block, whereas constant declarations are

not, and names declared with function declaration can be re-assigned using assignment (see chapter 3.1). In this

book, we are avoiding these features and shall treat function declarations as equivalent to the corresponding

constant declaration.

53
It would be clearer and less intimidating to people learning JavaScript if a term more obvious than lambda

expression, such as function de�nition were used. But the convention is very �rmly entrenched, not just for

Lisp and Scheme but also for JavaScript, Java and other languages, no doubt partly due to the in�uence of the

Scheme editions of this book. The notation is adopted from the λ calculus, a mathematical formalism introduced
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that => has lower precedence than function application and thus the parentheses around the

lambda expression are necessary here.

Using const to create local names

Another use of lambda expressions is in creating local names. We often need local names in

our functions other than those that have been bound as parameters. For example, suppose we

wish to compute the function

f (x ,y) = x(1 + xy)2 + y(1 − y) + (1 + xy)(1 − y)

which we could also express as

a = 1 + xy

b = 1 − y

f (x ,y) = xa2 + yb + ab

In writing a function to compute f , we would like to include as local names not only x and y

but also the names of intermediate quantities like a and b. One way to accomplish this is to

use an auxiliary function to bind the local names:

Ifunction f(x, y) {

function f_helper(a, b) {

return x * square(a) +

y * b +

a * b;

}

return f_helper(1 + x * y,

1 - y);

}

Of course, we could use a lambda expression to specify an anonymous function for binding

our local names. The body of f then becomes a single call to that function:

Ifunction f(x,y) {

return ( (a, b) => x * square(a) +

y * b +

a * b

)(1 + x * y, 1 - y);

}

by the mathematical logician Alonzo Church (1941). Church developed the λ calculus to provide a rigorous

foundation for studying the notions of function and function application. The λ calculus has become a basic tool

for mathematical investigations of the semantics of programming languages.

80 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAZwI4gIYCcCmAKADwEpEBvAKESsVyhCyQMQCpECBucgX3NElgSJghADSIAniQrUh4aPCTAA+gAscAGwAOOLHgxiARlMozqteoxYp02fBhIBqRCdOuq4qwcROXb0xk9OGR4ZcwYhVQ1tXQBGbzYrcRFfPz84gFoJIk4eXjwAZjEAFmygA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAZwI4gIYCcCmAKADwEpEBvAKESsVyhCyQMQCpECBucgX3NElgSJghADQBPEhWo0cdBojwKMIxACMSAXgB8bFinTZ8GEgGpElaZatWxe1YjMXrzyxjtPnRPAEYHu1mIqvgC0iBKcPLx4AMwqACxE7EA


Building Abstractions with Functions 1.3.2

A more convenient way to declare local names is by using constant declarations within the

body of the function. Using const, the function f can be written as

Ifunction f(x, y) {

const a = 1 + x * y;

const b = 1 - y;

return x * square(a) +

y * b +

a * b;

}

Names that are declared with const inside of a block have the body of the immediately

surrounding block as their scope.
54

Section 4.1.6 shows that declarations of local names can

often be seen as syntactic sugar for applications of lambda expressions that have the declared

names as parameters.

Conditional statements

We have seen that it is often useful to declare names that are local to function declarations.

When functions become big, we should keep the scope of the names as narrow as possible.

Consider for example expmod in exercise 1.26.

Ifunction expmod(base, exp, m) {

return exp === 0

? 1

: is_even(exp)

? expmod(base, exp / 2, m)

* expmod(base, exp / 2, m)

% m

: base

* expmod(base, exp - 1, m)

% m;

54
Note that a name declared in a block using const cannot be used before the declaration fully is evaluated,

not even in the right-hand expression of the declaration itself, and regardless whether the same name is declared

outside of the function. Thus the program

Ifunction h() {
const x = 1;
function i() {

const x = x + 1;
return x;

}
return i();

}
h();
leads to an error, because the x in x + 1 is used before its declaration is fully evaluated. The const declaration

makes sure that the declared name is not used before the evaluation of the declaration is complete, even if it

is declared outside the block already. We will return to this issue in section 4.1.6, after we learn more about

evaluation.
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}

This function is unnecessarily ine�cient, because it contains two identical calls:

Iexpmod(base, exp / 2, m);

While this can be easily �xed in this example using the square function, this is not so easy

in general. Without using square, we would be tempted to introduce a local name for the

expression as follows:

Ifunction expmod(base, exp, m) {

const to_half = expmod(base, exp / 2, m);

return exp === 0

? 1

: is_even(exp)

? to_half * to_half

% m

: base

* expmod(base, exp - 1, m)

% m;

}

This would make the function not just ine�cient, but actually non-terminating! The problem

is that the constant declaration appears outside the conditional expression, which means that

it is executed even when the base case exp === 0 is met. To avoid this situation, we shall

provide for conditional statements, and allow return statements to appear in several branches

of the statement. Using a conditional statement, the function expmod can be written as follows:

Ifunction expmod(base, exp, m) {

if (exp === 0) {

return 1;

} else {

if (is_even(exp)) {

const to_half = expmod(base, exp / 2, m);

return to_half * to_half % m;

} else {

return base * expmod(base, exp - 1, m) % m;

}

}

}

The general form of a conditional statement is

if (predicate) { consequent } else { alternative }

and, like conditional expressions, their evaluation �rst evaluates the predicate. If it evaluates

to true, the interpreter evaluates the consequent statements and if it evaluates to false, the

interpreter evaluates the alternative statements. Note that any constant declarations occurring
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in either part are local to that part, because both are enclosed in curly braces and thus form

their own block.

Exercise 1.34

Suppose we declare

Ifunction f(g) {

return g(2);

}

Then we have

If(square);

4

If(z => z * (z + 1));

6

What happens if we (perversely) ask the interpreter to evaluate the application f(f)? Explain.

1.3.3 Functions as General Methods

We introduced compound functions in section 1.1.4 as a mechanism for abstracting patterns

of numerical operations so as to make them independent of the particular numbers involved.

With higher-order functions, such as the integral function of section 1.3.1, we began to see a

more powerful kind of abstraction: functions used to express general methods of computation,

independent of the particular functions involved. In this section we discuss two more elaborate

examples—general methods for �nding zeros and �xed points of functions—and show how

these methods can be expressed directly as functions.

Finding roots of equations by the half-interval method

The half-interval method is a simple but powerful technique for �nding roots of an equation

f (x) = 0, where f is a continuous function. The idea is that, if we are given points a and b

such that f (a) < 0 < f (b), then f must have at least one zero between a and b. To locate a

zero, let x be the average of a and b and compute f (x). If f (x) > 0, then f must have a zero

between a and x . If f (x) < 0, then f must have a zero between x and b. Continuing in this way,

we can identify smaller and smaller intervals on which f must have a zero. When we reach a

point where the interval is small enough, the process stops. Since the interval of uncertainty is

reduced by half at each step of the process, the number of steps required grows as Θ(log(L/T )),
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where L is the length of the original interval andT is the error tolerance (that is, the size of the

interval we will consider “small enough”). Here is a function that implements this strategy:
55

Ifunction search(f, neg_point, pos_point) {

const midpoint = average(neg_point,pos_point);

if (close_enough(neg_point, pos_point)) {

return midpoint;

} else {

const test_value = f(midpoint);

if (positive(test_value)) {

return search(f, neg_point, midpoint);

} else if (negative(test_value)) {

return search(f, midpoint, pos_point);

} else {

return midpoint;

}

}

}

We assume that we are initially given the function f together with points at which its values

are negative and positive. We �rst compute the midpoint of the two given points. Next we

check to see if the given interval is small enough, and if so we simply return the midpoint as

our answer. Otherwise, we compute as a test value the value of f at the midpoint. If the test

value is positive, then we continue the process with a new interval running from the original

negative point to the midpoint. If the test value is negative, we continue with the interval from

the midpoint to the positive point. Finally, there is the possibility that the test value is 0, in

which case the midpoint is itself the root we are searching for. To test whether the endpoints

are “close enough” we can use a function similar to the one used in section 1.1.7 for computing

square roots:
56

Ifunction close_enough(x,y) {

return abs(x - y) < 0.001;

}

The function search is awkward to use directly, because we can accidentally give it points at

which f ’s values do not have the required sign, in which case we get a wrong answer. Instead

we will use search via the following function, which checks to see which of the endpoints

has a negative function value and which has a positive value, and calls the search function

accordingly. If the function has the same sign on the two given points, the half-interval method

55
Note that we slightly extend the syntax of conditional statements described in section 1.3.2 by admitting

another conditional statement in place of the block following else.

56
We have used 0.001 as a representative “small” number to indicate a tolerance for the acceptable error in

a calculation. The appropriate tolerance for a real calculation depends upon the problem to be solved and the

limitations of the computer and the algorithm. This is often a very subtle consideration, requiring help from a

numerical analyst or some other kind of magician.
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cannot be used, in which case the function signals an error.
57

Ifunction half_interval_method(f, a, b) {

const a_value = f(a);

const b_value = f(b);

return negative(a_value) && positive(b_value)

? search(f, a, b)

: negative(b_value) && positive(a_value)

? search(f, b, a)

: error("values are not of opposite sign");

}

The following example uses the half-interval method to approximate π as the root between 2

and 4 of sin x = 0:

Ihalf_interval_method(math_sin, 2.0, 4.0);

Here is another example, using the half-interval method to search for a root of the equation

x3 − 2x − 3 = 0 between 1 and 2:

Ihalf_interval_method(

x => x * x * x - 2 * x - 3,

1.0,

2.0);

Finding fixed points of functions

A number x is called a �xed point of a function f if x satis�es the equation f (x) = x . For some

functions f we can locate a �xed point by beginning with an initial guess and applying f

repeatedly,

f (x), f (f (x)), f (f (f (x))), . . .

until the value does not change very much. Using this idea, we can devise a function fixed_point

that takes as inputs a function and an initial guess and produces an approximation to a �xed

point of the function. We apply the function repeatedly until we �nd two successive values

whose di�erence is less than some prescribed tolerance:

Iconst tolerance = 0.00001;

function fixed_point(f, first_guess) {

function close_enough(x, y) {

return abs(x - y) < tolerance;

}

function try_with(guess) {

const next = f(guess);

return close_enough(guess, next)

57
This can be accomplished using error, which takes as argument a string that is printed as error message

along with the number of the program line that gave rise to the call of error.
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? next

: try_with(next);

}

return try_with(first_guess);

}

For example, we can use this method to approximate the �xed point of the cosine function,

starting with 1 as an initial approximation:
58

Ifixed_point(math_cos, 1.0);

0 .7390822985224023

Similarly, we can �nd a solution to the equation y = siny + cosy:

Ifixed_point(

y => math_sin(y) + math_cos(y),

1.0);

1 .2587315962971173

The �xed-point process is reminiscent of the process we used for �nding square roots in

section 1.1.7. Both are based on the idea of repeatedly improving a guess until the result satis�es

some criterion. In fact, we can readily formulate the square-root computation as a �xed-point

search. Computing the square root of some number x requires �nding a y such that y2 = x .

Putting this equation into the equivalent form y = x/y, we recognize that we are looking for

a �xed point of the function
59 y 7→ x/y, and we can therefore try to compute square roots as

Ifunction sqrt(x) {

return fixed_point(y => x / y, 1.0);

}

Unfortunately, this �xed-point search does not converge. Consider an initial guess y1. The

next guess is y2 = x/y1 and the next guess is y3 = x/y2 = x/(x/y1) = y1. This results in an

in�nite loop in which the two guesses y1 and y2 repeat over and over, oscillating about the

answer.

One way to control such oscillations is to prevent the guesses from changing so much. Since

the answer is always between our guess y and x/y, we can make a new guess that is not as

far from y as x/y by averaging y with x/y, so that the next guess after y is
1

2
(y + x/y) instead

of x/y. The process of making such a sequence of guesses is simply the process of looking for

a �xed point of y 7→ 1

2
(y + x/y):

Ifunction sqrt(x) {

58
Try this during a boring lecture: Set your calculator to radians mode and then repeatedly press the cos button

until you obtain the �xed point.

59 7→ (pronounced “maps to”) is the mathematician’s way of writing lambda expressions. y 7→ x/y means

y => x / y, that is, the function whose value at y is x/y.
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return fixed_point(

y => average(y, x / y),

1.0);

}

(Note that y = 1

2
(y + x/y) is a simple transformation of the equation y = x/y; to derive it, add

y to both sides of the equation and divide by 2.)

With this modi�cation, the square-root function works. In fact, if we unravel the de�nitions,

we can see that the sequence of approximations to the square root generated here is precisely

the same as the one generated by our original square-root function of section 1.1.7. This

approach of averaging successive approximations to a solution, a technique we call average
damping, often aids the convergence of �xed-point searches.

Exercise 1.35

Show that the golden ratio ϕ (section 1.2.2) is a �xed point of the transformation x 7→ 1 + 1/x ,

and use this fact to compute ϕ by means of the fixed_point function.

Exercise 1.36

Modify fixed_point so that it prints the sequence of approximations it generates, using the

primitive function display shown in exercise 1.22. Then �nd a solution to xx = 1000 by

�nding a �xed point of x 7→ log(1000)/log(x). (Use the primitive function math_log which

computes natural logarithms.) Compare the number of steps this takes with and without

average damping. (Note that you cannot start fixed_point with a guess of 1, as this would

cause division by log(1) = 0.)

Exercise 1.37

– An in�nite continued fraction is an expression of the form

f =
N1

D1 +
N2

D2 +
N3

D3 + · · ·

As an example, one can show that the in�nite continued fraction expansion with the

Ni and the Di all equal to 1 produces 1/ϕ, where ϕ is the golden ratio (described in

section 1.2.2). One way to approximate an in�nite continued fraction is to truncate the

expansion after a given number of terms. Such a truncation—a so-called k-term �nite
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continued fraction—has the form

N1

D1 +
N2

. . . +
NK

DK

Suppose that n and d are functions of one argument (the term index i) that return the

Ni and Di of the terms of the continued fraction. Declare a function cont_frac such

that evaluating cont_frac(n, d, k) computes the value of the k-term �nite continued

fraction. Check your function by approximating 1/ϕ using

Icont_frac(i => 1.0,

i => 1.0,

k);

for successive values of k. How large must you make k in order to get an approximation

that is accurate to 4 decimal places?

– If your cont_frac function generates a recursive process, write one that generates an

iterative process. If it generates an iterative process, write one that generates a recursive

process.

Exercise 1.38

In 1737, the Swiss mathematician Leonhard Euler published a memoirDe Fractionibus Continuis,
which included a continued fraction expansion for e − 2, where e is the base of the natural

logarithms. In this fraction, the Ni are all 1, and the Di are successively 1, 2, 1, 1, 4, 1, 1, 6, 1, 1,

8, . . . . Write a program that uses your cont_frac function from exercise 1.37 to approximate

e , based on Euler’s expansion.

Exercise 1.39

A continued fraction representation of the tangent function was published in 1770 by the

German mathematician J.H. Lambert:

tanx =
x

1 −
x2

3 −
x2

5 −
x2

. . .

where x is in radians. Declare a function tan_cf(x, k) that computes an approximation to

the tangent function based on Lambert’s formula. As in exercise 1.37, k speci�es the number
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of terms to compute.

1.3.4 Functions as Returned Values

The above examples demonstrate how the ability to pass functions as arguments signi�cantly

enhances the expressive power of our programming language. We can achieve even more

expressive power by creating functions whose returned values are themselves functions.

We can illustrate this idea by looking again at the �xed-point example described at the end

of section 1.3.3. We formulated a new version of the square-root function as a �xed-point

search, starting with the observation that

√
x is a �xed-point of the function y 7→ x/y. Then

we used average damping to make the approximations converge. Average damping is a useful

general technique in itself. Namely, given a function f , we consider the function whose value

at x is equal to the average of x and f (x).

We can express the idea of average damping by means of the following function:

Ifunction average_damp(f) {

return x => average(x, f(x));

}

The function average_damp is a function that takes as its argument a function f and returns

as its value a function (produced by the lambda expression) that, when applied to a number x,

produces the average of x and f(x). For example, applying average_damp to the square func-

tion produces a function whose value at some number x is the average of x and x2
. Applying

this resulting function to 10 returns the average of 10 and 100, or 55:
60

Iaverage_damp(square)(10);

Using average_damp, we can reformulate the square-root function as follows:

Ifunction sqrt(x) {

return fixed_point(average_damp(y => x / y),

1.0);

}

Notice how this formulation makes explicit the three ideas in the method: �xed-point search,

average damping, and the function y 7→ x/y. It is instructive to compare this formulation of

the square-root method with the original version given in section 1.1.7. Bear in mind that

these functions express the same process, and notice how much clearer the idea becomes

when we express the process in terms of these abstractions. In general, there are many ways

to formulate a process as a function. Experienced programmers know how to choose process

60
Observe that this is a combination whose operator is itself a combination. Exercise 1.4 already demonstrated

the ability to form such combinations, but that was only a toy example. Here we begin to see the real need for

such combinations—when applying a function that is obtained as the value returned by a higher-order function.
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formulations that are particularly perspicuous, and where useful elements of the process are

exposed as separate entities that can be reused in other applications. As a simple example

of reuse, notice that the cube root of x is a �xed point of the function y 7→ x/y2
, so we can

immediately generalize our square-root function to one that extracts cube roots:
61

Ifunction cube_root(x) {

return fixed_point(average_damp(y => x / square(y)),

1.0);

}

Newton’s method

When we �rst introduced the square-root function, in section 1.1.7, we mentioned that this

was a special case of Newton’s method. If x 7→ д(x) is a di�erentiable function, then a solution

of the equation д(x) = 0 is a �xed point of the function x 7→ f (x) where

f (x) = x −
д(x)

Dд(x)

and Dд(x) is the derivative of д evaluated at x . Newton’s method is the use of the �xed-point

method we saw above to approximate a solution of the equation by �nding a �xed point of the

function f .
62

For many functions д and for su�ciently good initial guesses for x , Newton’s

method converges very rapidly to a solution of д(x) = 0.
63

In order to implement Newton’s method as a function, we must �rst express the idea of

derivative. Note that “derivative,” like average damping, is something that transforms a function

into another function. For instance, the derivative of the function x 7→ x3
is the function

x 7→ 3x2
. In general, if д is a function and dx is a small number, then the derivative Dд of д is

the function whose value at any number x is given (in the limit of small dx ) by

Dд(x) =
д(x + dx) − д(x)

dx

Thus, we can express the idea of derivative (taking dx to be, say, 0.00001) as the function

Ifunction deriv(g) {

return x => (g(x + dx) - g(x)) / dx;

}

61
See exercise 1.45 for a further generalization.

62
Elementary calculus books usually describe Newton’s method in terms of the sequence of approximations

xn+1 = xn − д(xn)/Dд(xn). Having language for talking about processes and using the idea of �xed points

simpli�es the description of the method.

63
Newton’s method does not always converge to an answer, but it can be shown that in favorable cases each

iteration doubles the number-of-digits accuracy of the approximation to the solution. In such cases, Newton’s

method will converge much more rapidly than the half-interval method.
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along with the declaration

Iconst dx = 0.00001;

Like average_damp, deriv is a function that takes a function as argument and returns a

function as value. For example, to approximate the derivative of x 7→ x3
at 5 (whose exact

value is 75) we can evaluate

Ifunction cube(x) { return x * x * x; }

deriv(cube)(5);

With the aid of deriv, we can express Newton’s method as a �xed-point process:

Ifunction newton_transform(g) {

return x => x - g(x) / deriv(g)(x);

}

function newtons_method(g, guess) {

return fixed_point(newton_transform(g), guess);

}

The newton_transform function expresses the formula at the beginning of this section, and

newtons_method is readily de�ned in terms of this. It takes as arguments a function that

computes the function for which we want to �nd a zero, together with an initial guess. For

instance, to �nd the square root of x , we can use Newton’s method to �nd a zero of the function

y 7→ y2 − x starting with an initial guess of 1.
64

This provides yet another form of the square-

root function:

Ifunction sqrt(x) {

return newtons_method(y => square(y) - x,

1.0);

}

Abstractions and first-class functions

We’ve seen two ways to express the square-root computation as an instance of a more general

method, once as a �xed-point search and once using Newton’s method. Since Newton’s method

was itself expressed as a �xed-point process, we actually saw two ways to compute square

roots as �xed points. Each method begins with a function and �nds a �xed point of some

transformation of the function. We can express this general idea itself as a function:

Ifunction fixed_point_of_transform(g, transform, guess) {

return fixed_point(transform(g), guess);

}

64
For �nding square roots, Newton’s method converges rapidly to the correct solution from any starting point.

91 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=MYewdgzgLgBAJgDxgXhgBgHRu2gjAbiA
http://source-academy.github.io/playground#chap=4&prgrm=MYewdgzgLgBAJgDxgXhgBgHRu2gjAbgCgAzAVzGCgEtx4BTAJyoDcAKAcwEoYBvQmATAZ0opBmBhJkAPhgdWSANTwE3ALQx2CztwD0KogF8S5SjQnBSAIzrbeQkWIlIAVJJhuE+GMcJxGLKyWNpysAKyc+EA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RCAnRREUOABtK5ZJEqJWbAHRtdbAIyjQkWAkTAY2SgBMA+gAc4MMFEzAANOZjkZtgOYglOjo+MRk5uDQ8EgQCnDolLaUYHAgfgAWOJ4AnqEk4WRUNHQoGDiCiLmIADxyisqqEJSi4RLhxlFmUOTZtgDuMFCZAUEhhPkFiFJgMohglNiyrMCYI8G4LZMU1LQxcQlJKWnDgcGe84u4E1sF3BdQ1zdk-N29A0OY9xvXbYU7Ja9+oNMhYfFB-KcQqIJNNZtYGJodHpDEQOqYkNZlDAAG6rPLhIq7HgaRiIVblADUiHh+AEiD8OFw+AA9NSROJUZF0Yh0ABHEDIKiM8YE-70RAAKh40M5JmiPN55FceBFf2KSHmfXkM1sAFtqOk4NZMNkSQqBUKqnTsO5Hk97aR9DpvhI0fLNdrbN1VOhgHByLq8arturicxSQw6QyVazMeQcXjGTK3WYPdI9QajatPGsxmFSISShYrHZHM5XGmwF6VDM-QG8TnIS6iEQ+UrMAA2DZAA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RCAnRREUOABtK5ZJEqJWbAHRtdbAIyjQkWAkTAY2SgBMA+gAc4MMFEzAANOZjkZtgOYglOjo+MRk5uDQ8EgQCnDolLaUYHAgfgAWOJ4AnqEk4WRUNHQoGDiCiLmIADxyisqqEJSi4RLhxlFmUOTZtgDuMFCZAUEhhPkFiFJgMohglNiyrMCYI8G4LZMU1LQxcQlJKWnDgcGe84u4E1sF3BdQ1zdk-N29A0OY9xvXbYU7Ja9+oNMhYfFB-KcQqIJNNZtYGJodHpDEQOqYkNZlDAAG6rPLhIq7HgaRiIVblADUiHh+AEiD8OFw+AA9NSROJUZF0XNKH15GBbN1VOhgHByABbPHjP7Fegk4l0hl4RCszHkHF4xnQzkmaI8vnSWzi6jpODWVaeNZjMKkQklCxWOyOZyueYGgVCmaiiV4y2Q74SNF69AARxAyCojOlMqJDAAVDxtUGzKHyK5lTbbf8kG7+egjSazZhsvLQ+HI1U6dh3I8nnXSPodAGiERU64AGwbIA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAQwEYGcAUAPAlIgbwChFTEAnAUyhHKW0QD4BeRABkQH5EGAuRALTYA3EQC+RCAnRREUOABtK5ZJEqJWbAHRtdbAIyjQkWAkTAY2SgBMA+gAc4MMFEzAANOZjkZtgOYglOjo+MRk5uDQ8EgQCnDolLaUYHAgfgAWOJ4AnqEk4WRUNHQoGDiCiLmIADxyisqqEJSi4RLhxlFmUOTZtgDuMFCZAUEhhPkFiFJgMohglNiyrMCYI8G4LZMU1LQxcQlJKWnDgcGe84u4E1sF3BdQ1zdk-N29A0OY9xvXbYU7Ja9+oNMhYfFB-KcQqIJB1TEhkAA3Bp+ShZKphP7FJDlADUlXwAHpEAAmaFEWHRFBIlQo2zWZAAW3sbjy4SKux4GkYVORqOwnhWeG+MMicMQ6AAjuRXHhxmz-kgLFY7I5nOC4MBbN1VOhgHByAzMI8npUuZyidl3ManojeXTGfYrSaCvodMLyaLKUqbA4nC5bBqtSoZnqDatPNqQ-qGZ41mMMaR2SVvSq-a5I7ro6tcLHIe6iJLpZgAGwbIA


Building Abstractions with Functions 1.3.4

This very general function takes as its arguments a function g that computes some function,

a function that transforms g, and an initial guess. The returned result is a �xed point of the

transformed function.

Using this abstraction, we can recast the �rst square-root computation from this section

(where we look for a �xed point of the average-damped version of y 7→ x/y) as an instance of

this general method:

Ifunction sqrt(x) {

return fixed_point_of_transform(

y => x / y,

average_damp,

1.0);

}

Similarly, we can express the second square-root computation from this section (an instance

of Newton’s method that �nds a �xed point of the Newton transform of y 7→ y2 − x ) as

Ifunction sqrt(x) {

return fixed_point_of_transform(

y => square(y) - x,

newton_transform,

1.0);

}

We began section 1.3 with the observation that compound functions are a crucial abstrac-

tion mechanism, because they permit us to express general methods of computing as explicit

elements in our programming language. Now we’ve seen how higher-order functions permit

us to manipulate these general methods to create further abstractions.

As programmers, we should be alert to opportunities to identify the underlying abstractions

in our programs and to build upon them and generalize them to create more powerful ab-

stractions. This is not to say that one should always write programs in the most abstract way

possible; expert programmers know how to choose the level of abstraction appropriate to their

task. But it is important to be able to think in terms of these abstractions, so that we can be

ready to apply them in new contexts. The signi�cance of higher-order functions is that they

enable us to represent these abstractions explicitly as elements in our programming language,

so that they can be handled just like other computational elements.

In general, programming languages impose restrictions on the ways in which computational

elements can be manipulated. Elements with the fewest restrictions are said to have �rst-class
status. Some of the “rights and privileges” of �rst-class elements are:

65

– They may be referred to using names.

65
The notion of �rst-class status of programming-language elements is due to the British computer scientist

Christopher Strachey (1916–1975).
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– They may be passed as arguments to functions.

– They may be returned as the results of functions.

– They may be included in data structures.
66

JavaScript, unlike other common programming languages, awards functions full �rst-class

status. This poses challenges for e�cient implementation, but the resulting gain in expressive

power is enormous.
67

Exercise 1.40

Declare a function cubic that can be used together with the newtons_method function in

expressions of the form

newtons_method(cubic(a, b, c), 1);

to approximate zeros of the cubic x3 + ax2 + bx + c .

Exercise 1.41

Declare a function double that takes a function of one argument as argument and returns a

function that applies the original function twice. For example, if inc is a function that adds 1

to its argument, then double(inc) should be a function that adds 2. What value is returned by

Idouble(double(double))(inc)(5);

Exercise 1.42

Let f and д be two one-argument functions. The composition f after д is de�ned to be the

function x 7→ f (д(x)). Declare a function compose that implements composition. For example,

if inc is a function that adds 1 to its argument,

Icompose(square, inc)(6);

49

Exercise 1.43

If f is a numerical function and n is a positive integer, then we can form the nth repeated

application of f , which is de�ned to be the function whose value at x is f (f (. . . (f (x)) . . .)). For

66
We’ll see examples of this after we introduce data structures in chapter 2.

67
The major implementation cost of �rst-class functions is that allowing functions to be returned as values

requires reserving storage for a function’s free names even while the function is not executing. In the JavaScript

implementation we will study in section 4.1, these names are stored in the function’s environment.
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example, if f is the function x 7→ x + 1, then the nth repeated application of f is the function

x 7→ x + n. If f is the operation of squaring a number, then the nth repeated application of f

is the function that raises its argument to the 2
n
th power. Write a function that takes as inputs

a function that computes f and a positive integer n and returns the function that computes

the nth repeated application of f . Your function should be able to be used as follows:

Irepeated(square, 2)(5);

Hint: You may �nd it convenient to use compose from exercise 1.42.

Exercise 1.44

The idea of smoothing a function is an important concept in signal processing. If f is a function

and dx is some small number, then the smoothed version of f is the function whose value

at a point x is the average of f (x − dx), f (x), and f (x + dx). Write a function smooth that

takes as input a function that computes f and returns a function that computes the smoothed

f . It is sometimes valuable to repeatedly smooth a function (that is, smooth the smoothed

function, and so on) to obtained the n-fold smoothed function. Show how to generate the n-fold

smoothed function of any given function using smooth and repeated from exercise 1.43.

Exercise 1.45

We saw in section 1.3.3 that attempting to compute square roots by naively �nding a �xed point

ofy 7→ x/y does not converge, and that this can be �xed by average damping. The same method

works for �nding cube roots as �xed points of the average-damped y 7→ x/y2
. Unfortunately,

the process does not work for fourth roots—a single average damp is not enough to make a

�xed-point search for y 7→ x/y3
converge. On the other hand, if we average damp twice (i.e.,

use the average damp of the average damp of y 7→ x/y3
) the �xed-point search does converge.

Do some experiments to determine how many average damps are required to compute nth

roots as a �xed-point search based upon repeated average damping of y 7→ x/yn−1
. Use this to

implement a simple function for computing nth roots using fixed_point, average_damp, and

the repeated function of exercise 1.43. Assume that any arithmetic operations you need are

available as primitives.

Exercise 1.46

Several of the numerical methods described in this chapter are instances of an extremely

general computational strategy known as iterative improvement. Iterative improvement says

that, to compute something, we start with an initial guess for the answer, test if the guess is

good enough, and otherwise improve the guess and continue the process using the improved
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guess as the new guess. Write a function iterative_improve that takes two functions as

arguments: a method for telling whether a guess is good enough and a method for improving a

guess. The function iterative_improve should return as its value a function that takes a guess

as argument and keeps improving the guess until it is good enough. Rewrite the sqrt function

of section 1.1.7 and the fixed_point function of section 1.3.3 in terms of iterative_improve.
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Chapter 2

Building Abstractions with Data

We now come to the decisive step of mathematical abstraction: we forget

about what the symbols stand for. . . . [The mathematician] need not

be idle; there are many operations which he may carry out with these

symbols, without ever having to look at the things they stand for.

— Hermann Weyl, The Mathematical Way of Thinking

We concentrated in chapter 1 on computational processes and on the role of functions in

program design. We saw how to use primitive data (numbers) and primitive operations (arith-

metic operations), how to combine functions to form compound functions through composi-

tion, conditionals, and the use of parameters, and how to abstract processes by using function

declarations. We saw that a function can be regarded as a pattern for the local evolution of a

process, and we classi�ed, reasoned about, and performed simple algorithmic analyses of some

common patterns for processes as embodied in functions. We also saw that higher-order func-

tions enhance the power of our language by enabling us to manipulate, and thereby to reason

in terms of, general methods of computation. This is much of the essence of programming.

In this chapter we are going to look at more complex data. All the functions in chapter 1

operate on simple numerical data, and simple data are not su�cient for many of the problems

we wish to address using computation. Programs are typically designed to model complex

phenomena, and more often than not one must construct computational objects that have

several parts in order to model real-world phenomena that have several aspects. Thus, whereas

our focus in chapter 1 was on building abstractions by combining functions to form compound

functions, we turn in this chapter to another key aspect of any programming language: the

means it provides for building abstractions by combining data objects to form compound data.

Why do we want compound data in a programming language? For the same reasons that
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we want compound functions: to elevate the conceptual level at which we can design our

programs, to increase the modularity of our designs, and to enhance the expressive power of

our language. Just as the ability to declare functions enables us to deal with processes at a

higher conceptual level than that of the primitive operations of the language, the ability to

construct compound data objects enables us to deal with data at a higher conceptual level than

that of the primitive data objects of the language.

Consider the task of designing a system to perform arithmetic with rational numbers. We

could imagine an operation add_rat that takes two rational numbers and produces their sum.

In terms of simple data, a rational number can be thought of as two integers: a numerator and

a denominator. Thus, we could design a program in which each rational number would be

represented by two integers (a numerator and a denominator) and where add_rat would be

implemented by two functions (one producing the numerator of the sum and one producing

the denominator). But this would be awkward, because we would then need to explicitly keep

track of which numerators corresponded to which denominators. In a system intended to

perform many operations on many rational numbers, such bookkeeping details would clutter

the programs substantially, to say nothing of what they would do to our minds. It would

be much better if we could “glue together” a numerator and denominator to form a pair—a

compound data object—that our programs could manipulate in a way that would be consistent

with regarding a rational number as a single conceptual unit.

The use of compound data also enables us to increase the modularity of our programs. If we

can manipulate rational numbers directly as objects in their own right, then we can separate

the part of our program that deals with rational numbers per se from the details of how rational

numbers may be represented as pairs of integers. The general technique of isolating the parts

of a program that deal with how data objects are represented from the parts of a program that

deal with how data objects are used is a powerful design methodology called data abstraction.

We will see how data abstraction makes programs much easier to design, maintain, and modify.

The use of compound data leads to a real increase in the expressive power of our program-

ming language. Consider the idea of forming a “linear combination” ax +by. We might like to

write a function that would accept a, b, x , and y as arguments and return the value of ax + by.

This presents no di�culty if the arguments are to be numbers, because we can readily declare

the function

Ifunction linear_combination(a, b, x, y) {

return a * x + b * y;

}

But suppose we are not concerned only with numbers. Suppose we would like to describe a

process that forms linear combinations whenever addition and multiplication are de�ned—for

rational numbers, complex numbers, polynomials, or whatever. We could express this as a
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function of the form

function linear_combination(a, b, x, y) {

return add(mul(a, x), mul(b, y));

}

where add and mul are not the primitive functions + and * but rather more complex things

that will perform the appropriate operations for whatever kinds of data we pass in as the

arguments a, b, x, and y. The key point is that the only thing linear_combination should need

to know about a, b, x, and y is that the functions add and mul will perform the appropriate

manipulations. From the perspective of the function linear_combination, it is irrelevant what

a, b, x, and y are and even more irrelevant how they might happen to be represented in terms

of more primitive data. This same example shows why it is important that our programming

language provide the ability to manipulate compound objects directly: Without this, there is

no way for a function such as linear_combination to pass its arguments along to add and mul

without having to know their detailed structure.
1

We begin this chapter by implementing the rational-number arithmetic system mentioned

above. This will form the background for our discussion of compound data and data abstraction.

As with compound functions, the main issue to be addressed is that of abstraction as a technique

for coping with complexity, and we will see how data abstraction enables us to erect suitable

abstraction barriers between di�erent parts of a program.

We will see that the key to forming compound data is that a programming language should

provide some kind of “glue” so that data objects can be combined to form more complex

data objects. There are many possible kinds of glue. Indeed, we will discover how to form

compound data using no special “data” operations at all, only functions. This will further blur

the distinction between “ function ” and “data,” which was already becoming tenuous toward

the end of chapter 1. We will also explore some conventional techniques for representing

sequences and trees. One key idea in dealing with compound data is the notion of closure—that

the glue we use for combining data objects should allow us to combine not only primitive data

objects, but compound data objects as well. Another key idea is that compound data objects can

serve as conventional interfaces for combining program modules in mix-and-match ways. We

illustrate some of these ideas by presenting a simple graphics language that exploits closure.

We will then augment the representational power of our language by introducing symbolic

1
The ability to directly manipulate functions provides an analogous increase in the expressive power of a

programming language. For example, in section 1.3.1 we introduced the sum function, which takes a function

term as an argument and computes the sum of the values of term over some speci�ed interval. In order to de�ne

sum, it is crucial that we be able to speak of a function such as term as an entity in its own right, without regard

for how term might be expressed with more primitive operations. Indeed, if we did not have the notion of “a

function”, it is doubtful that we would ever even think of the possibility of de�ning an operation such as sum.

Moreover, insofar as performing the summation is concerned, the details of how term may be constructed from

more primitive operations are irrelevant.
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expressions—data whose elementary parts can be arbitrary symbols rather than only numbers.

We explore various alternatives for representing sets of objects. We will �nd that, just as a given

numerical function can be computed by many di�erent computational processes, there are

many ways in which a given data structure can be represented in terms of simpler objects, and

the choice of representation can have signi�cant impact on the time and space requirements of

processes that manipulate the data. We will investigate these ideas in the context of symbolic

di�erentiation, the representation of sets, and the encoding of information.

Next we will take up the problem of working with data that may be represented di�erently

by di�erent parts of a program. This leads to the need to implement generic operations, which

must handle many di�erent types of data. Maintaining modularity in the presence of generic

operations requires more powerful abstraction barriers than can be erected with simple data

abstraction alone. In particular, we introduce data-directed programming as a technique that

allows individual data representations to be designed in isolation and then combined additively
(i.e., without modi�cation). To illustrate the power of this approach to system design, we

close the chapter by applying what we have learned to the implementation of a package for

performing symbolic arithmetic on polynomials, in which the coe�cients of the polynomials

can be integers, rational numbers, complex numbers, and even other polynomials.

2.1 Introduction to Data Abstraction

In section 1.1.8, we noted that a function used as an element in creating a more complex

function could be regarded not only as a collection of particular operations but also as a

functional abstraction. That is, the details of how the function was implemented could be

suppressed, and the particular function itself could be replaced by any other function with the

same overall behavior. In other words, we could make an abstraction that would separate the

way the function would be used from the details of how the function would be implemented

in terms of more primitive functions. The analogous notion for compound data is called data
abstraction. Data abstraction is a methodology that enables us to isolate how a compound data

object is used from the details of how it is constructed from more primitive data objects.

The basic idea of data abstraction is to structure the programs that are to use compound data

objects so that they operate on “abstract data.” That is, our programs should use data in such a

way as to make no assumptions about the data that are not strictly necessary for performing

the task at hand. At the same time, a “concrete” data representation is de�ned independent of

the programs that use the data. The interface between these two parts of our system will be a

set of functions, called selectors and constructors, that implement the abstract data in terms of

the concrete representation. To illustrate this technique, we will consider how to design a set

of functions for manipulating rational numbers.
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2.1.1 Example: Arithmetic Operations for Rational Numbers

Suppose we want to do arithmetic with rational numbers. We want to be able to add, subtract,

multiply, and divide them and to test whether two rational numbers are equal.

Let us begin by assuming that we already have a way of constructing a rational number

from a numerator and a denominator. We also assume that, given a rational number, we have

a way of extracting (or selecting) its numerator and its denominator. Let us further assume

that the constructor and selectors are available as functions:

– make_rat(n, d) returns the rational number whose numerator is the integer n and

whose denominator is the integer d .

– numer(x) returns the numerator of the rational number x .

– denom(x) returns the denominator of the rational number x .

We are using here a powerful strategy of synthesis: wishful thinking. We haven’t yet said

how a rational number is represented, or how the functions numer, denom, and make_rat should

be implemented. Even so, if we did have these three functions, we could then add, subtract,

multiply, divide, and test equality by using the following relations:

n1

d1

+
n2

d2

=
n1d2 + n2d1

d1d2

n1

d1

−
n2

d2

=
n1d2 − n2d1

d1d2

n1

d1

·
n2

d2

=
n1n2

d1d2

n1/d1

n2/d2

=
n1d2

d1n2

n1

d1

=
n2

d2

if and only if n1d2 = n2d1

We can express these rules as functions:

function add_rat(x, y) {

return make_rat(numer(x) * denom(y) + numer(y) * denom(x),

denom(x) * denom(y));

}

function sub_rat(x, y) {

return make_rat(numer(x) * denom(y) - numer(y) * denom(x),

denom(x) * denom(y));
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}

function mul_rat(x, y) {

return make_rat(numer(x) * numer(y),

denom(x) * denom(y));

}

function div_rat(x, y) {

return make_rat(numer(x) * denom(y),

denom(x) * numer(y));

}

function equal_rat(x, y) {

return numer(x) * denom(y) === numer(y) * denom(x);

}

Now we have the operations on rational numbers de�ned in terms of the selector and con-

structor functions numer, denom, and make_rat. But we haven’t yet de�ned these. What we

need is some way to glue together a numerator and a denominator to form a rational number.

Pairs

To enable us to implement the concrete level of our data abstraction, our JavaScript environ-

ment provides a compound structure called a pair, which can be constructed with the function

pair. This function takes two arguments and returns a compound data object that contains

the two arguments as parts. Given a pair, we can extract the parts using the functions head

and tail. Thus, we can use pair, head, and tail as follows:

Iconst x = pair(1, 2);

Ihead(x);

1

Itail(x);

2

Notice that a pair is a data object that can be given a name and manipulated, just like a

primitive data object. Moreover, pair can be used to form pairs whose elements are pairs, and

so on:

Iconst x = pair(1, 2);

const y = pair(3, 4);

const z = pair(x, y);

Ihead(head(z));

1

Ihead(tail(z));
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3

In section 2.2 we will see how this ability to combine pairs means that pairs can be used

as general-purpose building blocks to create all sorts of complex data structures. The single

compound-data primitive pair, implemented by the functions pair, head, and tail, is the only

glue we need. Data objects constructed from pairs are called list-structured data.

Representing rational numbers

Pairs o�er a natural way to complete the rational-number system. Simply represent a rational

number as a pair of two integers: a numerator and a denominator. Then make_rat, numer, and

denom are readily implemented as follows:
2

Ifunction make_rat(n, d) {

return pair(n, d);

}

function numer(x) {

return head(x);

}

function denom(x) {

return tail(x);

}

Also, in order to display the results of our computations, we can print rational numbers by

printing the numerator, a slash, and the denominator:
3

Ifunction print_rat(x) {

display(numer(x));

display("/");

display(denom(x));

}

Now we can try our rational-number functions:

2
Another way to de�ne the selectors and constructor is

const make_rat = pair;
const numer = head;
const denom = tail;
The �rst de�nition associates the name make_rat with the value of the expression pair, which is the primitive

function that constructs pairs. Thus make_rat and pair are names for the same primitive constructor.

De�ning selectors and constructors in this way is e�cient: Instead of make_rat calling pair, make_rat is pair,

so there is only one function called, not two, when make_rat is called. On the other hand, doing this defeats

debugging aids that trace function calls or put breakpoints on function calls: You may want to watch make_rat
being called, but you certainly don’t want to watch every call to pair.

We have chosen not to use this style of de�nition in this book.

3
The primitive function display introduced in exercise 1.22 returns its argument, but in the uses of print_rat

below, we show only what the interpreter prints as the value returned by print_rat.
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Iconst one_half = make_rat(1, 2);

print_rat(one_half);

1 / 2

const one_third = make_rat(1, 3);

Iprint_rat(add_rat(one_half, one_third));

5 / 6

Iprint_rat(mul_rat(one_half, one_third));

1 / 6

Iprint_rat(add_rat(one_third, one_third));

6 / 9

As the �nal example shows, our rational-number implementation does not reduce rational

numbers to lowest terms. We can remedy this by changing make_rat. If we have a gcd function

like the one in section 1.2.5 that produces the greatest common divisor of two integers, we can

use gcd to reduce the numerator and the denominator to lowest terms before constructing the

pair:

Ifunction make_rat(n, d) {

const g = gcd(n, d);

return pair(n / g, d / g);

}

Now we have

Iprint_rat(add_rat(one_third, one_third));

2 / 3

as desired. This modi�cation was accomplished by changing the constructor make_rat with-

out changing any of the functions (such as add_rat and mul_rat) that implement the actual

operations.

Exercise 2.1

De�ne a better version of make_rat that handles both positive and negative arguments. The

function make_rat should normalize the sign so that if the rational number is positive, both

the numerator and denominator are positive, and if the rational number is negative, only the

numerator is negative.
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2.1.2 Abstraction Barriers

Before continuing with more examples of compound data and data abstraction, let us consider

some of the issues raised by the rational-number example. We de�ned the rational-number

operations in terms of a constructor make_rat and selectors numer and denom. In general, the

underlying idea of data abstraction is to identify for each type of data object a basic set of

operations in terms of which all manipulations of data objects of that type will be expressed,

and then to use only those operations in manipulating the data.

We can envision the structure of the rational-number system as shown in �gure 2.1. The

horizontal lines represent abstraction barriers that isolate di�erent “levels” of the system. At

each level, the barrier separates the programs (above) that use the data abstraction from the

programs (below) that implement the data abstraction. Programs that use rational numbers ma-

nipulate them solely in terms of the functions supplied “for public use” by the rational-number

package: add_rat, sub_rat, mul_rat, div_rat, and equal_rat. These, in turn, are implemented

solely in terms of the constructor and selectors make_rat, numer, and denom, which themselves

are implemented in terms of pairs. The details of how pairs are implemented are irrelevant to

the rest of the rational-number package so long as pairs can be manipulated by the use of pair,

head, and tail. In e�ect, functions at each level are the interfaces that de�ne the abstraction

barriers and connect the di�erent levels.

Programs that use rational numbers

Rational numbers in problem domain

add_rat  sub_rat  ...

Rational numbers as numerators and denominators

make_rat  numer  denom

Rational numbers as pairs

pair  head  tail

However pairs are implemented

Figure 2.1: Data-abstraction barriers in the rational-number package.

This simple idea has many advantages. One advantage is that it makes programs much eas-

ier to maintain and to modify. Any complex data structure can be represented in a variety of

ways with the primitive data structures provided by a programming language. Of course, the

choice of representation in�uences the programs that operate on it; thus, if the representation
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were to be changed at some later time, all such programs might have to be modi�ed accord-

ingly. This task could be time-consuming and expensive in the case of large programs unless

the dependence on the representation were to be con�ned by design to a very few program

modules.

For example, an alternate way to address the problem of reducing rational numbers to lowest

terms is to perform the reduction whenever we access the parts of a rational number, rather

than when we construct it. This leads to di�erent constructor and selector functions:

Ifunction make_rat(n, d) {

return pair(n, d);

}

function numer(x) {

const g = gcd(head(x), tail(x));

return head(x) / g;

}

function denom(x) {

const g = gcd(head(x), tail(x));

return tail(x) / g;

}

The di�erence between this implementation and the previous one lies in when we compute

the gcd. If in our typical use of rational numbers we access the numerators and denominators

of the same rational numbers many times, it would be preferable to compute the gcd when

the rational numbers are constructed. If not, we may be better o� waiting until access time

to compute the gcd. In any case, when we change from one representation to the other, the

functions add_rat, sub_rat, and so on do not have to be modi�ed at all.

Constraining the dependence on the representation to a few interface functions helps us

design programs as well as modify them, because it allows us to maintain the �exibility to

consider alternate implementations. To continue with our simple example, suppose we are

designing a rational-number package and we can’t decide initially whether to perform the gcd

at construction time or at selection time. The data-abstraction methodology gives us a way to

defer that decision without losing the ability to make progress on the rest of the system.

Exercise 2.2

Consider the problem of representing line segments in a plane. Each segment is represented as

a pair of points: a starting point and an ending point. Declare a constructor make_segment and

selectors start_segment and end_segment that de�ne the representation of segments in terms

of points. Furthermore, a point can be represented as a pair of numbers: the x coordinate and

the y coordinate. Accordingly, specify a constructor make_point and selectors x_point and

y_point that de�ne this representation. Finally, using your selectors and constructors, declare
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a function midpoint_segment that takes a line segment as argument and returns its midpoint

(the point whose coordinates are the average of the coordinates of the endpoints). To try your

functions, you’ll need a way to print points:

function print_point(p) {

display("(");

display(x_point(p));

display(",");

display(y_point(p));

display(")");

}

Exercise 2.3

Implement a representation for rectangles in a plane. (Hint: You may want to make use of

exercise 2.2.) In terms of your constructors and selectors, create functions that compute the

perimeter and the area of a given rectangle. Now implement a di�erent representation for

rectangles. Can you design your system with suitable abstraction barriers, so that the same

perimeter and area functions will work using either representation?

2.1.3 What Is Meant by Data?

We began the rational-number implementation in section 2.1.1 by implementing the rational-

number operations add_rat,sub_rat, and so on in terms of three unspeci�ed functions: make_rat,

numer, and denom. At that point, we could think of the operations as being de�ned in terms of

data objects—numerators, denominators, and rational numbers—whose behavior was speci�ed

by the latter three functions.

But exactly what is meant by data? It is not enough to say “whatever is implemented by the

given selectors and constructors.” Clearly, not every arbitrary set of three functions can serve

as an appropriate basis for the rational-number implementation. We need to guarantee that,

if we construct a rational number x from a pair of integers n and d, then extracting the numer

and the denom of x and dividing them should yield the same result as dividing n by d. In other

words, make_rat, numer, and denom must satisfy the condition that, for any integer n and any

non-zero integer d, if x is make_rat(n,d), then

numer(x)

denom(x)
=

n

d

In fact, this is the only condition make_rat, numer, and denom must ful�ll in order to form a

suitable basis for a rational-number representation. In general, we can think of data as de�ned
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by some collection of selectors and constructors, together with speci�ed conditions that these

functions must ful�ll in order to be a valid representation.
4

This point of view can serve to de�ne not only “high-level” data objects, such as rational

numbers, but lower-level objects as well. Consider the notion of a pair, which we used in order

to de�ne our rational numbers. We never actually said what a pair was, only that the language

supplied functions pair, head, and tail for operating on pairs. But the only thing we need to

know about these three operations is that if we glue two objects together using pair we can

retrieve the objects using head and tail. That is, the operations satisfy the condition that, for

any objects x and y, if z is pair(x, y) then head(z) is x and tail(z) is y. Indeed, we mentioned

that these three functions are included as primitives in our language. However, any triple of

functions that satis�es the above condition can be used as the basis for implementing pairs.

This point is illustrated strikingly by the fact that we could implement pair, head, and tail

without using any data structures at all but only using functions. Here are the de�nitions:
5

Ifunction pair(x, y) {

function dispatch(m) {

return m === 0

? x

: m === 1

? y

: error(m, "Argument not 0 or 1 -- pair");

}

return dispatch;

}

function head(z) {

return z(0);

}

function tail(z) {

return z(1);

}

This use of functions corresponds to nothing like our intuitive notion of what data should

be. Nevertheless, all we need to do to show that this is a valid way to represent pairs is to

4
Surprisingly, this idea is very di�cult to formulate rigorously. There are two approaches to giving such a

formulation. One, pioneered by C. A. R. Hoare (1972), is known as the method of abstract models. It formalizes

the “functions plus conditions” speci�cation as outlined in the rational-number example above. Note that the

condition on the rational-number representation was stated in terms of facts about integers (equality and division).

In general, abstract models de�ne new kinds of data objects in terms of previously de�ned types of data objects.

Assertions about data objects can therefore be checked by reducing them to assertions about previously de�ned

data objects. Another approach, introduced by Zilles at MIT, by Goguen, Thatcher, Wagner, and Wright at IBM (see

Thatcher, Wagner, and Wright 1978), and by Guttag at Toronto (see Guttag 1977), is called algebraic speci�cation.

It regards the “functions” as elements of an abstract algebraic system whose behavior is speci�ed by axioms that

correspond to our “conditions,” and uses the techniques of abstract algebra to check assertions about data objects.

Both methods are surveyed in the paper by Liskov and Zilles (1975).

5
The function error introduced in section 1.3.3 takes as optional second argument a string that gets displayed

before the �rst argument.
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verify that these functions satisfy the condition given above.

The subtle point to notice is that the value returned by pair(x, y) is a function—namely

the internally de�ned function dispatch, which takes one argument and returns either x

or y depending on whether the argument is 0 or 1. Correspondingly, head(z) is de�ned to

apply z to 0. Hence, if z is the function formed by pair(x, y), then z applied to 0 will yield x.

Thus, we have shown that head(pair(x, y)) yields x, as desired. Similarly, tail(pair(x, y))

applies the function returned by pair(x, y) to 1, which returns y. Therefore, this functional

implementation of pairs is a valid implementation, and if we access pairs using only pair, head,

and tail we cannot distinguish this implementation from one that uses “real” data structures.

The point of exhibiting the functional representation of pairs is not that our language works

this way (an e�cient implementation of pairs might use JavaScript’s primitive data structures

of arrays or objects) but that it could work this way. The functional representation, although

obscure, is a perfectly adequate way to represent pairs, since it ful�lls the only conditions that

pairs need to ful�ll. This example also demonstrates that the ability to manipulate functions

as objects automatically provides the ability to represent compound data. This may seem a

curiosity now, but functional representations of data will play a central role in our programming

repertoire. This style of programming is often called message passing, and we will be using it

as a basic tool in chapter 3 when we address the issues of modeling and simulation.

Exercise 2.4

Here is an alternative functional representation of pairs. For this representation, verify that

head(pair(x, y)) yields x for any objects x and y.

Ifunction pair(x, y) {

return m => m(x, y);

}

function head(z) {

return z((p, q) => p);

}

What is the corresponding de�nition of tail? (Hint: To verify that this works, make use of

the substitution model of section 1.1.5.)

Exercise 2.5

Show that we can represent pairs of nonnegative integers using only numbers and arithmetic

operations if we represent the pair a and b as the integer that is the product 2
a
3
b
. Give the

corresponding de�nitions of the functions pair, head, and tail.
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Exercise 2.6

In case representing pairs as functions wasn’t mind-boggling enough, consider that, in a lan-

guage that can manipulate functions, we can get by without numbers (at least insofar as

nonnegative integers are concerned) by implementing 0 and the operation of adding 1 as

Iconst zero = f => x => x;

function add_1(n) {

return f => x => f(n(f)(x));

}

This representation is known as Church numerals, after its inventor, Alonzo Church, the logi-

cian who invented the λ calculus. De�ne one and two directly (not in terms of zero and add_1).

(Hint: Use substitution to evaluate add_1(zero)). Give a direct de�nition of the addition func-

tion plus (not in terms of repeated application of add_1).

2.1.4 Extended Exercise: Interval Arithmetic

Alyssa P. Hacker is designing a system to help people solve engineering problems. One feature

she wants to provide in her system is the ability to manipulate inexact quantities (such as

measured parameters of physical devices) with known precision, so that when computations

are done with such approximate quantities the results will be numbers of known precision.

Electrical engineers will be using Alyssa’s system to compute electrical quantities. It is

sometimes necessary for them to compute the value of a parallel equivalent resistance Rp of

two resistors R1 and R2 using the formula

Rp =
1

1/R1 + 1/R2

Resistance values are usually known only up to some tolerance guaranteed by the manufac-

turer of the resistor. For example, if you buy a resistor labeled “6.8 ohms with 10% tolerance” you

can only be sure that the resistor has a resistance between 6.8−0.68 = 6.12 and 6.8+0.68 = 7.48

ohms. Thus, if you have a 6.8-ohm 10% resistor in parallel with a 4.7-ohm 5% resistor, the re-

sistance of the combination can range from about 2.58 ohms (if the two resistors are at the

lower bounds) to about 2.97 ohms (if the two resistors are at the upper bounds).

Alyssa’s idea is to implement “interval arithmetic” as a set of arithmetic operations for com-

bining “intervals” (objects that represent the range of possible values of an inexact quantity).

The result of adding, subtracting, multiplying, or dividing two intervals is itself an interval,

representing the range of the result.

Alyssa postulates the existence of an abstract object called an “interval” that has two end-
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points: a lower bound and an upper bound. She also presumes that, given the endpoints of an

interval, she can construct the interval using the data constructor make_interval. Alyssa �rst

writes a function for adding two intervals. She reasons that the minimum value the sum could

be is the sum of the two lower bounds and the maximum value it could be is the sum of the

two upper bounds:

Ifunction add_interval(x, y) {

return make_interval(lower_bound(x) + lower_bound(y),

upper_bound(x) + upper_bound(y));

}

Alyssa also works out the product of two intervals by �nding the minimum and the maximum

of the products of the bounds and using them as the bounds of the resulting interval. (math_min

and math_max are primitives that �nd the minimum or maximum of any number of arguments.)

Ifunction mul_interval(x, y) {

const p1 = lower_bound(x) * lower_bound(y);

const p2 = lower_bound(x) * upper_bound(y);

const p3 = upper_bound(x) * lower_bound(y);

const p4 = upper_bound(x) * upper_bound(y);

return make_interval(math_min(p1, p2, p3, p4),

math_max(p1, p2, p3, p4));

}

To divide two intervals, Alyssa multiplies the �rst by the reciprocal of the second. Note that

the bounds of the reciprocal interval are the reciprocal of the upper bound and the reciprocal

of the lower bound, in that order.

Ifunction div_interval(x,y) {

return mul_interval(x, make_interval(1 / upper_bound(y),

1 / lower_bound(y)));

}

Exercise 2.7

Alyssa’s program is incomplete because she has not speci�ed the implementation of the inter-

val abstraction. Here is a de�nition of the interval constructor:

function make_interval(x, y) {

return pair(x, y);

}

De�ne selectors upper_bound and lower_bound to complete the implementation.
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Exercise 2.8

Using reasoning analogous to Alyssa’s, describe how the di�erence of two intervals may be

computed. De�ne a corresponding subtraction function, called sub_interval.

Exercise 2.9

Thewidth of an interval is half of the di�erence between its upper and lower bounds. The width

is a measure of the uncertainty of the number speci�ed by the interval. For some arithmetic

operations the width of the result of combining two intervals is a function only of the widths

of the argument intervals, whereas for others the width of the combination is not a function

of the widths of the argument intervals. Show that the width of the sum (or di�erence) of two

intervals is a function only of the widths of the intervals being added (or subtracted). Give

examples to show that this is not true for multiplication or division.

Exercise 2.10

Ben Bitdiddle, an expert systems programmer, looks over Alyssa’s shoulder and comments

that it is not clear what it means to divide by an interval that spans zero. Modify Alyssa’s

program to check for this condition and to signal an error if it occurs.

Exercise 2.11

In passing, Ben also cryptically comments: “By testing the signs of the endpoints of the in-

tervals, it is possible to break mul_interval into nine cases, only one of which requires more

than two multiplications.” Rewrite this function using Ben’s suggestion.

After debugging her program, Alyssa shows it to a potential user, who complains that her

program solves the wrong problem. He wants a program that can deal with numbers repre-

sented as a center value and an additive tolerance; for example, he wants to work with intervals

such as 3.5 ± 0.15 rather than [3.35, 3.65]. Alyssa returns to her desk and �xes this problem

by supplying an alternate constructor and alternate selectors:

Ifunction make_center_width(c, w) {

return make_interval(c - w, c + w);

}

function center(i) {

return (lower_bound(i) + upper_bound(i)) / 2;

}

function width(i) {

return (upper_bound(i) - lower_bound(i)) / 2;

}
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Unfortunately, most of Alyssa’s users are engineers. Real engineering situations usually in-

volve measurements with only a small uncertainty, measured as the ratio of the width of the

interval to the midpoint of the interval. Engineers usually specify percentage tolerances on

the parameters of devices, as in the resistor speci�cations given earlier.

Exercise 2.12

De�ne a constructor make_center_percent that takes a center and a percentage tolerance

and produces the desired interval. You must also de�ne a selector percent that produces the

percentage tolerance for a given interval. The center selector is the same as the one shown

above.

Exercise 2.13

Show that under the assumption of small percentage tolerances there is a simple formula for

the approximate percentage tolerance of the product of two intervals in terms of the tolerances

of the factors. You may simplify the problem by assuming that all numbers are positive.

After considerable work, Alyssa P. Hacker delivers her �nished system. Several years later,

after she has forgotten all about it, she gets a frenzied call from an irate user, Lem E. Tweakit.

It seems that Lem has noticed that the formula for parallel resistors can be written in two

algebraically equivalent ways:

R1R2

R1 + R2

and

1

1/R1 + 1/R2

He has written the following two programs, each of which computes the parallel-resistors

formula di�erently:

Ifunction par1(r1, r2) {

return div_interval(mul_interval(r1, r2),

add_interval(r1, r2));

}

function par2(r1, r2) {

const one = make_interval(1, 1);

return div_interval(one,

add_interval(div_interval(one, r1),

div_interval(one, r2)));

}

Lem complains that Alyssa’s program gives di�erent answers for the two ways of computing.

This is a serious complaint.
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Exercise 2.14

Demonstrate that Lem is right. Investigate the behavior of the system on a variety of arithmetic

expressions. Make some intervalsA andB, and use them in computing the expressionsA/A and

A/B. You will get the most insight by using intervals whose width is a small percentage of the

center value. Examine the results of the computation in center-percent form (see exercise 2.12).

Exercise 2.15

Eva Lu Ator, another user, has also noticed the di�erent intervals computed by di�erent but

algebraically equivalent expressions. She says that a formula to compute with intervals using

Alyssa’s system will produce tighter error bounds if it can be written in such a form that

no name that represents an uncertain number is repeated. Thus, she says, par2 is a “better”

program for parallel resistances than par1. Is she right? Why?

Exercise 2.16

Explain, in general, why equivalent algebraic expressions may lead to di�erent answers. Can

you devise an interval-arithmetic package that does not have this shortcoming, or is this task

impossible? (Warning: This problem is very di�cult.)

2.2 Hierarchical Data and the Closure Property

As we have seen, pairs provide a primitive “glue” that we can use to construct compound data

objects. Figure 2.2 shows a standard way to visualize a pair—in this case, the pair formed by

pair(1, 2).

21

Figure 2.2: Box-and-pointer representation of pair(1, 2).

In this representation, which is called box-and-pointer notation, each compound object is

shown as a pointer to a box. The box for a pair has two parts, the left part containing the head

of the pair and the right part containing the tail.

We have already seen that pair can be used to combine not only numbers but pairs as well.

(You made use of this fact, or should have, in doing exercises 2.2 and 2.3.) As a consequence,
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pairs provide a universal building block from which we can construct all sorts of data structures.

Figure 2.3 shows two ways to use pairs to combine the numbers 1, 2, 3, and 4.

1

4

2 3

3 4

1 2

pair( pair( 1, 2 ), 
      pair( 3, 4) )

pair( pair( 1,
            pair( 2, 3 ) ),
      4)

Figure 2.3: Two ways to combine 1, 2, 3, and 4 using pairs.

The ability to create pairs whose elements are pairs is the essence of list structure’s im-

portance as a representational tool. We refer to this ability as the closure property of pair. In

general, an operation for combining data objects satis�es the closure property if the results of

combining things with that operation can themselves be combined using the same operation.
6

Closure is the key to power in any means of combination because it permits us to create hier-
archical structures—structures made up of parts, which themselves are made up of parts, and

so on.

From the outset of chapter 1, we’ve made essential use of closure in dealing with functions,

because all but the very simplest programs rely on the fact that the elements of a combination

can themselves be combinations. In this section, we take up the consequences of closure

for compound data. We describe some conventional techniques for using pairs to represent

sequences and trees, and we exhibit a graphics language that illustrates closure in a vivid way.

2.2.1 Representing Sequences

1 42 3

Figure 2.4: The sequence 1, 2, 3, 4 represented as a chain of pairs.

6
The use of the word “closure” here comes from abstract algebra, where a set of elements is said to be closed

under an operation if applying the operation to elements in the set produces an element that is again an element

of the set. The programming languages community also (unfortunately) uses the word “closure” to describe a

totally unrelated concept: A closure is an implementation technique for representing functions with free names.

We do not use the word “closure” in this second sense in this book.
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One of the useful structures we can build with pairs is a sequence—an ordered collection of

data objects. There are, of course, many ways to represent sequences in terms of pairs. One

particularly straightforward representation is illustrated in �gure 2.4, where the sequence 1, 2,

3, 4 is represented as a chain of pairs. The head of each pair is the corresponding item in the

chain, and the tail of the pair is the next pair in the chain. The tail of the �nal pair signals

the end of the sequence by pointing to a distinguished value that is not a pair, represented in

box-and-pointer diagrams as a diagonal line and in programs as JavaScript’s primitive value

null. The entire sequence is constructed by nested pair operations:

Ipair(1,

pair(2,

pair(3,

pair(4, null))));

Such a sequence of pairs, formed by nested pair applications, is called a list, and our JavaScript

environment provides a primitive called list to help in constructing lists.
7

The above sequence could be produced by list(1, 2, 3, 4). In general,

list(a1, a2, . . ., an)

is equivalent to

pair(a1, pair(a2, pair(. . ., pair(an, null). . .)))

Our interpreter prints pairs using a textual representation of box-and-pointer diagrams,

which we shall call box notation. The result of pair(1, 2) is printed as [1, 2], and the data

object in �gure 2.4 is printed as [1, [2, [3, [4, null]]]]:

Iconst one_through_four = list(1, 2, 3, 4);

Box notation is sometimes di�cult to read. When we want to indicate the list nature of a

data structure, we shall often employ the alternative list notation, using the list function: We

simply write applications of list whose evaluation would result in the desired structure. So

for example, instead of the box notation [1, [2, [[3, [4, null]], [5, null]]]] we can

write list(1, 2, list(3, 4), 5) in list notation.

We can think of head as selecting the �rst item in the list, and of tail as selecting the sublist

consisting of all but the �rst item. Nested applications of head and tail can be used to extract

the second, third, and subsequent items in the list. The constructor pair makes a list like the

original one, but with an additional item at the beginning.

Ihead(one_through_four);

1

7
In this book, we use list to mean a chain of pairs terminated by the end-of-list marker. In contrast, the term

list structure refers to any data structure made out of pairs, not just to lists.
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Itail(one_through_four);

[ 2 , [ 3 , [ 4 , nu l l ] ] ]

or in list notation

l i s t ( 2 , 3 , 4 )

Ihead(tail(one_through_four));

2

Ipair(10, one_through_four);

[ 1 0 , [ 1 , [ 2 , [ 3 , [ 4 , nu l l ] ] ] ] ]
( us ing box no ta t i on )

Ipair(5, one_through_four);

l i s t ( 5 , 1 , 2 , 3 , 4 )
( us ing l i s t no ta t i on )

The value null, used to terminate the chain of pairs, can be thought of as a sequence of no

elements, the empty list.8

List operations

The use of pairs to represent sequences of elements as lists is accompanied by conventional

programming techniques for manipulating lists by successively “tailing down” the lists. For

example, the function list_ref takes as arguments a list and a number n and returns the

nth item of the list. It is customary to number the elements of the list beginning with 0. The

method for computing list_ref is the following:

– For n = 0, list_ref should return the head of the list.

– Otherwise, list_ref should return the (n − 1)st item of the tail of the list.

Ifunction list_ref(items, n) {

return n === 0

? head(items)

: list_ref(tail(items), n - 1);

}

Iconst squares = list(1, 4, 9, 16, 25);

list_ref(squares, 3);

8
The value null is used in JavaScript for various purposes, but in this book we shall only use it to represent

the empty list.
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16

Often we tail down the whole list. To aid in this, our JavaScript environment includes a

predicate is_null, which tests whether its argument is the empty list. The function length,

which returns the number of items in a list, illustrates this typical pattern of use:

Ifunction length(items) {

return is_null(items)

? 0

: 1 + length(tail(items));

}

The length function implements a simple recursive plan. The reduction step is:

– The length of any list is 1 plus the length of the tail of the list.

This is applied successively until we reach the base case:

– The length of the empty list is 0.

We could also compute length in an iterative style:

Ifunction length(items) {

function length_iter(a, count) {

return is_null(a)

? count

: length_iter(tail(a), count + 1);

}

return length_iter(items, 0);

}

Another conventional programming technique is to “pair up” an answer list while tailing

down a list, as in the function append, which takes two lists as arguments and combines their

elements to make a new list:

Iappend(squares, odds);

l i s t ( 1 , 4 , 9 , 16 , 25 , 1 , 3 , 5 , 7 )
( l i s t no ta t i on )

Iappend(odds, squares);

[ 1 , [ 3 , [ 5 , [ 7 , [ 1 , [ 4 , [ 9 , [ 1 6 , [ 2 5 , nu l l ] ] ] ] ] ] ] ] ]
( box no ta t i on )

The function append is also implemented using a recursive plan. To append lists list1 and

list2, do the following:

– If list1 is the empty list, then the result is just list2.

– Otherwise, append the tail of list1 and list2, and pair the head of list1 onto the
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result:

Ifunction append(list1, list2) {

return is_null(list1)

? list2

: pair(head(list1), append(tail(list1), list2));

}

Exercise 2.17

De�ne a function last_pair that returns the list that contains only the last element of a given

(nonempty) list:

Ilast_pair(list(23, 72, 149, 34));

[ 3 4 , nu l l ]

Exercise 2.18

De�ne a function reverse that takes a list as argument and returns a list of the same elements

in reverse order:

Ireverse(list(1, 4, 9, 16, 25));

[ 2 5 , [ 1 6 , [ 9 , [ 4 , [ 1 , nu l l ] ] ] ] ]

Exercise 2.19

Consider the change-counting program of section 1.2.2. It would be nice to be able to easily

change the currency used by the program, so that we could compute the number of ways to

change a British pound, for example. As the program is written, the knowledge of the cur-

rency is distributed partly into the function first_denomination and partly into the function

count_change (which knows that there are �ve kinds of U.S. coins). It would be nicer to be

able to supply a list of coins to be used for making change.

We want to rewrite the function cc so that its second argument is a list of the values of the

coins to use rather than an integer specifying which coins to use. We could then have lists

that de�ned each kind of currency:

Iconst us_coins = list(50, 25, 10, 5, 1);

const uk_coins = list(100, 50, 20, 10, 5, 2, 1, 0.5);

We could then call cc as follows:

Icc(100, us_coins);
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To do this will require changing the program cc somewhat. It will still have the same form,

but it will access its second argument di�erently, as follows:

Ifunction cc(amount, coin_values) {

return amount === 0

? 1

: amount < 0 || no_more(coin_values)

? 0

: cc(amount,

except_first_denomination(coin_values))

+

cc(amount - first_denomination(coin_values),

coin_values);

}

De�ne the functions first_denomination, except_first_denomination, and no_more in

terms of primitive operations on list structures. Does the order of the list coin_values a�ect

the answer produced by cc? Why or why not?

Exercise 2.20

In the presence of higher-order functions, it is not strictly necessary for functions to have mul-

tiple parameters; one would su�ce.
9

If we have a function such as plus that naturally requires

two parameters, we could write a variant of the function to which we pass the arguments one

at at time. An application of the variant to the �rst argument could return a function that we

can then apply to the second argument, and so on. This practice—called currying and named

after the American mathematician and logician Haskell Brooks Curry—is quite common in

programming languages such as Haskell
10

and Ocaml. In JavaScript, a curried version of plus

looks as follows.

Ifunction plus_curried(x) {

return y => x + y;

}

Write a function brooks, that takes a curried function as �rst argument and as second argu-

ment a list of arguments to which the curried function is then applied, one by one, in the

given order. For example, the following application of brooks should have the same e�ect as

plus_curried(3)(4).

Ibrooks(plus_curried, list(3, 4));

9
Exercise 2.20 of the original book deals with Scheme operators that take variable numbers of arguments.

This concept exists in JavaScript, but plays a less prominent role and is therefore omitted in this adaptation. The

book adaptors decided to sneak in currying on this occasion.

10
The attentive reader might venture a guess after whom this programming language is named.
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While we are at it, we might as well curry the function brooks! Write a function brooks_curried

that can be applied as follows, to yield the same result 7:

Ibrooks_curried(list(plus_curried, 3, 4));

With this function brooks_curried what are the results of evaluating the following two state-

ments?

Ibrooks_curried(list(brooks_curried,

list(plus_curried, 3, 4)));

Ibrooks_curried(list(brooks_curried,

list(brooks_curried,

list(plus_curried, 3, 4))));

Mapping over lists

One extremely useful operation is to apply some transformation to each element in a list and

generate the list of results. For instance, the following function scales each number in a list by

a given factor:

Ifunction scale_list(items, factor) {

return is_null(items)

? null

: pair(head(items) * factor,

scale_list(tail(items), factor));

}

We can abstract this general idea and capture it as a common pattern expressed as a higher-

order function, just as in section 1.3. The higher-order function here is called map. The function

map takes as arguments a function of one argument and a list, and returns a list of the results

produced by applying the function to each element in the list:

Ifunction map(fun, items) {

return is_null(items)

? null

: pair(fun(head(items)),

map(fun, tail(items)));

}

Imap(abs, list(-10, 2.5, -11.6, 17));

[ 1 0 , [ 2 . 5 , [ 1 1 . 6 , [ 1 7 , nu l l ] ] ] ]

Imap(x => x * x, list(1, 2, 3, 4));

[ 1 , [ 4 , [ 9 , [ 1 6 , nu l l ] ] ] ]

Now we can give a new de�nition of scale_list in terms of map:
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Ifunction scale_list(items, factor) {

return map(x => x * factor, items);

}

The function map is an important construct, not only because it captures a common pat-

tern, but because it establishes a higher level of abstraction in dealing with lists. In the orig-

inal de�nition of scale_list, the recursive structure of the program draws attention to the

element-by-element processing of the list. De�ning scale_list in terms of map suppresses

that level of detail and emphasizes that scaling transforms a list of elements to a list of results.

The di�erence between the two de�nitions is not that the computer is performing a di�erent

process (it isn’t) but that we think about the process di�erently. In e�ect, map helps estab-

lish an abstraction barrier that isolates the implementation of functions that transform lists

from the details of how the elements of the list are extracted and combined. Like the barriers

shown in �gure 2.1, this abstraction gives us the �exibility to change the low-level details of

how sequences are implemented, while preserving the conceptual framework of operations

that transform sequences to sequences. section 2.2.3 expands on this use of sequences as a

framework for organizing programs.

Exercise 2.21

The function square_list takes a list of numbers as argument and returns a list of the squares

of those numbers.

Isquare_list(list(1, 2, 3, 4));

[ 1 , [ 4 , [ 9 , [ 1 6 , nu l l ] ] ] ]

Here are two di�erent de�nitions of square_list. Complete both of them by �lling in the

missing expressions:

Ifunction square_list(items) {

return is_null(items)

? null

: pair(〈??〉, 〈??〉);

}

Ifunction square_list(items) {

return map(〈??〉, 〈??〉);

}

Exercise 2.22

Louis Reasoner tries to rewrite the �rst square_list function of exercise 2.21 so that it evolves

an iterative process:

122 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAZwgQwDYFMD6GbJQAUMUWAtsgDSLBrRwBOAlIgN4BQi3ijWUIRknJoADkQAeiALwA+RFIBUtelCY1SFZMwDcHAL4cOqTLnyEi54gEYaAJhoBmGgBYaAVmY1rABl1A
http://source-academy.github.io/playground#chap=4&prgrm=M4RwrghgTgpg+gGwJbAC4AplvQRgDQAEATIQMyEAsAlFQNxA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAZwI4gIYCcCmB9AGxmSgAoYocBbZASkQG8AoRVxXKELJYvMEAgXKUa9FmwlsA-In6DxkiQC5EABwwwspACQAdAhjABzAjkRSpurIZM5tAGkR6Dx0+cvXXd2gG4mAXyYmNExcQmIyIhJSAEZHACZHAGZHABZaXyA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAZwI4gIYCcCmB9AGxmSgAoYocBbZASkQG8AoRV3KELJKjAB1IAkAHQIYwAcwI5EAfhlCsYyTgEAaRMNESps+Yu0raAbiYBfJkzSZchYmSIlSARnUAmdQGZ1AFlrGgA


Building Abstractions with Data 2.2.2

Ifunction square_list(items) {

function iter(things, answer) {

return is_null(things)

? answer

: iter(tail(things),

pair(square(head(things)),

answer));

}

return iter(items, null);

}

Unfortunately, de�ning square_list this way produces the answer list in the reverse order of

the one desired. Why? Louis then tries to �x his bug by interchanging the arguments to pair:

Ifunction square_list(items) {

function iter(things, answer) {

return is_null(things)

? answer

: iter(tail(things),

pair(answer,

square(head(things))));

}

return iter(items, null);

}

This doesn’t work either. Explain.

Exercise 2.23

The function for_each is similar to map. It takes as arguments a function and a list of elements.

However, rather than forming a list of the results, for_each just applies the function to each

of the elements in turn, from left to right. The values returned by applying the function to the

elements are not used at all—for_each is used with functions that perform an action, such as

printing. For example,

Ifor_each(x => display(x),

list(57, 321, 88));

57
321
88

The value returned by the call to for_each (not illustrated above) can be something arbitrary,

such as true. Give an implementation of for_each.
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2.2.2 Hierarchical Structures

The representation of sequences in terms of lists generalizes naturally to represent sequences

whose elements may themselves be sequences. For example, we can regard the object

[[1, [2, null]], [3, [4, null]]]

constructed by

Ipair(list(1, 2), list(3, 4));

as a list of three items, the �rst of which is itself a list, [1, [2, null]]. Figure 2.5 shows the

representation of this structure in terms of pairs.

[1, [2, null]]

4

1 2

3

[3, [4, null]][[1, [2, null]], [3, [4, null]]]

Figure 2.5: Structure formed by pair(list(1, 2), list(3, 4)).

Another way to think of sequences whose elements are sequences is as trees. The elements

of the sequence are the branches of the tree, and elements that are themselves sequences are

subtrees. Figure 2.6 shows the structure in �gure 2.5 viewed as a tree.

[[1, [2, []]], [3, [4, []]]]

[1, [2, []]]

3 4

1 2

Figure 2.6: The list structure in �gure 2.5 viewed as a tree.

Recursion is a natural tool for dealing with tree structures, since we can often reduce op-

erations on trees to operations on their branches, which reduce in turn to operations on the

branches of the branches, and so on, until we reach the leaves of the tree. As an example,

compare the length function of section 2.2.1 with the count_leaves function, which returns

the total number of leaves of a tree:
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Iconst x = pair(pair(1, pair(2,null)), pair(3, pair(4,null)));

Ilength(x);

3

Icount_leaves(x);

4

Ilist(x, x);

l i s t ( l i s t ( l i s t ( 1 , 2 ) , 3 , 4 ) ,
l i s t ( l i s t ( 1 , 2 ) , 3 , 4 ) )

Ilength(list(x, x));

2

Icount_leaves(list(x, x));

8

To implement count_leaves, recall the recursive plan for computing length:

– The length of a list x is 1 plus the length of the tail of x.

– The length of the empty list is 0.

The function count_leaves is similar. The value for the empty list is the same:

– count_leaves of the empty list is 0.

But in the reduction step, where we strip o� the head of the list, we must take into account that

the head may itself be a tree whose leaves we need to count. Thus, the appropriate reduction

step is

– count_leaves of a tree x is count_leaves of the head of x plus count_leaves of the tail

of x.

Finally, by taking heads we reach actual leaves, so we need another base case:

– count_leaves of a leaf is 1.

To aid in writing recursive functions on trees, our JavaScript environment provides the prim-

itive predicate is_pair, which tests whether its argument is a pair. Here is the complete

function:

Ifunction count_leaves(x) {

return is_null(x)

? 0

: ! is_pair(x)

? 1
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: count_leaves(head(x)) +

count_leaves(tail(x));

}

Exercise 2.24

Suppose we evaluate the expression list(1, list(2, list(3, 4))). Give the result printed

by the interpreter, the corresponding box-and-pointer structure, and the interpretation of this

as a tree (as in �gure 2.6).

Exercise 2.25

Give combinations of heads and tails that will pick 7 from each of the following lists, given

in list notation:

list(1, 3, list(5, 7), 9)

list(list(7))

list(1, list(2, list(3, list(4, list(5, list(6, 7))))))

Exercise 2.26

Suppose we de�ne x and y to be two lists:

Iconst x = list(1, 2, 3);

const y = list(4, 5, 6);

What result is printed by the interpreter in response to evaluating each of the following ex-

pressions:

Iappend(x, y);

Ipair(x, y);

Ilist(x, y);

Exercise 2.27

Modify your reverse function of exercise 2.18 to produce a deep_reverse function that takes

a list as argument and returns as its value the list with its elements reversed and with all

sublists deep-reversed as well. For example,

Iconst x = list(list(1, 2), list(3, 4));
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Ix;

l i s t ( l i s t ( 1 , 2 ) , l i s t ( 3 , 4 ) )

Ireverse(x);

l i s t ( l i s t ( 3 , 4 ) , l i s t ( 1 , 2 ) )

Ideep_reverse(x);

l i s t ( l i s t ( 4 , 3 ) , l i s t ( 2 , 1 ) )

Exercise 2.28

Write a function fringe that takes as argument a tree (represented as a list) and returns a list

whose elements are all the leaves of the tree arranged in left-to-right order. For example,

Iconst x = list(list(1, 2), list(3, 4));

Ifringe(x);

l i s t ( 1 , 2 , 3 , 4 )

Ifringe(list(x, x));

l i s t ( 1 , 2 , 3 , 4 , 1 , 2 , 3 , 4 )

Exercise 2.29

A binary mobile consists of two branches, a left branch and a right branch. Each branch is a

rod of a certain length, from which hangs either a weight or another binary mobile. We can

represent a binary mobile using compound data by constructing it from two branches (for

example, using list):

Ifunction make_mobile(left, right) {

return list(left, right);

}

A branch is constructed from a length (which must be a number) together with a structure,

which may be either a number (representing a simple weight) or another mobile:

Ifunction make_branch(length, structure) {

return list(length, structure);

}

a. Write the corresponding selectors left_branch and right_branch, which return the

branches of a mobile, and branch_length and branch_structure, which return the com-

ponents of a branch.
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b. Using your selectors, de�ne a function total_weight that returns the total weight of a

mobile.

c. A mobile is said to be balanced if the torque applied by its top-left branch is equal to

that applied by its top-right branch (that is, if the length of the left rod multiplied by the

weight hanging from that rod is equal to the corresponding product for the right side)

and if each of the submobiles hanging o� its branches is balanced. Design a predicate

that tests whether a binary mobile is balanced.

d. Suppose we change the representation of mobiles so that the constructors are

Ifunction make_mobile(left, right) {

return pair(left, right);

}

function make_branch(length, structure) {

return pair(length, structure);

}

How much do you need to change your programs to convert to the new representation?

Mapping over trees

Just as map is a powerful abstraction for dealing with sequences, map together with recursion is

a powerful abstraction for dealing with trees. For instance, the scale_tree function, analogous

to scale_list of section 2.2.1, takes as arguments a numeric factor and a tree whose leaves

are numbers. It returns a tree of the same shape, where each number is multiplied by the factor.

The recursive plan for scale_tree is similar to the one for count_leaves:

Ifunction scale_tree(tree, factor) {

return is_null(tree)

? null

: ! is_pair(tree)

? tree * factor

: pair(scale_tree(head(tree), factor),

scale_tree(tail(tree), factor));

}

Iscale_tree(list(1, list(2, list(3, 4), 5), list(6, 7)),

10);

l i s t ( 1 0 , l i s t ( 2 0 , l i s t ( 3 0 , 4 0 ) , 5 0 ) , l i s t ( 6 0 , 7 0 ) )

Another way to implement scale_tree is to regard the tree as a sequence of sub-trees and

use map. We map over the sequence, scaling each sub-tree in turn, and return the list of results.

In the base case, where the tree is a leaf, we simply multiply by the factor:

Ifunction scale_tree(tree, factor) {

return map(sub_tree => is_pair(sub_tree)
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? scale_tree(sub_tree, factor)

: sub_tree * factor,

tree);

}

Many tree operations can be implemented by similar combinations of sequence operations

and recursion.

Exercise 2.30

Declare a function square_tree analogous to the square_list function of exercise 2.21. That

is, square_tree should behave as follows:

Isquare_tree(list(1,

list(2, list(3, 4), 5),

list(6, 7)));

l i s t ( 1 , l i s t ( 4 , l i s t ( 9 , 1 6 ) , 2 5 ) , l i s t ( 3 6 , 4 9 ) ) )

Declare square_tree both directly (i.e., without using any higher-order functions) and also

by using map and recursion.

Exercise 2.31

Abstract your answer to exercise 2.30 to produce a function tree_map with the property that

square_tree could be de�ned as

Ifunction square_tree(tree) {

return tree_map(square, tree);

}

Exercise 2.32

We can represent a set as a list of distinct elements, and we can represent the set of all subsets

of the set as a list of lists. For example, if the set is list(1, 2, 3), then the set of all subsets

looks as follows:

list(null, list(3), list(2), list(2, 3),

list(1), list(1, 3), list(1, 2),

list(1, 2, 3))

Complete the following declaration of a function that generates the set of subsets of a set and

give a clear explanation of why it works:

Ifunction subsets(s) {

if (is_null(s)) {

129 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=PTAEGcEcFcEMCcCmB9ALkxpUHtQCNMB3eAS1VUQDt8BPCVaAEytQCgo4k0MAKAGxLhUPAIwAaVqCnSZsqQKE8ATGNALhAZlUAWAJSqArPtCS5Z6ep4A2VQHZdDgNxA
http://source-academy.github.io/playground#chap=4&prgrm=PTAEBcCcFNofQLYEMAOED2oBG1QHdIBLccaAO2wE9QBncAVwBNzwAoAM3rIGNxD0KNAI70kMOFFgAKSdACUoAN6tQqmA0gVZiVFOGiYAGggx5AblYBfIA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAZxAI2QUysgFMgSkQG8AoRCxGYRXGZAfTBABsX8CizKfEAnbCD5IW9KLmZsCAbnKUAvokwssJOb0QQEyKP0w7EAXhTosOXFACGMdoRnreAqEKSWADm8xgAJrgE6AGkQAW3dcABIAHRZLMABzFkxEAH5kyL5YhMxwoP8oTlkeeVJ5IA


Building Abstractions with Data 2.2.3

return list(null);

} else {

const rest = subsets(tail(s));

return append(rest, map(〈??〉, rest));

}

}

2.2.3 Sequences as Conventional Interfaces

In working with compound data, we’ve stressed how data abstraction permits us to design pro-

grams without becoming enmeshed in the details of data representations, and how abstraction

preserves for us the �exibility to experiment with alternative representations. In this section,

we introduce another powerful design principle for working with data structures—the use of

conventional interfaces.

In section 1.3 we saw how program abstractions, implemented as higher-order functions, can

capture common patterns in programs that deal with numerical data. Our ability to formulate

analogous operations for working with compound data depends crucially on the style in which

we manipulate our data structures. Consider, for example, the following function, analogous

to the count_leaves function of section 2.2.2, which takes a tree as argument and computes

the sum of the squares of the leaves that are odd:

Ifunction sum_odd_squares(tree) {

return is_null(tree)

? 0

: ! is_pair(tree)

? (is_odd(tree) ? square(tree) : 0)

: sum_odd_squares(head(tree))

+

sum_odd_squares(tail(tree));

}

On the surface, this function is very di�erent from the following one, which constructs a

list of all the even Fibonacci numbers Fib(k), where k is less than or equal to a given integer n:

Ifunction even_fibs(n) {

function next(k) {

if (k > n) {

return null;

} else {

const f = fib(k);

return is_even(f)

? pair(f, next(k + 1))

: next(k + 1);

}
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}

return next(0);

}

Despite the fact that these two functions are structurally very di�erent, a more abstract

description of the two computations reveals a great deal of similarity. The �rst program

– enumerates the leaves of a tree;

– �lters them, selecting the odd ones;

– squares each of the selected ones; and

– accumulates the results using +, starting with 0.

The second program

– enumerates the integers from 0 to n;

– computes the Fibonacci number for each integer;

– �lters them, selecting the even ones; and

– accumulates the results using pair, starting with the empty list.

A signal-processing engineer would �nd it natural to conceptualize these processes in terms

of signals �owing through a cascade of stages, each of which implements part of the program

plan, as shown in �gure 2.7. In sum_odd_squares, we begin with an enumerator, which gener-

ates a “signal” consisting of the leaves of a given tree. This signal is passed through a �lter,
which eliminates all but the odd elements. The resulting signal is in turn passed through a

map, which is a “transducer” that applies the square function to each element. The output of

the map is then fed to an accumulator, which combines the elements using +, starting from an

initial 0. The plan for even_fibs is analogous.

enumerate: filter: map: accumulate:

enumerate: map: filter: accumulate:

tree leaves is_odd square +, 0

integers fib is_even pair, null

Figure 2.7: The signal-�ow plans for the functions sum_odd_squares (top) and even_fibs (bot-

tom) reveal the commonality between the two programs.

Unfortunately, the two function declarations above fail to exhibit this signal-�ow structure.

For instance, if we examine the sum_odd_squares function, we �nd that the enumeration is

implemented partly by the is_null and is_pair tests and partly by the tree-recursive structure

of the function. Similarly, the accumulation is found partly in the tests and partly in the addition

used in the recursion. In general, there are no distinct parts of either function that correspond
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to the elements in the signal-�ow description. Our two functions decompose the computations

in a di�erent way, spreading the enumeration over the program and mingling it with the map,

the �lter, and the accumulation. If we could organize our programs to make the signal-�ow

structure manifest in the functions we write, this would increase the conceptual clarity of the

resulting program.

Sequence Operations

The key to organizing programs so as to more clearly re�ect the signal-�ow structure is to

concentrate on the “signals” that �ow from one stage in the process to the next. If we represent

these signals as lists, then we can use list operations to implement the processing at each of

the stages. For instance, we can implement the mapping stages of the signal-�ow diagrams

using the map function from section 2.2.1:

Imap(square, list(1, 2, 3, 4, 5));

l i s t ( 1 , 4 , 9 , 16 , 25 )

Filtering a sequence to select only those elements that satisfy a given predicate is accom-

plished by

Ifunction filter(predicate, sequence) {

return is_null(sequence)

? null

: predicate(head(sequence))

? pair(head(sequence),

filter(predicate, tail(sequence)))

: filter(predicate, tail(sequence));

}

For example,

Ifilter(is_odd, list(1, 2, 3, 4, 5));

l i s t ( 1 , 3 , 5 )

Accumulations can be implemented by

Ifunction accumulate(op, initial, sequence) {

return is_null(sequence)

? initial

: op(head(sequence),

accumulate(op, initial, tail(sequence)));

}

Iaccumulate(plus, 0, list(1, 2, 3, 4, 5));

15
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Iaccumulate(times, 1, list(1, 2, 3, 4, 5));

120

Iaccumulate(pair, null, list(1, 2, 3, 4, 5));

l i s t ( 1 , 2 , 3 , 4 , 5 )

All that remains to implement signal-�ow diagrams is to enumerate the sequence of elements

to be processed. For even_fibs, we need to generate the sequence of integers in a given range,

which we can do as follows:

Ifunction enumerate_interval(low, high) {

return low > high

? null

: pair(low,

enumerate_interval(low + 1, high));

}

Ienumerate_interval(2, 7);

l i s t ( 2 , 3 , 4 , 5 , 6 , 7 )

To enumerate the leaves of a tree, we can use
11

Ifunction enumerate_tree(tree) {

return is_null(tree)

? null

: ! is_pair(tree)

? list(tree)

: append(enumerate_tree(head(tree)),

enumerate_tree(tail(tree)));

}

Ienumerate_tree(list(1, list(2, list(3, 4)), 5));

l i s t ( 1 , 2 , 3 , 4 , 5 )

Now we can reformulate sum_odd_squares and even_fibs as in the signal-�ow diagrams.

For sum_odd_squares, we enumerate the sequence of leaves of the tree, �lter this to keep only

the odd numbers in the sequence, square each element, and sum the results:

Ifunction sum_odd_squares(tree) {

return accumulate(plus,

0,

map(square,

filter(is_odd,

enumerate_tree(tree))));

11
This is, in fact, precisely the fringe function from exercise 2.28. Here we’ve renamed it to emphasize that it

is part of a family of general sequence-manipulation functions.
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}

For even_fibs, we enumerate the integers from 0 to n, generate the Fibonacci number for

each of these integers, �lter the resulting sequence to keep only the even elements, and accu-

mulate the results into a list:

Ifunction even_fibs(n) {

return accumulate(pair,

null,

filter(is_even,

map(fib,

enumerate_interval(0, n))));

}

The value of expressing programs as sequence operations is that this helps us make program

designs that are modular, that is, designs that are constructed by combining relatively indepen-

dent pieces. We can encourage modular design by providing a library of standard components

together with a conventional interface for connecting the components in �exible ways.

Modular construction is a powerful strategy for controlling complexity in engineering de-

sign. In real signal-processing applications, for example, designers regularly build systems by

cascading elements selected from standardized families of �lters and transducers. Similarly,

sequence operations provide a library of standard program elements that we can mix and

match. For instance, we can reuse pieces from the sum_odd_squares and even-fibs functions

in a program that constructs a list of the squares of the �rst n + 1 Fibonacci numbers:

Ifunction list_fib_squares(n) {

return accumulate(pair,

null,

map(square,

map(fib,

enumerate_interval(0, n))));

}

Ilist_fib_squares(10);

l i s t ( 0 , 1 , 1 , 4 , 9 , 25 , 64 , 169 , 441 , 1156 , 3025)

We can rearrange the pieces and use them in computing the product of the squares of the

odd integers in a sequence:

Ifunction product_of_squares_of_odd_elements(sequence) {

return accumulate(times,

1,

map(square,

filter(is_odd, sequence)));

}
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Iproduct_of_squares_of_odd_elements(list(1, 2, 3, 4, 5));

225

We can also formulate conventional data-processing applications in terms of sequence op-

erations. Suppose we have a sequence of personnel records and we want to �nd the salary of

the highest-paid programmer. Assume that we have a selector salary that returns the salary

of a record, and a predicate is_programmer that tests if a record is for a programmer. Then we

can write

Ifunction salary_of_highest_paid_programmer(records) {

return accumulate(math_max,

0,

map(salary,

filter(is_programmer, records)));

}

These examples give just a hint of the vast range of operations that can be expressed as

sequence operations.
12

Sequences, implemented here as lists, serve as a conventional interface that permits us to com-

bine processing modules. Additionally, when we uniformly represent structures as sequences,

we have localized the data-structure dependencies in our programs to a small number of se-

quence operations. By changing these, we can experiment with alternative representations of

sequences, while leaving the overall design of our programs intact. We will exploit this capa-

bility in section 3.5, when we generalize the sequence-processing paradigm to admit in�nite

sequences.

Exercise 2.33

Fill in the missing expressions to complete the following de�nitions of some basic list-manipulation

operations as accumulations:

Ifunction map(f, sequence) {

return accumulate((x, y) => 〈??〉,

null, sequence);

}

function append(seq1, seq2) {

12
Richard Waters (1979) developed a program that automatically analyzes traditional Fortran programs, viewing

them in terms of maps, �lters, and accumulations. He found that fully 90 percent of the code in the Fortran

Scienti�c Subroutine Package �ts neatly into this paradigm. One of the reasons for the success of Lisp as a

programming language is that lists provide a standard medium for expressing ordered collections so that they

can be manipulated using higher-order operations. The programming language APL owes much of its power and

appeal to a similar choice. In APL all data are represented as arrays, and there is a universal and convenient set

of generic operators for all sorts of array operations.
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return accumulate(pair, 〈??〉, 〈??〉);

}

function length(sequence) {

return accumulate(〈??〉, 0, sequence);

}

Exercise 2.34

Evaluating a polynomial in x at a given value of x can be formulated as an accumulation. We

evaluate the polynomial

anx
n + an−1x

n−1 + · · · + a1x + a0

using a well-known algorithm called Horner’s rule, which structures the computation as

(· · · (anx + an−1)x + · · · + a1)x + a0

In other words, we start with an, multiply by x , add an−1, multiply by x , and so on, until we

reach a0.
13

Fill in the following template to produce a function that evaluates a polynomial

using Horner’s rule. Assume that the coe�cients of the polynomial are arranged in a sequence,

from a0 through an.

Ifunction horner_eval(x, coefficient_sequence) {

return accumulate((this_coeff, higher_terms) => 〈??〉,

0,

coefficient_sequence);

}

For example, to compute 1 + 3x + 5x3 + x5
at x = 2 you would evaluate

Ihorner_eval(2, list(1, 3, 0, 5, 0, 1));

Exercise 2.35

Rede�ne count_leaves from section 2.2.2 as an accumulation:

Ifunction count_leaves(t) {

13
According to Knuth (1981), this rule was formulated by W. G. Horner early in the nineteenth century, but

the method was actually used by Newton over a hundred years earlier. Horner’s rule evaluates the polynomial

using fewer additions and multiplications than does the straightforward method of �rst computing anx
n

, then

adding an−1x
n−1

, and so on. In fact, it is possible to prove that any algorithm for evaluating arbitrary polynomials

must use at least as many additions and multiplications as does Horner’s rule, and thus Horner’s rule is an

optimal algorithm for polynomial evaluation. This was proved (for the number of additions) by A. M. Ostrowski

in a 1954 paper that essentially founded the modern study of optimal algorithms. The analogous statement for

multiplications was proved by V. Y. Pan in 1966. The book by Borodin and Munro (1975) provides an overview

of these and other results about optimal algorithms.
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return accumulate(〈??〉, 〈??〉, map(〈??〉, 〈??〉));

}

Exercise 2.36

The function accumulate_n is similar to accumulate except that it takes as its third argument a

sequence of sequences, which are all assumed to have the same number of elements. It applies

the designated accumulation function to combine all the �rst elements of the sequences, all

the second elements of the sequences, and so on, and returns a sequence of the results. For

instance, if s is a sequence containing four sequences

list(list( 1, 2, 3),

list( 4, 5, 6),

list( 7, 8, 9),

list(10, 11, 12))

then the value of accumulate_n(plus, 0, s) should be the sequence list(22, 26, 30). Fill

in the missing expressions in the following de�nition of accumulate_n:

Ifunction accumulate_n(op, init, seqs) {

return is_null(head(seqs))

? null

: pair(accumulate(op, init, 〈??〉),

accumulate_n(op, init, 〈??〉));

}

Exercise 2.37

Suppose we represent vectors v = (vi) as sequences of numbers, and matrices m = (mij) as

sequences of vectors (the rows of the matrix). For example, the matrix


1 2 3 4

4 5 6 6

6 7 8 9


is represented as the following sequence:

list(list(1, 2, 3, 4),

list(4, 5, 6, 6),

list(6, 7, 8, 9))

With this representation, we can use sequence operations to concisely express the basic matrix

and vector operations. These operations (which are described in any book on matrix algebra)

are the following:
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– dot_product(v, w) returns the sum

∑
i viwi .

– matrix_times_vector(m, v) returns the vector t , where ti =
∑

jmijvj .

– matrix_times_matrix(m, n) returns the matrix p, where pij =
∑

kmiknkj .

– transpose(m) returns the matrix n, where nij =mji .

We can de�ne the dot product as
14

Ifunction dot_product(v, w) {

return accumulate(plus, 0,

accumulate_n(times, 1, list(v, w)));

}

Fill in the missing expressions in the following functions for computing the other matrix

operations. (The function accumulate_n is declared in exercise 2.36.)

Ifunction matrix_times_vector(m, v) {

return map(〈??〉, m);

}

function transpose(mat) {

return accumulate_n(〈??〉, 〈??〉, mat);

}

function matrix_times_matrix(n, m) {

const cols = transpose(n);

return map(〈??〉, m);

}

Exercise 2.38

The accumulate function is also known as fold_right, because it combines the �rst element

of the sequence with the result of combining all the elements to the right. There is also a

fold_left, which is similar to fold_right, except that it combines elements working in the

opposite direction:

Ifunction fold_left(op, initial, sequence) {

function iter(result, rest) {

return is_null(rest)

? result

: iter(op(result, head(rest)),

tail(rest));

}

return iter(initial, sequence);

}

14
This de�nition uses the function accumulate_n from exercise 2.36.
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What are the values of

Ifold_right(divide, 1, list(1, 2, 3));

Ifold_left(divide, 1, list(1, 2, 3));

Ifold_right(list, null, list(1, 2, 3));

Ifold_left(list, null, list(1, 2, 3));

Give a property that op should satisfy to guarantee that fold_right and fold_left will pro-

duce the same values for any sequence.

Exercise 2.39

Complete the following de�nitions of reverse (exercise 2.18) in terms of fold_right and

fold_left from exercise 2.38:

Ifunction reverse(sequence) {

return fold_right((x, y) => 〈??〉, null, sequence);

}

Ifunction reverse(sequence) {

return fold_left((x, y) => 〈??〉, null, sequence);

}

Nested Mappings

We can extend the sequence paradigm to include many computations that are commonly

expressed using nested loops.
15

Consider this problem: Given a positive integer n, �nd all ordered pairs of distinct positive

integers i and j, where 1 ≤ j < i ≤ n, such that i + j is prime. For example, if n is 6, then the

pairs are the following:

i 2 3 4 4 5 6 6

j 1 2 1 3 2 1 5

i + j 3 5 5 7 7 7 11

A natural way to organize this computation is to generate the sequence of all ordered pairs

of positive integers less than or equal to n, �lter to select those pairs whose sum is prime, and

then, for each pair (i, j) that passes through the �lter, produce the triple (i, j, i + j).

15
This approach to nested mappings was shown to us by David Turner, whose languages KRC and Miranda

provide elegant formalisms for dealing with these constructs. The examples in this section (see also exercise 2.42)

are adapted from Turner 1981. In section 3.5.3, we’ll see how this approach generalizes to in�nite sequences.
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Here is a way to generate the sequence of pairs: For each integer i ≤ n, enumerate the

integers j < i , and for each such i and j generate the pair (i, j). In terms of sequence operations,

we map along the sequence enumerate_interval(1, n). For each i in this sequence, we map

along the sequence enumerate_interval(1, i - 1). For each j in this latter sequence, we

generate the pair list(i, j). This gives us a sequence of pairs for each i . Combining all

the sequences for all the i (by accumulating with append) produces the required sequence of

pairs:
16

Iaccumulate(append,

null,

map(i => map(j => list(i, j),

enumerate_interval(1, i - 1)),

enumerate_interval(1, n)));

The combination of mapping and accumulating with append is so common in this sort of

program that we will isolate it as a separate function:

Ifunction flatmap(f, seq) {

return accumulate(append, null, map(f, seq));

}

Now �lter this sequence of pairs to �nd those whose sum is prime. The �lter predicate is

called for each element of the sequence; its argument is a pair and it must extract the integers

from the pair. Thus, the predicate to apply to each element in the sequence is

Ifunction is_prime_sum(pair) {

return is_prime(head(pair) + head(tail(pair)));

}

Finally, generate the sequence of results by mapping over the �ltered pairs using the follow-

ing function, which constructs a triple consisting of the two elements of the pair along with

their sum:

Ifunction make_pair_sum(pair) {

return list(head(pair), head(tail(pair)),

head(pair) + head(tail(pair)));

}

Combining all these steps yields the complete function:

Ifunction prime_sum_pairs(n) {

return map(make_pair_sum,

filter(is_prime_sum,

flatmap(i => map(j => list(i, j),

enumerate_interval(1, i - 1)),

enumerate_interval(1, n))));

16
We’re representing a pair here as a list of two elements rather than as an ordinary pair. Thus, the “pair” (i, j)

is represented as list(i, j), not pair(i, j).
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}

Nested mappings are also useful for sequences other than those that enumerate intervals.

Suppose we wish to generate all the permutations of a set S ; that is, all the ways of ordering

the items in the set. For instance, the permutations of {1, 2, 3} are {1, 2, 3}, {1, 3, 2}, {2, 1, 3},

{2, 3, 1}, {3, 1, 2}, and {3, 2, 1}. Here is a plan for generating the permutations of S : For each

item x in S , recursively generate the sequence of permutations of S − x ,
17

and adjoin x to the

front of each one. This yields, for each x in S , the sequence of permutations of S that begin

with x . Combining these sequences for all x gives all the permutations of S :
18

Ifunction permutations(s) {

return is_null(s) // empty set?

? list(null) // sequence containing empty set

: flatmap(x => map(p => pair(x, p),

permutations(remove(x, s))),

s);

}

Notice how this strategy reduces the problem of generating permutations of S to the problem

of generating the permutations of sets with fewer elements than S . In the terminal case, we

work our way down to the empty list, which represents a set of no elements. For this, we

generate list(null), which is a sequence with one item, namely the set with no elements.

The remove function used in permutations returns all the items in a given sequence except

for a given item. This can be expressed as a simple �lter:

Ifunction remove(item, sequence) {

return filter(x => !(x === item),

sequence);

}

Exercise 2.40

De�ne a function unique_pairs that, given an integer n, generates the sequence of pairs (i, j)

with 1 ≤ j < i ≤ n. Use unique_pairs to simplify the de�nition of prime_sum_pairs given

above.

Exercise 2.41

Write a function to �nd all ordered triples of distinct positive integers i , j, and k less than or

equal to a given integer n that sum to a given integer s .

17
The set S − x is the set of all elements of S , excluding x .

18
The character sequence // in JavaScript programs is used to introduce comments. Everything from // to

the end of the line is ignored by the interpreter. In this book we don’t use many comments; we try to make our

programs self-documenting by using descriptive names.
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Exercise 2.42

Figure 2.8: A solution to the eight-queens puzzle.

The “eight-queens puzzle” asks how to place eight queens on a chessboard so that no queen

is in check from any other (i.e., no two queens are in the same row, column, or diagonal). One

possible solution is shown in �gure 2.8. One way to solve the puzzle is to work across the

board, placing a queen in each column. Once we have placed k − 1 queens, we must place the

kth queen in a position where it does not check any of the queens already on the board. We

can formulate this approach recursively: Assume that we have already generated the sequence

of all possible ways to place k − 1 queens in the �rst k − 1 columns of the board. For each of

these ways, generate an extended set of positions by placing a queen in each row of the kth

column. Now �lter these, keeping only the positions for which the queen in the kth column is

safe with respect to the other queens. This produces the sequence of all ways to place k queens

in the �rst k columns. By continuing this process, we will produce not only one solution, but

all solutions to the puzzle.

We implement this solution as a function queens, which returns a sequence of all solutions to

the problem of placing n queens on an n × n chessboard. The function queens has an internal

function queens_cols that returns the sequence of all ways to place queens in the �rst k

columns of the board.

Ifunction queens(board_size) {

function queen_cols(k) {

return k === 0

? list(empty_board)

: filter(
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positions => is_safe(k, positions),

flatmap(rest_of_queens =>

map(new_row => adjoin_position(

new_row, k,

rest_of_queens),

enumerate_interval(1,

board_size)),

queen_cols(k - 1)));

}

return queen_cols(board_size);

}

In this function rest_of_queens is a way to place k − 1 queens in the �rst k − 1 columns,

and new_row is a proposed row in which to place the queen for the kth column. Complete

the program by implementing the representation for sets of board positions, including the

function adjoin_position, which adjoins a new row-column position to a set of positions,

and empty_board, which represents an empty set of positions. You must also write the function

is_safe, which determines for a set of positions, whether the queen in the kth column is safe

with respect to the others. (Note that we need only check whether the new queen is safe—the

other queens are already guaranteed safe with respect to each other.)

Exercise 2.43

Louis Reasoner is having a terrible time doing exercise 2.42. His queens function seems to

work, but it runs extremely slowly. (Louis never does manage to wait long enough for it to

solve even the 6 × 6 case.) When Louis asks Eva Lu Ator for help, she points out that he has

interchanged the order of the nested mappings in the flatmap, writing it as

flatmap(new_row =>

map(rest_of_queens => adjoin_position(

new_row, k,

rest_of_queens),

queen_cols(k - 1)),

enumerate_interval(1, board_size));

Explain why this interchange makes the program run slowly. Estimate how long it will take

Louis’s program to solve the eight-queens puzzle, assuming that the program in exercise 2.42

solves the puzzle in time T .
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2.2.4 Example: A Picture Language

This section presents a simple language for drawing pictures that illustrates the power of

data abstraction and closure, and also exploits higher-order functions in an essential way. The

language is designed to make it easy to experiment with patterns such as the ones in �gure 2.9,

which are composed of repeated elements that are shifted and scaled.
19

In this language, the

data objects being combined are represented as functions rather than as list structure. Just as

pair, which satis�es the closure property, allowed us to easily build arbitrarily complicated

list structure, the operations in this language, which also satisfy the closure property, allow

us to easily build arbitrarily complicated patterns.

(a)

Figure 2.9: Designs generated with the picture language.

The picture language

When we began our study of programming in section 1.1, we emphasized the importance of

describing a language by focusing on the language’s primitives, its means of combination, and

its means of abstraction. We’ll follow that framework here.

Part of the elegance of this picture language is that there is only one kind of element,

called a painter. A painter draws an image that is shifted and scaled to �t within a desig-

nated parallelogram-shaped frame. For example, there’s a primitive painter we’ll call wave that

makes a crude line drawing, as shown in �gure 2.10.

19
The picture language is based on the language Peter Henderson created to construct images like M.C. Escher’s

“Square Limit” woodcut (see Henderson 1982). The woodcut incorporates a repeated scaled pattern, similar to the

arrangements drawn using the square_limit function in this section.
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Figure 2.10: Images produced by the wave painter, with respect to four di�erent frames. The

frames, shown with dotted lines, are not part of the images.

The actual shape of the drawing depends on the frame—all four images in �gure 2.10 are

produced by the same wave painter, but with respect to four di�erent frames. Painters can be

more elaborate than this: The primitive painter called rogers paints a picture of MIT’s founder,

William Barton Rogers, as shown in �gure 2.11.
20

The four images in �gure 2.11 are drawn

20

William Barton Rogers (1804–1882) was the founder and �rst president of MIT. A geologist and talented

teacher, he taught at William and Mary College and at the University of Virginia. In 1859 he moved to Boston,

where he had more time for research, worked on a plan for establishing a “polytechnic institute,” and served as

Massachusetts’s �rst State Inspector of Gas Meters.

When MIT was established in 1861, Rogers was elected its �rst president. Rogers espoused an ideal of “useful

learning” that was di�erent from the university education of the time, with its overemphasis on the classics,

which, as he wrote, “stand in the way of the broader, higher and more practical instruction and discipline of the

natural and social sciences.” This education was likewise to be di�erent from narrow trade-school education. In

Rogers’s words:

The world-enforced distinction between the practical and the scienti�c worker is utterly futile,

and the whole experience of modern times has demonstrated its utter worthlessness.

Rogers served as president of MIT until 1870, when he resigned due to ill health. In 1878 the second president

of MIT, John Runkle, resigned under the pressure of a �nancial crisis brought on by the Panic of 1873 and strain

of �ghting o� attempts by Harvard to take over MIT. Rogers returned to hold the o�ce of president until 1881.

Rogers collapsed and died while addressing MIT’s graduating class at the commencement exercises of 1882.

Runkle quoted Rogers’s last words in a memorial address delivered that same year:

“As I stand here today and see what the Institute is, . . . I call to mind the beginnings of science.

I remember one hundred and �fty years ago Stephen Hales published a pamphlet on the subject

of illuminating gas, in which he stated that his researches had demonstrated that 128 grains of

bituminous coal—”

“Bituminous coal,” these were his last words on earth. Here he bent forward, as if consulting some

notes on the table before him, then slowly regaining an erect position, threw up his hands, and was

translated from the scene of his earthly labors and triumphs to “the tomorrow of death,” where the

mysteries of life are solved, and the disembodied spirit �nds unending satisfaction in contemplating

the new and still unfathomable mysteries of the in�nite future.

In the words of Francis A. Walker (MIT’s third president):
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with respect to the same four frames as the wave images in �gure 2.10.

Figure 2.11: Images of William Barton Rogers, founder and �rst president of MIT, painted with

respect to the same four frames as in �gure 2.10 (original image reprinted with the permission

of the MIT Museum).

To combine images, we use various operations that construct new painters from given

painters. For example, the beside operation takes two painters and produces a new, com-

pound painter that draws the �rst painter’s image in the left half of the frame and the second

painter’s image in the right half of the frame. Similarly, below takes two painters and produces

a compound painter that draws the �rst painter’s image below the second painter’s image.

Some operations transform a single painter to produce a new painter. For example, flip_vert

takes a painter and produces a painter that draws its image upside-down, and flip_horiz

produces a painter that draws the original painter’s image left-to-right reversed.

All his life he had borne himself most faithfully and heroically, and he died as so good a knight

would surely have wished, in harness, at his post, and in the very part and act of public duty.
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Iconst wave2 = beside(wave, flip_vert(wave));

const wave4 = below(wave2, wave2);

Figure 2.12: Creating a complex �gure, starting from the wave painter of �gure 2.10.

Figure 2.12 shows the drawing of a painter called wave4 that is built up in two stages starting

from wave:

Iconst wave2 = beside(wave, flip_vert(wave));

const wave4 = below(wave2, wave2);

In building up a complex image in this manner we are exploiting the fact that painters are

closed under the language’s means of combination. The beside or below of two painters is itself

a painter; therefore, we can use it as an element in making more complex painters. As with

building up list structure using pair, the closure of our data under the means of combination

is crucial to the ability to create complex structures while using only a few operations.

Once we can combine painters, we would like to be able to abstract typical patterns of

combining painters. We will implement the painter operations as JavaScript functions. This

means that we don’t need a special abstraction mechanism in the picture language: Since the

means of combination are ordinary JavaScript functions, we automatically have the capability

to do anything with painter operations that we can do with functions. For example, we can

abstract the pattern in wave4 as

Ifunction flipped_pairs(painter) {

const painter2 = beside(painter, flip_vert(painter));

return below(painter2, painter2);

}

and de�ne wave4 as an instance of this pattern:

Iconst wave4 = flipped_pairs(wave);
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Figure 2.13: Recursive plans for right_split(n) and corner_split(n).

We can also de�ne recursive operations. Here’s one that makes painters split and branch

towards the right as shown in �gures 2.13 and �gures 2.14.

Ifunction right_split(painter, n) {

if (n === 0) {

return painter;

} else {

const smaller = right_split(painter, n - 1);

return beside(painter, below(smaller, smaller));

}

}
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We can produce balanced patterns by branching upwards as well as towards the right (see

exercise 2.44 and �gure 2.13).

Ifunction corner_split(painter, n) {

if (n === 0) {

return painter;

} else {

const up = up_split(painter, n - 1);

const right = right_split(painter, n - 1);

const top_left = beside(up, up);

const bottom_right = below(right, right);

const corner = corner_split(painter, n - 1);

return beside(below(painter, top_left),

below(bottom_right, corner));

}

}
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right_split(wave, 5) right_split(rogers, 5)

corner_split(wave, 5) corner_split(rogers, 5)

Figure 2.14: The recursive operation right_split applied to the painters wave and rogers.

Combining four corner_split �gures produces symmetric square_limit as shown in �g-

ure 2.9.

By placing four copies of a corner_split appropriately, we obtain a pattern called square_limit,

whose application to wave and rogers is shown in �gure 2.9:

Ifunction square_limit(painter, n) {

const quarter = corner_split(painter, n);

const half = beside(flip_horiz(quarter), quarter);

return below(flip_vert(half), half);

}
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Exercise 2.44

De�ne the function up_split used by corner_split. It is similar to right_split, except that

it switches the roles of below and beside.

Higher-order operations

In addition to abstracting patterns of combining painters, we can work at a higher level, ab-

stracting patterns of combining painter operations. That is, we can view the painter operations

as elements to manipulate and can write means of combination for these elements—functions

that take painter operations as arguments and create new painter operations.

For example, flipped_pairs and square_limit each arrange four copies of a painter’s image

in a square pattern; they di�er only in how they orient the copies. One way to abstract this

pattern of painter combination is with the following function, which takes four one-argument

painter operations and produces a painter operation that transforms a given painter with those

four operations and arranges the results in a square.
21

The functions tl, tr, bl, and br are the

transformations to apply to the top left copy, the top right copy, the bottom left copy, and the

bottom right copy, respectively.

Ifunction square_of_four(tl, tr, bl, br) {

return painter => {

const top = beside(tl(painter), tr(painter));

const bottom = beside(bl(painter), br(painter));

return below(bottom, top);

};

}

Then flipped_pairs can be de�ned in terms of square_of_four as follows:
22

Ifunction flipped_pairs(painter) {

const combine4 = square_of_four(identity, flip_vert,

identity, flip_vert);

return combine4(painter);

}

21
In square_of_four, we make use of an extension of the syntax of lambda expressions, compared to sec-

tion 1.3.2: The body of a lambda expression can be a block, not just a single return expression. Such lambda

expressions have the following shape:

( parameters ) => { statements }

22
Equivalently, we could write

Iconst flipped_pairs =
square_of_four(identity, flip_vert, identity, flip_vert);
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and square_limit can be expressed as
23

Ifunction square_limit(painter, n) {

const combine4 = square_of_four(flip_horiz, identity,

rotate180, flip_vert);

return combine4(corner_split(painter, n));

}

Exercise 2.45

The functions right_split and up_split can be expressed as instances of a general splitting

operation. Declare a function split with the property that evaluating

Iconst right_split = split(beside, below);

const up_split = split(below, beside);

produces functions right_split and up_split with the same behaviors as the ones already

de�ned.

Frames

Before we can show how to implement painters and their means of combination, we must �rst

consider frames. A frame can be described by three vectors—an origin vector and two edge

vectors. The origin vector speci�es the o�set of the frame’s origin from some absolute origin

in the plane, and the edge vectors specify the o�sets of the frame’s corners from its origin. If

the edges are perpendicular, the frame will be rectangular. Otherwise the frame will be a more

general parallelogram.

Figure 2.15 shows a frame and its associated vectors. In accordance with data abstraction, we

need not be speci�c yet about how frames are represented, other than to say that there is a con-

structor make_frame, which takes three vectors and produces a frame, and three corresponding

selectors origin_frame, edge1_frame, and edge2_frame (see exercise 2.47).

23
The function rotate180 rotates a painter by 180 degrees. Instead of rotate180 we could say

compose(flip_vert, flip_horiz), using the compose function from exercise 1.42.
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edge2
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(0, 0) point on 
display screen

Figure 2.15: A frame is described by three vectors—an origin and two edges.

We will use coordinates in the unit square (0 ≤ x ,y ≤ 1) to specify images. With each frame,

we associate a frame coordinate map, which will be used to shift and scale images to �t the

frame. The map transforms the unit square into the frame by mapping the vector v = (x ,y) to

the vector sum

Origin(Frame) + x · Edge
1

(Frame) + y · Edge
2

(Frame)

For example, (0, 0) is mapped to the origin of the frame, (1, 1) to the vertex diagonally opposite

the origin, and (0.5, 0.5) to the center of the frame. We can create a frame’s coordinate map

with the following function:
24

Ifunction frame_coord_map(frame) {

return v => add_vect(origin_frame(frame),

add_vect(scale_vect(xcor_vect(v),

edge1_frame(frame)),

scale_vect(ycor_vect(v),

edge2_frame(frame))));

}

Observe that applying frame_coord_map to a frame returns a function that, given a vector,

returns a vector. If the argument vector is in the unit square, the result vector will be in the

frame. For example,

Iframe_coord_map(a_frame)(make_vect(0, 0));

returns the same vector as

Iorigin_frame(a_frame);

24
The function frame_coord_map uses the vector operations described in exercise 2.46 below, which we assume

have been implemented using some representation for vectors. Because of data abstraction, it doesn’t matter

what this vector representation is, so long as the vector operations behave correctly.

153 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAWwIYGsCmB9Abp6ACgA8AaRATwEpEBvAKEScQCdMoQWkAHVGFkuWoBuegF96oSLASJiEOCzwEohfNEU0GzVu05IAFplQATNSs2iJU6PCQUFS9auea6jZmw5dEUPgBtzDRYqK0lwW1kAZwhUfxxnQmBUYPJXEPcdL30UDASVJJSoRUQAKjlHZSJ0qnIPHQbGnWTgsspKxJrQ8XDpO0RTEyqXCxYARjTRgCYtet1vJDQsYZIOgvSxmkQ5pt2mAGoKxRX0mbq9i6YHY87RzaYdy4bD66d16apu6wiZJCiQABGJzuk2CM0ynj0PiW+SI8hu72C922Tz2AFojm9qh9zqimq9gUito88YgMQTbmDPmEbL9cstgCxUMhMIRFDAAOYwMDkTAmDmYCaIPkC8HaSELRD+GBRVTsrk84X8wW85UzGk-fry7nYRnM1l6lmzLJQpDS2XYNjAJJMlnkAAMX16kSQIsFuttBs9xolOXNUEtmGthsw5E2Gr6sjdUw9+pt+p9TGyPn9geDnvI6p6tP6IewCkUQzQ3HjRohSdNiFwiAAvAA+AYmIaJbVgWMs0uYWoo0l7QYrGJxWGqeFYlzdkm9qcNN1jdtehMT6e9wfxFYU9ZL5fbmdq+edz7Unr0BRgWUoCjYVu1+nDwhjAB09szT+6p-PyEvbuwYxvMJWADMT7kAALK+ojvlAF7YN+Ux-nkKwAKzAYgABs4EnggH6XiG8EMp6hCfleLCcty5BEd+QoUcq2BZpB0EFiwRaoNwN55oxzElkRIZvlhUFEekeF3o+z6IFMGH0URxbcHywwlDWDFwIW2DFoRl41KIUksTJzajMIQA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAWwIYGsCmB9Abp6ACgA8AaRATwEpEBvAKEScQCdMoQWkAHVGFkuWoBuegF96oSLASJiEOCzwEohfNEU0GzVu05IAFplQATNSs2iJU6PCQUFS9auea6jZmw5dEUPgBtzDRYqK0lwW1kAZwhUfxxnQmBUYPJXEPcdL30UDASVJJSoRUQAKjlHZSJ0qnIPHQbGnWTgsspKxJrQ8XDpO0RTEyqXCxYARjTRgCYtet1vJDQsYZIOgvSxmkQ5pt2mAGoKxRX0mbq9i6YHY87RzaYdy4bD66d16apu6wiZJCiQABGJzuk2CM0ynj0PiW+SI8hu72C922Tz2AFojm9qh9zqimq9gUito88YgMQTbmDPmEbL9cstgCxUMhMIRFDAAOYwMDkTAmDmYCaIPkC8HaSELRD+GBRVTsrk84X8wW85UzGk-fry7nYRnM1l6lmzLJQpDS2XYNjAJJMlnkAAMX16kSQIsFuttBs9xolOXNUEtmGthsw5E2Gr6sjdUw9+pt+p9TGyPn9geDnvI6p6tP6IewCkUQzQ3HjRohSdNiFwiAAvAA+AYmIaJbVgWMs0uYWoo0l7QYrGJxWGqeFYlzdkm9qcNN1jdtehMT6e9wfxFYU9ZL5fbmdq+edz7UnoKMCygbz2v0nAhwgwlZjAB09szT63O50d8SAGYn+QACyvqQk7Lp+BQAKy-ogEGOt0eYFiwRaoCWqDzlQt55Csz6IDBwhAA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAWwIYGsCmB9Abp6ACgA8AaRATwEpEBvAKEScQCdMoQWkAHVGFkuWoBuegF96oSLASJiEOCzwEohfNEU0GzVu05IAFplQATNSs2iJU6PCQUFS9auea6jZmw5dEUPgBtzDRYqK0lwW1kAZwhUfxxnQmBUYPJXEPcdL30UDASVJJSoRUQAKjlHZSJ0qnIPHQbGnWTgsspKxJrQ8XDpO0RTEyqXCxYARjTRgCYtet1vJDQsYZIOgvSxmkQ5pt2mAGoKxRX0mbq9i6YHY87RzaYdy4bD66d16apu6wiZJCiQABGJzuk2CM0ynj0PiW+SI8hu72C922Tz2AFojm9qh9zqimq9gUito88YgMQTbmDPmEbL9cstgCxUMhMIRFDAAOYwMDkTAmDmYCaIPkC8HaSELRD+GBRVTsrk84X8wW85UzGk-fry7nYRnM1l6lmzLJQpDS2XYNjAJJMlnkAAMX16kSQIsFuttBs9xolOXNUEtmGthsw5E2Gr6sjdUw9+pt+p9TGyPn9geDnvI6p6CjAsoGsZZiAAvPScCHCDCVmMAHT2zO12oo0mXSuJADMtfIABYG6QSc2dK2CgBWTuIUeO7rasAF1moWehIA


Building Abstractions with Data 2.2.4

Exercise 2.46

A two-dimensional vectorv running from the origin to a point can be represented as a pair con-

sisting of an x-coordinate and a y-coordinate. Implement a data abstraction for vectors by giv-

ing a constructor make_vect and corresponding selectors xcor_vect and ycor_vect. In terms

of your selectors and constructor, implement functions add_vect, sub_vect, and scale_vect

that perform the operations vector addition, vector subtraction, and multiplying a vector by a

scalar:

(x1,y1) + (x2,y2) = (x1 + x2,y1 + y2)

(x1,y1) − (x2,y2) = (x1 − x2,y1 − y2)

s · (x ,y) = (sx , sy)

Exercise 2.47

Here are two possible constructors for frames:

function make_frame(origin, edge1, edge2) {

return list(origin, edge1, edge2);

}

function make_frame(origin, edge1, edge2) {

return pair(origin, pair(edge1, edge2));

}

For each constructor supply the appropriate selectors to produce an implementation for frames.

Painters

A painter is represented as a function that, given a frame as argument, draws a particular

image shifted and scaled to �t the frame. That is to say, if p is a painter and f is a frame, then

we produce p’s image in f by calling p with f as argument.

The details of how primitive painters are implemented depend on the particular characteris-

tics of the graphics system and the type of image to be drawn. For instance, suppose we have

a function draw_line that draws a line on the screen between two speci�ed points. Then we

can create painters for line drawings, such as the wave painter in �gure 2.10, from lists of line

segments as follows:
25

25
The function segments_to_painter uses the representation for line segments described in exercise 2.48

below. It also uses the for_each function described in exercise 2.23.
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Ifunction segments_to_painter(segment_list) {

return frame =>

for_each(segment =>

draw_line(frame_coord_map(frame)

(start_segment(segment)),

frame_coord_map(frame)

(end_segment(segment))),

segment_list);

}

The segments are given using coordinates with respect to the unit square. For each segment

in the list, the painter transforms the segment endpoints with the frame coordinate map and

draws a line between the transformed points.

Representing painters as functions erects a powerful abstraction barrier in the picture lan-

guage. We can create and intermix all sorts of primitive painters, based on a variety of graphics

capabilities. The details of their implementation do not matter. Any function can serve as a

painter, provided that it takes a frame as argument and draws something scaled to �t the

frame.
26

Exercise 2.48

A directed line segment in the plane can be represented as a pair of vectors—the vector running

from the origin to the start-point of the segment, and the vector running from the origin to

the end-point of the segment. Use your vector representation from exercise 2.46 to de�ne a

representation for segments with a constructor make_segment and selectors start_segment

and end_segment.

Exercise 2.49

Use segments_to_painter to de�ne the following primitive painters:

a. The painter that draws the outline of the designated frame.

b. The painter that draws an “X” by connecting opposite corners of the frame.

c. The painter that draws a diamond shape by connecting the midpoints of the sides of the

frame.

26
For example, the rogers painter of �gure 2.11 was constructed from a gray-level image. For each point in a

given frame, the rogers painter determines the point in the image that is mapped to it under the frame coordinate

map, and shades it accordingly. By allowing di�erent types of painters, we are capitalizing on the abstract data

idea discussed in section 2.1.3, where we argued that a rational-number representation could be anything at

all that satis�es an appropriate condition. Here we’re using the fact that a painter can be implemented in any

way at all, so long as it draws something in the designated frame. Section 2.1.3 also showed how pairs could be

implemented as functions. Painters are our second example of a functional representation for data.
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Transforming and combining painters

An operation on painters (such as flip_vert or beside) works by creating a painter that

invokes the original painters with respect to frames derived from the argument frame. Thus,

for example, flip_vert doesn’t have to know how a painter works in order to �ip it—it just has

to know how to turn a frame upside down: The �ipped painter just uses the original painter,

but in the inverted frame.

Painter operations are based on the function transform_painter, which takes as arguments

a painter and information on how to transform a frame and produces a new painter. The

transformed painter, when called on a frame, transforms the frame and calls the original painter

on the transformed frame. The arguments to transform_painter are points (represented as

vectors) that specify the corners of the new frame: When mapped into the frame, the �rst

point speci�es the new frame’s origin and the other two specify the ends of its edge vectors.

Thus, arguments within the unit square specify a frame contained within the original frame.

Ifunction transform_painter(painter, origin,

corner1, corner2) {

return frame => {

const m = frame_coord_map(frame);

const new_origin = m(origin);

return painter(make_frame(

new_origin,

sub_vect(m(corner1),

new_origin),

sub_vect(m(corner2),

new_origin)));

};

}

Here’s how to �ip painter images vertically:

Ifunction flip_vert(painter) {

return transform_painter(painter,

make_vect(0.0, 1.0), // new origin

make_vect(1.0, 1.0), // new end of edge1

make_vect(0.0, 0.0)); // new end of edge2

}

Using transform_painter, we can easily de�ne new transformations. For example, we can

de�ne a painter that shrinks its image to the upper-right quarter of the frame it is given:

Ifunction shrink_to_upper_right(painter) {

return transform_painter(painter,

make_vect(0.5, 0.5),

make_vect(1.0, 0.5),

make_vect(0.5, 1.0));
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}

Other transformations rotate images counterclockwise by 90 degrees
27

Ifunction rotate90(painter) {

return transform_painter(painter,

make_vect(1.0, 0.0),

make_vect(1.0, 1.0),

make_vect(0.0, 0.0));

}

or squash images towards the center of the frame:
28

Ifunction squash_inwards(painter) {

return transform_painter(painter,

make_vect(0.0, 0.0),

make_vect(0.65, 0.35),

make_vect(0.35, 0.65));

}

Frame transformation is also the key to de�ning means of combining two or more painters.

The beside function, for example, takes two painters, transforms them to paint in the left and

right halves of an argument frame respectively, and produces a new, compound painter. When

the compound painter is given a frame, it calls the �rst transformed painter to paint in the

left half of the frame and calls the second transformed painter to paint in the right half of the

frame:

Ifunction beside(painter1, painter2) {

const split_point = make_vect(0.5, 0.0);

const paint_left = transform_painter(painter1,

make_vect(0.0, 0.0),

split_point,

make_vect(0.0, 1.0));

const paint_right = transform_painter(painter2,

split_point,

make_vect(1.0, 0.0),

make_vect(0.5, 1.0));

return frame => {

paint_left(frame);

paint_right(frame);

};

}

Observe how the painter data abstraction, and in particular the representation of painters

as functions, makes beside easy to implement. The beside function need not know anything

27
The function rotate90 is a pure rotation only for square frames, because it also stretches and shrinks the

image to �t into the rotated frame.

28
The diamond-shaped images in �gures 2.10 and 2.11 were created with squash_inwards applied to wave and

rogers.
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about the details of the component painters other than that each painter will draw something

in its designated frame.

Exercise 2.50

De�ne the transformation flip_horiz, which �ips painters horizontally, and transformations

that rotate painters counterclockwise by 180 degrees and 270 degrees.

Exercise 2.51

De�ne the below operation for painters. The function below takes two painters as arguments.

The resulting painter, given a frame, draws with the �rst painter in the bottom of the frame

and with the second painter in the top. De�ne below in two di�erent ways—�rst by writing a

function that is analogous to the beside function given above, and again in terms of beside

and suitable rotation operations (from exercise 2.50).

Levels of language for robust design

The picture language exercises some of the critical ideas we’ve introduced about abstraction

with functions and data. The fundamental data abstractions, painters, are implemented using

functional representations, which enables the language to handle di�erent basic drawing ca-

pabilities in a uniform way. The means of combination satisfy the closure property, which

permits us to easily build up complex designs. Finally, all the tools for abstracting functions

are available to us for abstracting means of combination for painters.

We have also obtained a glimpse of another crucial idea about languages and program de-

sign. This is the approach of strati�ed design, the notion that a complex system should be

structured as a sequence of levels that are described using a sequence of languages. Each level

is constructed by combining parts that are regarded as primitive at that level, and the parts

constructed at each level are used as primitives at the next level. The language used at each

level of a strati�ed design has primitives, means of combination, and means of abstraction

appropriate to that level of detail.

Strati�ed design pervades the engineering of complex systems. For example, in computer

engineering, resistors and transistors are combined (and described using a language of ana-

log circuits) to produce parts such as and-gates and or-gates, which form the primitives of a

language for digital-circuit design.
29

These parts are combined to build processors, bus struc-

tures, and memory systems, which are in turn combined to form computers, using languages

29
Section 3.3.4 describes one such language.
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appropriate to computer architecture. Computers are combined to form distributed systems,

using languages appropriate for describing network interconnections, and so on.

As a tiny example of strati�cation, our picture language uses primitive elements (primitive

painters) that specify points and lines to provide the shapes of a painter like rogers. The

bulk of our description of the picture language focused on combining these primitives, using

geometric combiners such as beside and below. We also worked at a higher level, regarding

beside and below as primitives to be manipulated in a language whose operations, such as

square_of_four, capture common patterns of combining geometric combiners.

Strati�ed design helps make programs robust, that is, it makes it likely that small changes

in a speci�cation will require correspondingly small changes in the program. For instance,

suppose we wanted to change the image based on wave shown in �gure 2.9. We could work at

the lowest level to change the detailed appearance of the wave element; we could work at the

middle level to change the way corner_split replicates the wave; we could work at the highest

level to change how square_limit arranges the four copies of the corner. In general, each level

of a strati�ed design provides a di�erent vocabulary for expressing the characteristics of the

system, and a di�erent kind of ability to change it.

Exercise 2.52

Make changes to the square limit of wave shown in �gure 2.9 by working at each of the levels

described above. In particular:

a. Change the pattern constructed by corner_split (for example, by using only one copy

of the up_split and right_split images instead of two).

b. Modify the version of square_limit that uses square_of_four so as to assemble the

corners in a di�erent pattern.
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2.3 Symbolic Data

All the compound data objects we have used so far were constructed ultimately from numbers.

In this section we extend the representational capability of our language by introducing the

ability to work with strings of characters as data.

2.3.1 Strings

So far, we have used strings in order to display messages, using the functions display and

error, as for example in exercise 1.22). We can form compound data using strings and have

lists such as

list("a", "b", "c", "d")

list(23, 45, 17)

list(list("Norah", 12), list("Molly", 9),

list("Anna", 7), list("Lauren", 6),

list("Charlotte", 4))

Note that in order to distinguish strings from names, we surround them with double quotation

marks. For example, the JavaScript expression z denotes the value of the name z, whereas the

JavaScript expression "z" denotes a string that consists of one single character, namely the

last letter in the English alphabet in lower case.

Via quotation marks, we can distinguish between strings and names:

Iconst a = 1;

const b = 2;

Ilist(a, b);

[ 1 , [ 2 , nu l l ] ]

Ilist("a", "b");

[ " a " , [ " b " , nu l l ] ]

Ilist("a", b);

[ " a " , [ 2 , nu l l ] ]

In section 1.1.6, we applied the primitive predicate === to numbers. From now on, we shall

allow === to take strings as operands, in which case it returns true if and only if the two strings

are the same.
30

Using ===, we can implement a useful function called member. This takes two

30
We can consider two strings to be “the same” if they consist of the same characters in the same order. Such a

de�nition skirts a deep issue that we are not yet ready to address: the meaning of “sameness” in a programming

language. We will return to this in chapter 3 (section 3.1.3).
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arguments, a string and a list. If the string is not contained in the list (i.e., is not === to any item

in the list), then member returns null. Otherwise, it returns the sublist of the list beginning

with the �rst occurrence of the string:

Ifunction member(item, x) {

return is_null(x)

? null

: item === head(x)

? x

: member(item, tail(x));

}

For example, the value of

Imember("apple", list("pear", "banana", "prune"));

is null, whereas the value of

Imember("apple",

list("x", list("apple","sauce"), "y", "apple", "pear"));

is ["apple", ["pear", null]].

Exercise 2.53

What would the interpreter print in response to evaluating each of the following statements?

Ilist("a", "b", "c");

Ilist(list("george"));

Itail(list(list("x1", "x2"), list("y1", "y2")));

Itail(head(list(list("x1", "x2"), list("y1", "y2"))));

Imember("red", list(list("red", "shoes"), list("blue", "socks")));

Imember("red", list("red", "shoes", "blue", "socks"));

Exercise 2.54

Two lists are said to be equal if they contain equal elements arranged in the same order. For

example,

Iequal(list("this", "is", "a", "list"),

list("this", "is", "a", "list"));

is true, but

Iequal(list("this", "is", "a", "list"),
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list("this", list("is", "a"), "list"));

is false. To be more precise, we can de�ne equal recursively in terms of the basic === equality

of strings by saying that a and b are equal with respect to equal if they are both strings and

the strings are equal with respect to ===, or if they are both lists such that head(a) is equal

with respect to equal to head(b) and tail(a) is equal with respect to equal to tail(b). Using

this idea, implement equal as a function.
31

Exercise 2.55

The JavaScript interpreter reads the characters after the double quotation mark " until it �nds

another double quotation mark. All characters between the two are part of the string, excluding

the double quotation marks, themselves. What if we want a string to contain double quotation

marks? For this purpose, JavaScript also allows single quotation marks to form strings, as

for example in 'say your name aloud'. Within singly-quoted strings, we can use double

quotation marks, and vice versa, so 'say "your name" aloud' and "say 'your name' aloud"

are valid strings that have di�erent characters in positions 5 and 15, if we start counting at 1.

Depending on the font in use, two single quotation marks might not be easily distinguishable

from a double quotation mark. Can you spot which is which and work out the value of the

following expression?

I'"' === ""

2.3.2 Example: Symbolic Di�erentiation

As an illustration of symbol manipulation and a further illustration of data abstraction, consider

the design of a function that performs symbolic di�erentiation of algebraic expressions. We

would like the function to take as arguments an algebraic expression and a variable and

to return the derivative of the expression with respect to the variable. For example, if the

arguments to the function are ax2 +bx +c and x , the function should return 2ax +b. Symbolic

di�erentiation is of special historical signi�cance in Lisp. It was one of the motivating examples

behind the development of a computer language for symbol manipulation. Furthermore, it

marked the beginning of the line of research that led to the development of powerful systems

for symbolic mathematical work, which are currently being used by a growing number of

applied mathematicians and physicists.

In developing the symbolic-di�erentiation program, we will follow the same strategy of data

31
In practice, programmers use equal to compare lists that contain numbers as well as strings. Numbers are

not considered to be strings. A better de�nition of equal (such as the one we assume given in our JavaScript

environment) would also stipulate that if a and b are both numbers, then a and b are equal with respect to equal
if they are numerically equal.
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abstraction that we followed in developing the rational-number system of section 2.1.1. That

is, we will �rst de�ne a di�erentiation algorithm that operates on abstract objects such as

“sums,” “products,” and “variables” without worrying about how these are to be represented.

Only afterward will we address the representation problem.

The di�erentiation program with abstract data

In order to keep things simple, we will consider a very simple symbolic-di�erentiation pro-

gram that handles expressions that are built up using only the operations of addition and

multiplication with two arguments. Di�erentiation of any such expression can be carried out

by applying the following reduction rules:

dc

dx
= 0 for c a constant or a variable di�erent from x

dx

dx
= 1

d(u +v)

dx
=
du

dx
+
dv

dx

d(uv)

dx
= u

(
dv

dx

)
+v

(
du

dx

)
Observe that the latter two rules are recursive in nature. That is, to obtain the derivative of

a sum we �rst �nd the derivatives of the terms and add them. Each of the terms may in turn

be an expression that needs to be decomposed. Decomposing into smaller and smaller pieces

will eventually produce pieces that are either constants or variables, whose derivatives will be

either 0 or 1.

To embody these rules in a function we indulge in a little wishful thinking, as we did in

designing the rational-number implementation. If we had a means for representing algebraic

expressions, we should be able to tell whether an expression is a sum, a product, a constant,

or a variable. We should be able to extract the parts of an expression. For a sum, for example

we want to be able to extract the addend (�rst term) and the augend (second term). We should

also be able to construct expressions from parts. Let us assume that we already have functions

to implement the following selectors, constructors, and predicates:
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is_variable(e) Is e a variable?

is_same_variable(v1, v2) Are v1 and v2 the same variable?

is_sum(e) Is e a sum?

addend(e) Addend of the sum e.

augend(e) Augend of the sum e.

make_sum(a1, a2) Construct the sum of a1 and a2.

is_product(e) Is e a product?

multiplier(e) Multiplier of the product e.

multiplicand(e) Multiplicand of the product e.

make_product(m1, m2) Construct the product of m1 and m2.

Using these, and the primitive predicate is_number, which identi�es numbers, we can express

the di�erentiation rules as the following function:

Ifunction deriv(exp, variable) {

return is_number(exp)

? 0

: is_variable(exp)

? (is_same_variable(exp, variable)) ? 1 : 0

: is_sum(exp)

? make_sum(deriv(addend(exp), variable),

deriv(augend(exp), variable))

: is_product(exp)

? make_sum(make_product(multiplier(exp),

deriv(multiplicand(exp),

variable)),

make_product(deriv(multiplier(exp),

variable),

multiplicand(exp)))

: error(exp,

"unknown expression type in deriv");

}

This deriv function incorporates the complete di�erentiation algorithm. Since it is expressed

in terms of abstract data, it will work no matter how we choose to represent algebraic expres-

sions, as long as we design a proper set of selectors and constructors. This is the issue we must

address next.
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Representing algebraic expressions

We can imagine many ways to use list structure to represent algebraic expressions. For example,

we could use lists of symbols that mirror the usual algebraic notation, representing ax + b

as list( "a", "*", "x", "+", "b"). However, it will be more convenient, if we re�ect the

mathematical structure of the expression in the JavaScript value representing it; that is, to

represent ax +b as list("+", list("*", "a", "x"), "b"). Then our data representation for

the di�erentiation problem is as follows:

– The variables are strings. They are identi�ed by the primitive predicate is_string:

Ifunction is_variable(x) {

return is_string(x);

}

– Two variables are the same if the strings representing them are equal:

Ifunction is_same_variable(v1, v2) {

return is_variable(v1) &&

is_variable(v2) && v1 === v2;

}

– Sums and products are constructed as lists:

Ifunction make_sum(a1, a2) {

return list("+", a1, a2);

}

Ifunction make_product(m1, m2) {

return list("*", m1, m2);

}

– A sum is a list whose �rst element is the string "+":

Ifunction is_sum(x) {

return is_pair(x) && head(x) === "+";

}

– The addend is the second item of the sum list:

Ifunction addend(s) {

return head(tail(s));

}

– The augend is the third item of the sum list:

Ifunction augend(s) {

return head(tail(tail(s)));

}

– A product is a list whose �rst element is the string "*":

Ifunction is_product(x) {

return is_pair(x) && head(x) === "*";
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}

– The multiplier is the second item of the product list:

Ifunction multiplier(s) {

return head(tail(s));

}

– The multiplicand is the third item of the product list:

Ifunction multiplicand(s) {

return head(tail(tail(s)));

}

Thus, we need only combine these with the algorithm as embodied by deriv in order to have

a working symbolic-di�erentiation program. Let us look at some examples of its behavior:
32

Ideriv(list("+", "x", 3), "x");

l i s t ( "+ " , 1 , 0 )

Ideriv(list("*", "x", "y"), "x");

l i s t ( "+ " , l i s t ( " ∗ " , " x " , 0 ) ,
l i s t ( " ∗ " , 1 , " y " ) )

Ideriv(list("*", list("*", "x", "y"), list("+", "x", 3)), "x");

l i s t ( "+ " , l i s t ( " ∗ " , l i s t ( " ∗ " , " x " , " y " ) ,
l i s t ( "+ " , 1 , 0 ) ) ,

l i s t ( " ∗ " , l i s t ( "+ " , l i s t ( " ∗ " , " x " , 0 ) ,
l i s t ( " ∗ " , 1 , " y " ) ) ,

l i s t ( "+ " , " x " , 3 ) ) )

The program produces answers that are correct; however, they are unsimpli�ed. It is true

that

d(xy)

dx
= x · 0 + 1 · y

but we would like the program to know that x · 0 = 0, 1 · y = y, and 0 +y = y. The answer for

the second example should have been simply y. As the third example shows, this becomes a

serious issue when the expressions are complex.

Our di�culty is much like the one we encountered with the rational-number implementation:

we haven’t reduced answers to simplest form. To accomplish the rational-number reduction,

we needed to change only the constructors and the selectors of the implementation. We can

adopt a similar strategy here. We won’t change deriv at all. Instead, we will change make_sum

so that if both summands are numbers, make_sum will add them and return their sum. Also, if

one of the summands is 0, then make_sum will return the other summand.

32
The box notation introduced in section 2.2.1 becomes hard to read when nested lists are involved. Thus we

shall take the liberty to indicate the list structure by abusing the name list where convenient.
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Ifunction make_sum(a1, a2) {

return number_equal(a1, 0)

? a2

: number_equal(a2, 0)

? a1

: is_number(a1) && is_number(a2)

? a1 + a2

: list("+", a1, a2);

}

This uses the function number_equal, which checks whether an expression is equal to a given

number:

Ifunction number_equal(exp, num) {

return is_number(exp) && exp === num;

}

Similarly, we will change make_product to build in the rules that 0 times anything is 0 and 1

times anything is the thing itself:

Ifunction make_product(m1, m2) {

return number_equal(m1, 0) || number_equal(m2, 0)

? 0

: number_equal(m1, 1)

? m2

: number_equal(m2, 1)

? m1

: is_number(m1) && is_number(m2)

? m1 * m2

: list("*", m1, m2);

}

Here is how this version works on our three examples:

Ideriv(list("+", "x", 3), "x");

1

Ideriv(list("*", "x", "y"), "x");

" y "

Ideriv(list("*", list("*", "x", "y"), list("+", "x", 3)), "x");

l i s t ( "+ " ,
l i s t ( " ∗ " , " x " , " y " ) ,
l i s t ( " ∗ " , " y " , l i s t ( "+ " , " x " , 3 ) ) )

Although this is quite an improvement, the third example shows that there is still a long way to

go before we get a program that puts expressions into a form that we might agree is “simplest.”
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The problem of algebraic simpli�cation is complex because, among other reasons, a form that

may be simplest for one purpose may not be for another.

Exercise 2.56

Show how to extend the basic di�erentiator to handle more kinds of expressions. For instance,

implement the di�erentiation rule

d(un)

dx
= nun−1

(
du

dx

)
by adding a new clause to the deriv program and de�ning appropriate functions is_exp, base,

exponent, and make_exp. (You may use the string "**" to denote exponentiation.) Build in the

rules that anything raised to the power 0 is 1 and anything raised to the power 1 is the thing

itself.

Exercise 2.57

Extend the di�erentiation program to handle sums and products of arbitrary numbers of (two

or more) terms. Then the last example above could be expressed as

Ideriv(list("*", "x", "y", list("+", "x", 3)), "x");

Try to do this by changing only the representation for sums and products, without changing

the deriv function at all. For example, the addend of a sum would be the �rst term, and the

augend would be the sum of the rest of the terms.

Exercise 2.58

Suppose we want to modify the di�erentiation program so that it works with ordinary mathe-

matical notation, in which "+" and "*" are in�x rather than pre�x operators. Since the di�er-

entiation program is de�ned in terms of abstract data, we can modify it to work with di�erent

representations of expressions solely by changing the predicates, selectors, and constructors

that de�ne the representation of the algebraic expressions on which the di�erentiator is to

operate.

a. Show how to do this in order to di�erentiate algebraic expressions presented in in�x

form, as in this example:

list("x", "+",

list(3, "*",

list("x", "+",

list("y", "+", 2))))
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To simplify the task, assume that "+" and "*" always take two arguments and that

expressions are fully parenthesized.

b. The problem becomes substantially harder if we allow a notation closer to in�x notation,

assuming that multiplication has higher precedence than addition, as in this example:

list("x", "+", "3", "*", list("x", "+", "y", "+", 2))

Can you design appropriate predicates, selectors, and constructors for this notation such

that our derivative program still works?

2.3.3 Example: Representing Sets

In the previous examples we built representations for two kinds of compound data objects:

rational numbers and algebraic expressions. In one of these examples we had the choice of

simplifying (reducing) the expressions at either construction time or selection time, but other

than that the choice of a representation for these structures in terms of lists was straightforward.

When we turn to the representation of sets, the choice of a representation is not so obvious.

Indeed, there are a number of possible representations, and they di�er signi�cantly from one

another in several ways.

Informally, a set is simply a collection of distinct objects. To give a more precise de�nition

we can employ the method of data abstraction. That is, we de�ne “set” by specifying the opera-

tions that are to be used on sets. These are union_set, intersection_set, is_element_of_set,

and adjoin_set. The function is_element_of_set is a predicate that determines whether a

given element is a member of a set. The function adjoin_set takes an object and a set as ar-

guments and returns a set that contains the elements of the original set and also the adjoined

element. The function union_set computes the union of two sets, which is the set containing

each element that appears in either argument. The function intersection_set computes the

intersection of two sets, which is the set containing only elements that appear in both argu-

ments. From the viewpoint of data abstraction, we are free to design any representation that

implements these operations in a way consistent with the interpretations given above.
33

33
If we want to be more formal, we can specify “consistent with the interpretations given above” to mean that

the operations satisfy a collection of rules such as these:

– For any set S and any object x, is_element_of_set(x,S) is true (informally: “Adjoining an object to a set

produces a set that contains the object”).

– For any sets S and T and any object x, is_element_of_set(x,union_set(S,T)) is equal to

is_element_of_set(x,S) || is_element_of_set(x,T) (informally: “The elements of union(S,T) are

the elements that are in S or in T”).

– For any object x, is_element_of_set(x,null) is false (informally: “No object is an element of the empty

set”).
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Sets as unordered lists

One way to represent a set is as a list of its elements in which no element appears more than

once. The empty set is represented by the empty list. In this representation,is_element_of_set

is similar to the function member of section 2.3.1. It uses equal instead of === so that the set

elements need not be just numbers or strings:

Ifunction is_element_of_set(x, set) {

return ! is_null(set) &&

( equal(x, head(set)) ||

is_element_of_set(x, tail(set)) );

}

Using this, we can write adjoin_set. If the object to be adjoined is already in the set, we

just return the set. Otherwise, we use pair to add the object to the list that represents the set:

Ifunction adjoin_set(x, set) {

return is_element_of_set(x, set)

? set

: pair(x, set);

}

For intersection_set we can use a recursive strategy. If we know how to form the inter-

section of set2 and the tail of set1, we only need to decide whether to include the head of

set1 in this. But this depends on whether head(set1) is also in set2. Here is the resulting

function:

Ifunction intersection_set(set1, set2) {

return is_null(set1) || is_null(set2)

? null

: is_element_of_set(head(set1), set2)

? pair(head(set1),

intersection_set(tail(set1), set2))

: intersection_set(tail(set1), set2);

}

In designing a representation, one of the issues we should be concerned with is e�ciency.

Consider the number of steps required by our set operations. Since they all use is_element_of_set,

the speed of this operation has a major impact on the e�ciency of the set implementation as

a whole. Now, in order to check whether an object is a member of a set, is_element_of_set

may have to scan the entire set. (In the worst case, the object turns out not to be in the set.)

Hence, if the set has n elements, is_element_of_set might take up to n steps. Thus, the num-

ber of steps required grows as Θ(n). The number of steps required by adjoin-set, which uses

this operation, also grows as Θ(n). For intersection_set, which does an is_element_of_set

check for each element of set1, the number of steps required grows as the product of the sizes
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of the sets involved, or Θ(n2) for two sets of size n. The same will be true of union_set.

Exercise 2.59

Implement the union_set operation for the unordered-list representation of sets.

Exercise 2.60

We speci�ed that a set would be represented as a list with no duplicates. Now suppose we allow

duplicates. For instance, the set {1, 2, 3} could be represented as the list list(2, 3, 2, 1, 3,

2, 2). Design functions is_element_of_set, adjoin_set, union_set, and intersection_set

that operate on this representation. How does the e�ciency of each compare with the corre-

sponding function for the non-duplicate representation? Are there applications for which you

would use this representation in preference to the non-duplicate one?

Sets as ordered lists

One way to speed up our set operations is to change the representation so that the set elements

are listed in increasing order. To do this, we need some way to compare two objects so that

we can say which is bigger. For example, we could compare symbols lexicographically, or we

could agree on some method for assigning a unique number to an object and then compare the

elements by comparing the corresponding numbers. To keep our discussion simple, we will

consider only the case where the set elements are numbers, so that we can compare elements

using > and <. We will represent a set of numbers by listing its elements in increasing order.

Whereas our �rst representation above allowed us to represent the set {1, 3, 6, 10} by listing

the elements in any order, our new representation allows only the list list(1, 3, 6, 10).

One advantage of ordering shows up in is_element_of_set: In checking for the presence

of an item, we no longer have to scan the entire set. If we reach a set element that is larger

than the item we are looking for, then we know that the item is not in the set:

Ifunction is_element_of_set(x,set) {

return ! is_null(set) && x === head(set)

? true

: x < head(set)

? false

: is_element_of_set(x, tail(set));

}

How many steps does this save? In the worst case, the item we are looking for may be the

largest one in the set, so the number of steps is the same as for the unordered representation.

On the other hand, if we search for items of many di�erent sizes we can expect that sometimes
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we will be able to stop searching at a point near the beginning of the list and that other times

we will still need to examine most of the list. On the average we should expect to have to

examine about half of the items in the set. Thus, the average number of steps required will be

about n/2. This is still Θ(n) growth, but it does save us, on the average, a factor of 2 in number

of steps over the previous implementation.

We obtain a more impressive speedup with intersection_set. In the unordered represen-

tation this operation required Θ(n2) steps, because we performed a complete scan of set2 for

each element of set1. But with the ordered representation, we can use a more clever method.

Begin by comparing the initial elements, x1 and x2, of the two sets. If x1 equals x2, then that

gives an element of the intersection, and the rest of the intersection is the intersection of the

tails of the two sets. Suppose, however, that x1 is less than x2. Since x2 is the smallest element

in set2, we can immediately conclude that x1 cannot appear anywhere in set2 and hence is

not in the intersection. Hence, the intersection is equal to the intersection of set2 with the

tail of set1. Similarly, if x2 is less than x1, then the intersection is given by the intersection

of set1 with the tail of set2. Here is the function:

Ifunction intersection_set(set1, set2) {

if (is_null(set1) || is_null(set2)) {

return null;

} else {

const x1 = head(set1);

const x2 = head(set2);

return x1 === x2

? pair(x1, intersection_set(tail(set1),

tail(set2)))

: x1 < x2

? intersection_set(tail(set1), set2)

: intersection_set(set1,

tail(set2));

}

}

To estimate the number of steps required by this process, observe that at each step we reduce

the intersection problem to computing intersections of smaller sets—removing the �rst element

from set1 or set2 or both. Thus, the number of steps required is at most the sum of the sizes

of set1 and set2, rather than the product of the sizes as with the unordered representation.

This is Θ(n) growth rather than Θ(n2)—a considerable speedup, even for sets of moderate size.
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Exercise 2.61

Give an implementation of adjoin_set using the ordered representation. By analogy with

is_element_of_set show how to take advantage of the ordering to produce a function that

requires on the average about half as many steps as with the unordered representation.

Exercise 2.62

Give a Θ(n) implementation of union_set for sets represented as ordered lists.

Sets as binary trees

We can do better than the ordered-list representation by arranging the set elements in the

form of a tree. Each node of the tree holds one element of the set, called the “entry” at that

node, and a link to each of two other (possibly empty) nodes. The “left” link points to elements

smaller than the one at the node, and the “right” link to elements greater than the one at the

node. Figure 2.16 shows some trees that represent the set {1, 3, 5, 7, 9, 11}. The same set may

be represented by a tree in a number of di�erent ways. The only thing we require for a valid

representation is that all elements in the left subtree be smaller than the node entry and that

all elements in the right subtree be larger.

7 3 5

3 9 1 7 93

1 11 5 9 1 7 11

11

5

Figure 2.16: Various binary trees that represent the set {1, 3, 5, 7, 9, 11}.

The advantage of the tree representation is this: Suppose we want to check whether a number

x is contained in a set. We begin by comparing x with the entry in the top node. If x is less than

this, we know that we need only search the left subtree; if x is greater, we need only search

the right subtree. Now, if the tree is “balanced,” each of these subtrees will be about half the

size of the original. Thus, in one step we have reduced the problem of searching a tree of size

n to searching a tree of size n/2. Since the size of the tree is halved at each step, we should
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expect that the number of steps needed to search a tree of size n grows as Θ(logn).34
For large

sets, this will be a signi�cant speedup over the previous representations.

We can represent trees by using lists. Each node will be a list of three items: the entry at

the node, the left subtree, and the right subtree. A left or a right subtree of the empty list will

indicate that there is no subtree connected there. We can describe this representation by the

following functions:
35

Ifunction entry(tree) {

return head(tree);

}

function left_branch(tree) {

return head(tail(tree));

}

function right_branch(tree) {

return head(tail(tail(tree)));

}

function make_tree(entry,left,right) {

return list(entry,left,right);

}

Now we can write the is_element_of_set function using the strategy described above:

Ifunction is_element_of_set(x, set) {

return ! is_null(set) &&

( x === entry(set) ||

( x < entry(set)

? is_element_of_set(x, left_branch(set))

: is_element_of_set(x, right_branch(set))

)

);

}

Adjoining an item to a set is implemented similarly and also requires Θ(logn) steps. To

adjoin an item x, we compare x with the node entry to determine whether x should be added

to the right or to the left branch, and having adjoined x to the appropriate branch we piece

this newly constructed branch together with the original entry and the other branch. If x is

equal to the entry, we just return the node. If we are asked to adjoin x to an empty tree, we

generate a tree that has x as the entry and empty right and left branches. Here is the function:

Ifunction adjoin_set(x,set) {

return is_null(set)

34
Halving the size of the problem at each step is the distinguishing characteristic of logarithmic growth, as we

saw with the fast-exponentiation algorithm of section 1.2.4 and the half-interval search method of section 1.3.3.

35
We are representing sets in terms of trees, and trees in terms of lists—in e�ect, a data abstraction built upon

a data abstraction. We can regard the functions entry, left_branch, right_branch, and make_tree as a way of

isolating the abstraction of a “binary tree” from the particular way we might wish to represent such a tree in

terms of list structure.
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? make_tree(x, null, null)

: x === entry(set)

? set

: x < entry(set)

? make_tree(entry(set),

adjoin_set(x, left_branch(set)),

right_branch(set))

: make_tree(entry(set),

left_branch(set),

adjoin_set(x, right_branch(set)));

}

The above claim that searching the tree can be performed in a logarithmic number of steps

rests on the assumption that the tree is “balanced,” i.e., that the left and the right subtree of

every tree have approximately the same number of elements, so that each subtree contains

about half the elements of its parent. But how can we be certain that the trees we construct

will be balanced? Even if we start with a balanced tree, adding elements with adjoin_set may

produce an unbalanced result. Since the position of a newly adjoined element depends on how

the element compares with the items already in the set, we can expect that if we add elements

“randomly” the tree will tend to be balanced on the average. But this is not a guarantee. For

example, if we start with an empty set and adjoin the numbers 1 through 7 in sequence we

end up with the highly unbalanced tree shown in �gure 2.17. In this tree all the left subtrees

are empty, so it has no advantage over a simple ordered list. One way to solve this problem

is to de�ne an operation that transforms an arbitrary tree into a balanced tree with the same

elements. Then we can perform this transformation after every few adjoin_set operations to

keep our set in balance. There are also other ways to solve this problem, most of which involve

designing new data structures for which searching and insertion both can be done in Θ(logn)

steps.
36

36
Examples of such structures include B-trees and red-black trees. There is a large literature on data structures

devoted to this problem. See Cormen, Leiserson, and Rivest 1990.
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Figure 2.17: Unbalanced tree produced by adjoining 1 through 7 in sequence.

Exercise 2.63

Each of the following two functions converts a binary tree to a list.

Ifunction tree_to_list_1(tree) {

return is_null(tree)

? null

: append(tree_to_list_1(left_branch(tree)),

pair(entry(tree),

tree_to_list_1(right_branch(tree))));

}

Ifunction tree_to_list_2(tree) {

function copy_to_list(tree, result_list) {

return is_null(tree)

? result_list

: copy_to_list(left_branch(tree),

pair(entry(tree),

copy_to_list(right_branch(tree),

result_list)));

}

return copy_to_list(tree, null);

}

a. Do the two functions produce the same result for every tree? If not, how do the results

di�er? What lists do the two functions produce for the trees in �gure 2.16?

b. Do the two functions have the same order of growth in the number of steps required to

convert a balanced tree with n elements to a list? If not, which one grows more slowly?
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Exercise 2.64

The following function list_to_tree converts an ordered list to a balanced binary tree. The

helper function partial_tree takes as arguments an integer n and list of at least n elements

and constructs a balanced tree containing the �rst n elements of the list. The result returned

by partial_tree is a pair (formed with pair) whose head is the constructed tree and whose

tail is the list of elements not included in the tree.

Ifunction list_to_tree(elements) {

return head(partial_tree(elements,length(elements)));

}

function partial_tree(elts, n) {

if (n === 0) {

return pair(null,elts);

} else {

const left_size = math_floor((n - 1) / 2);

const left_result = partial_tree(elts, left_size);

const left_tree = head(left_result);

const non_left_elts = tail(left_result);

const right_size = n - (left_size + 1);

const this_entry = head(non_left_elts);

const right_result = partial_tree(tail(non_left_elts),

right_size);

const right_tree = head(right_result);

const remaining_elts = tail(right_result);

return pair(make_tree(this_entry,

left_tree,

right_tree),

remaining_elts);

}

}

a. Write a short paragraph explaining as clearly as you can how partial_treeworks. Draw

the tree produced by list_to_tree for the list list(1, 3, 5, 7, 9, 11).

b. What is the order of growth in the number of steps required by list_to_tree to convert

a list of n elements?
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Exercise 2.65

Use the results of exercises 2.63 and 2.64 to give Θ(n) implementations of union_set and

intersection_set for sets implemented as (balanced) binary trees.
37

Sets and information retrieval

We have examined options for using lists to represent sets and have seen how the choice of

representation for a data object can have a large impact on the performance of the programs

that use the data. Another reason for concentrating on sets is that the techniques discussed

here appear again and again in applications involving information retrieval.

Consider a data base containing a large number of individual records, such as the personnel

�les for a company or the transactions in an accounting system. A typical data-management

system spends a large amount of time accessing or modifying the data in the records and

therefore requires an e�cient method for accessing records. This is done by identifying a part

of each record to serve as an identifying key. A key can be anything that uniquely identi�es the

record. For a personnel �le, it might be an employee’s ID number. For an accounting system,

it might be a transaction number. Whatever the key is, when we de�ne the record as a data

structure we should include a key selector function that retrieves the key associated with a

given record.

Now we represent the data base as a set of records. To locate the record with a given key we

use a function lookup, which takes as arguments a key and a data base and which returns the

record that has that key, or false if there is no such record. The function lookup is implemented

in almost the same way as is_element_of_set. For example, if the set of records is implemented

as an unordered list, we could use

Ifunction lookup(given_key, set_of_records) {

return ! is_null(set_of_records) &&

( equal(given_key, key(head(set_of_records)))

? head(set_of_records)

: lookup(given_key, tail(set_of_records))

);

}

Of course, there are better ways to represent large sets than as unordered lists. Information-

retrieval systems in which records have to be “randomly accessed” are typically implemented

by a tree-based method, such as the binary-tree representation discussed previously. In de-

signing such a system the methodology of data abstraction can be a great help. The designer

can create an initial implementation using a simple, straightforward representation such as

37
Exercises 2.63– 2.65 are due to Paul Hil�nger.
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unordered lists. This will be unsuitable for the eventual system, but it can be useful in pro-

viding a “quick and dirty” data base with which to test the rest of the system. Later on, the

data representation can be modi�ed to be more sophisticated. If the data base is accessed in

terms of abstract selectors and constructors, this change in representation will not require any

changes to the rest of the system.

Exercise 2.66

Implement the lookup function for the case where the set of records is structured as a binary

tree, ordered by the numerical values of the keys.

2.3.4 Example: Hu�man Encoding Trees

This section provides practice in the use of list structure and data abstraction to manipulate

sets and trees. The application is to methods for representing data as sequences of ones and

zeros (bits). For example, the ASCII standard code used to represent text in computers encodes

each character as a sequence of seven bits. Using seven bits allows us to distinguish 2
7
, or 128,

possible di�erent characters. In general, if we want to distinguish n di�erent symbols, we will

need to use log
2
n bits per symbol. If all our messages are made up of the eight symbols A, B,

C, D, E, F, G, and H, we can choose a code with three bits per character, for example

A 000   C 010   E 100   G 110
B 001   D 011   F 101   H 111

With this code, the message

BACADAEAFABBAAAGAH

is encoded as the string of 54 bits

001000010000011000100000101000001001000000000110000111

Codes such as ASCII and the A-through-H code above are known as �xed-length codes, because

they represent each symbol in the message with the same number of bits. It is sometimes

advantageous to use variable-length codes, in which di�erent symbols may be represented by

di�erent numbers of bits. For example, Morse code does not use the same number of dots and

dashes for each letter of the alphabet. In particular, E, the most frequent letter, is represented

by a single dot. In general, if our messages are such that some symbols appear very frequently

and some very rarely, we can encode data more e�ciently (i.e., using fewer bits per message)
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if we assign shorter codes to the frequent symbols. Consider the following alternative code

for the letters A through H:

A   0   C 1010   E 1100   G 1110
B 100   D 1011   F 1101   H 1111

With this code, the same message as above is encoded as the string

100010100101101100011010100100000111001111

This string contains 42 bits, so it saves more than 20% in space in comparison with the �xed-

length code shown above.

One of the di�culties of using a variable-length code is knowing when you have reached

the end of a symbol in reading a sequence of zeros and ones. Morse code solves this problem

by using a special separator code (in this case, a pause) after the sequence of dots and dashes

for each letter. Another solution is to design the code in such a way that no complete code for

any symbol is the beginning (or pre�x) of the code for another symbol. Such a code is called

a pre�x code. In the example above, A is encoded by 0 and B is encoded by 100, so no other

symbol can have a code that begins with 0 or with 100.

In general, we can attain signi�cant savings if we use variable-length pre�x codes that take

advantage of the relative frequencies of the symbols in the messages to be encoded. One

particular scheme for doing this is called the Hu�man encoding method, after its discoverer,

David Hu�man. A Hu�man code can be represented as a binary tree whose leaves are the

symbols that are encoded. At each non-leaf node of the tree there is a set containing all the

symbols in the leaves that lie below the node. In addition, each symbol at a leaf is assigned a

weight (which is its relative frequency), and each non-leaf node contains a weight that is the

sum of all the weights of the leaves lying below it. The weights are not used in the encoding

or the decoding process. We will see below how they are used to help construct the tree.
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{A B C D E F G H} 17

{B C D E F G H} 9

A 8

{B C D} 5

{C D} 2

D 1C 1

B 3

{E F G H} 4

{G H} 2

{E F} 2

E 1 F 1

H 1G 1

Figure 2.18: A Hu�man encoding tree.

Figure 2.18 shows the Hu�man tree for the A-through-H code given above. The weights at

the leaves indicate that the tree was designed for messages in which A appears with relative

frequency 8, B with relative frequency 3, and the other letters each with relative frequency 1.

Given a Hu�man tree, we can �nd the encoding of any symbol by starting at the root and

moving down until we reach the leaf that holds the symbol. Each time we move down a left

branch we add a 0 to the code, and each time we move down a right branch we add a 1. (We

decide which branch to follow by testing to see which branch either is the leaf node for the

symbol or contains the symbol in its set.) For example, starting from the root of the tree in

�gure 2.18, we arrive at the leaf for D by following a right branch, then a left branch, then a

right branch, then a right branch; hence, the code for D is 1011.

To decode a bit sequence using a Hu�man tree, we begin at the root and use the successive

zeros and ones of the bit sequence to determine whether to move down the left or the right

branch. Each time we come to a leaf, we have generated a new symbol in the message, at which

point we start over from the root of the tree to �nd the next symbol. For example, suppose we

are given the tree above and the sequence 10001010. Starting at the root, we move down the

right branch, (since the �rst bit of the string is 1), then down the left branch (since the second

bit is 0), then down the left branch (since the third bit is also 0). This brings us to the leaf for B,

so the �rst symbol of the decoded message is B. Now we start again at the root, and we make

a left move because the next bit in the string is 0. This brings us to the leaf for A. Then we

start again at the root with the rest of the string 1010, so we move right, left, right, left and

reach C. Thus, the entire message is BAC.
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Generating Hu�man trees

Given an “alphabet” of symbols and their relative frequencies, how do we construct the “best”

code? (In other words, which tree will encode messages with the fewest bits?) Hu�man gave an

algorithm for doing this and showed that the resulting code is indeed the best variable-length

code for messages where the relative frequency of the symbols matches the frequencies with

which the code was constructed. We will not prove this optimality of Hu�man codes here, but

we will show how Hu�man trees are constructed.
38

The algorithm for generating a Hu�man tree is very simple. The idea is to arrange the tree

so that the symbols with the lowest frequency appear farthest away from the root. Begin with

the set of leaf nodes, containing symbols and their frequencies, as determined by the initial

data from which the code is to be constructed. Now �nd two leaves with the lowest weights

and merge them to produce a node that has these two nodes as its left and right branches. The

weight of the new node is the sum of the two weights. Remove the two leaves from the original

set and replace them by this new node. Now continue this process. At each step, merge two

nodes with the smallest weights, removing them from the set and replacing them with a node

that has these two as its left and right branches. The process stops when there is only one

node left, which is the root of the entire tree. Here is how the Hu�man tree of �gure 2.18 was

generated:

Initial leaves {(A, 8), (B, 3), (C, 1), (D, 1), (E, 1), (F , 1), (G, 1), (H , 1)}

Merge {(A, 8), (B, 3), ({C,D}, 2), (E, 1), (F , 1), (G, 1), (H , 1)}

Merge {(A, 8), (B, 3), ({C,D}, 2), ({E, F }, 2), (G, 1), (H , 1)}

Merge {(A, 8), (B, 3), ({C,D}, 2), ({E, F }, 2), ({G,H }, 2)}

Merge {(A, 8), (B, 3), ({C,D}, 2), ({E, F ,G,H }, 4)}

Merge {(A, 8), ({B,C,D}, 5), ({E, F ,G,H }, 4)}

Merge {(A, 8), ({B,C,D,E, F ,G,H }, 9)}

Final merge {({A,B,C,D,E, F ,G,H }, 17)}

The algorithm does not always specify a unique tree, because there may not be unique

smallest-weight nodes at each step. Also, the choice of the order in which the two nodes are

merged (i.e., which will be the right branch and which will be the left branch) is arbitrary.

38
See Hamming 1980 for a discussion of the mathematical properties of Hu�man codes.
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Representing Hu�man trees

In the exercises below we will work with a system that uses Hu�man trees to encode and

decode messages and generates Hu�man trees according to the algorithm outlined above. We

will begin by discussing how trees are represented.

Leaves of the tree are represented by a list consisting of the string "leaf", the symbol at the

leaf, and the weight:

Ifunction make_leaf(symbol, weight) {

return list("leaf", symbol, weight);

}

function is_leaf(object) {

return head(object) === "leaf";

}

function symbol_leaf(x) {

return head(tail(x));

}

function weight_leaf(x) {

return head(tail(tail(x)));

}

A general tree will be a list of a string "code_tree", a left branch, a right branch, a set of

symbols, and a weight. The set of symbols will be simply a list of the symbols, rather than

some more sophisticated set representation. When we make a tree by merging two nodes, we

obtain the weight of the tree as the sum of the weights of the nodes, and the set of symbols as

the union of the sets of symbols for the nodes. Since our symbol sets are represented as lists,

we can form the union by using the append function we de�ned in section 2.2.1:

Ifunction make_code_tree(left,right) {

return list("code_tree", left, right,

append(symbols(left), symbols(right)),

weight(left) + weight(right));

}

If we make a tree in this way, we have the following selectors:

Ifunction left_branch(tree) {

return head(tail(tree));

}

function right_branch(tree) {

return head(tail(tail(tree)));

}

function symbols(tree) {

return is_leaf(tree)

? list(symbol_leaf(tree))

: head(tail(tail(tail(tree))));
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}

function weight(tree) {

return is_leaf(tree)

? weight_leaf(tree)

: head(tail(tail(tail(tail(tree)))));

}

The functions symbols and weight must do something slightly di�erent depending on

whether they are called with a leaf or a general tree. These are simple examples of generic
functions (functions that can handle more than one kind of data), which we will have much

more to say about in sections 2.4 and 2.5.

The decoding function

The following function implements the decoding algorithm. It takes as arguments a list of

zeros and ones, together with a Hu�man tree.

Ifunction decode(bits, tree) {

function decode_1(bits, current_branch) {

if (is_null(bits)) {

return null;

} else {

const next_branch = choose_branch(head(bits),

current_branch);

return is_leaf(next_branch)

? pair(symbol_leaf(next_branch),

decode_1(tail(bits), tree))

: decode_1(tail(bits), next_branch);

}

}

return decode_1(bits, tree);

}

function choose_branch(bit, branch) {

return bit === 0

? left_branch(branch)

: bit === 1

? right_branch(branch)

: error(bit, "bad bit -- choose_branch");

}

The function decode_1 takes two arguments: the list of remaining bits and the current posi-

tion in the tree. It keeps moving “down” the tree, choosing a left or a right branch according to

whether the next bit in the list is a zero or a one. (This is done with the function choose_branch.)

When it reaches a leaf, it returns the symbol at that leaf as the next symbol in the message by

pairing it onto the result of decoding the rest of the message, starting at the root of the tree.
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Note the error check in the �nal clause of choose_branch, which complains if the function

�nds something other than a zero or a one in the input data.

Sets of weighted elements

In our representation of trees, each non-leaf node contains a set of symbols, which we have

represented as a simple list. However, the tree-generating algorithm discussed above requires

that we also work with sets of leaves and trees, successively merging the two smallest items.

Since we will be required to repeatedly �nd the smallest item in a set, it is convenient to use

an ordered representation for this kind of set.

We will represent a set of leaves and trees as a list of elements, arranged in increasing order of

weight. The following adjoin_set function for constructing sets is similar to the one described

in exercise 2.61; however, items are compared by their weights, and the element being added

to the set is never already in it.

Ifunction adjoin_set(x, set) {

return is_null(set)

? list(x)

: weight(x) < weight(head(set))

? pair(x, set)

: pair(head(set), adjoin_set(x, tail(set)));

}

The following function takes a list of symbol-frequency pairs such as

list(list("A", 4), list("B", 2), list("C", 1), list("D", 1))

and constructs an initial ordered set of leaves, ready to be merged according to the Hu�man

algorithm:

Ifunction make_leaf_set(pairs) {

if (is_null(pairs)) {

return null;

} else {

const first_pair = head(pairs);

return adjoin_set(

make_leaf(head(first_pair), // symb

head(tail(first_pair))), // freq

make_leaf_set(tail(pairs)));

}

}
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Exercise 2.67

De�ne an encoding tree and a sample message:

Iconst sample_tree =

make_code_tree(

make_leaf("A",4),

make_code_tree(

make_leaf("B",2),

make_code_tree(

make_leaf("D",1),

make_leaf("C",1))));

const sample_message =

list(0, 1, 1, 0, 0, 1, 0, 1, 0, 1, 1, 1, 0);

Use the decode function to decode the message, and give the result.

Exercise 2.68

The encode function takes as arguments a message and a tree and produces the list of bits

that gives the encoded message.

Ifunction encode(message, tree) {

return is_null(message)

? null

: append(encode_symbol(head(message), tree),

encode(tail(message), tree));

}

Write the function encode_symbol that returns the list of bits that encodes a given symbol

according to a given tree. You should design encode_symbol so that it signals an error if the

symbol is not in the tree at all. Test your function by encoding the result you obtained in

exercise 2.67 with the sample tree and seeing whether it is the same as the original sample

message.

Exercise 2.69

The following function takes as its argument a list of symbol-frequency pairs (where no symbol

appears in more than one pair) and generates a Hu�man encoding tree according to the

Hu�man algorithm.

Ifunction generate_huffman_tree(pairs) {

return successive_merge(make_leaf_set(pairs));

}

The function make_leaf_set that transforms the list of pairs into an ordered set of leaves
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is given above. Write the function successive_merge using make_code_tree to successively

merge the smallest-weight elements of the set until there is only one element left, which is the

desired Hu�man tree. (This function is slightly tricky, but not really complicated. If you �nd

yourself designing a complex function, then you are almost certainly doing something wrong.

You can take signi�cant advantage of the fact that we are using an ordered set representation.)

Exercise 2.70

The following eight-symbol alphabet with associated relative frequencies was designed to

e�ciently encode the lyrics of 1950s rock songs. (Note that the “symbols” of an “alphabet”

need not be individual letters.)

A 2 NA 16

BOOM 1 SHA 3

GET 1 YIP 9

JOB 2 WAH 1

Use generate_huffman_tree (exercise 2.69) to generate a corresponding Hu�man tree, and

use encode (exercise 2.68) to encode the following message:

Get a job

Sha na na na na na na na na

Get a job

Sha na na na na na na na na

Wah yip yip yip yip yip yip yip yip yip

Sha boom

How many bits are required for the encoding? What is the smallest number of bits that would

be needed to encode this song if we used a �xed-length code for the eight-symbol alphabet?

Exercise 2.71

Suppose we have a Hu�man tree for an alphabet ofn symbols, and that the relative frequencies

of the symbols are 1, 2, 4, . . . , 2
n−1

. Sketch the tree for n=5; for n=10. In such a tree (for general

n) how may bits are required to encode the most frequent symbol? the least frequent symbol?

Exercise 2.72

Consider the encoding function that you designed in exercise 2.68. What is the order of growth

in the number of steps needed to encode a symbol? Be sure to include the number of steps

needed to search the symbol list at each node encountered. To answer this question in general
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is di�cult. Consider the special case where the relative frequencies of the n symbols are as

described in exercise 2.71, and give the order of growth (as a function of n) of the number of

steps needed to encode the most frequent and least frequent symbols in the alphabet.

2.4 Multiple Representations for Abstract Data

We have introduced data abstraction, a methodology for structuring systems in such a way that

much of a program can be speci�ed independent of the choices involved in implementing the

data objects that the program manipulates. For example, we saw in section 2.1.1 how to separate

the task of designing a program that uses rational numbers from the task of implementing

rational numbers in terms of the computer language’s primitive mechanisms for constructing

compound data. The key idea was to erect an abstraction barrier—in this case, the selectors

and constructors for rational numbers (make_rat, numer, denom)—that isolates the way rational

numbers are used from their underlying representation in terms of list structure. A similar

abstraction barrier isolates the details of the functions that perform rational arithmetic add_rat,

sub_rat, mul_rat, and div_rat) from the “higher-level” functions that use rational numbers.

The resulting program has the structure shown in �gure 2.1.

These data-abstraction barriers are powerful tools for controlling complexity. By isolating

the underlying representations of data objects, we can divide the task of designing a large

program into smaller tasks that can be performed separately. But this kind of data abstraction

is not yet powerful enough, because it may not always make sense to speak of “the underlying

representation” for a data object.

For one thing, there might be more than one useful representation for a data object, and

we might like to design systems that can deal with multiple representations. To take a simple

example, complex numbers may be represented in two almost equivalent ways: in rectan-

gular form (real and imaginary parts) and in polar form (magnitude and angle). Sometimes

rectangular form is more appropriate and sometimes polar form is more appropriate. Indeed,

it is perfectly plausible to imagine a system in which complex numbers are represented in

both ways, and in which the functions for manipulating complex numbers work with either

representation.

More importantly, programming systems are often designed by many people working over

extended periods of time, subject to requirements that change over time. In such an environ-

ment, it is simply not possible for everyone to agree in advance on choices of data represen-

tation. So in addition to the data-abstraction barriers that isolate representation from use,

we need abstraction barriers that isolate di�erent design choices from each other and permit

di�erent choices to coexist in a single program. Furthermore, since large programs are often

created by combining pre-existing modules that were designed in isolation, we need conven-
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tions that permit programmers to incorporate modules into larger systems additively, that is,

without having to redesign or reimplement these modules.

In this section, we will learn how to cope with data that may be represented in di�erent

ways by di�erent parts of a program. This requires constructing generic functions—functions

that can operate on data that may be represented in more than one way. Our main technique

for building generic functions will be to work in terms of data objects that have type tags, that

is, data objects that include explicit information about how they are to be processed. We will

also discuss data-directed programming, a powerful and convenient implementation strategy

for additively assembling systems with generic operations.

We begin with the simple complex-number example. We will see how type tags and data-

directed style enable us to design separate rectangular and polar representations for com-

plex numbers while maintaining the notion of an abstract “complex-number” data object.

We will accomplish this by de�ning arithmetic functions for complex numbers (add_complex,

sub_complex, mul_complex, and div_complex) in terms of generic selectors that access parts

of a complex number independent of how the number is represented. The resulting complex-

number system, as shown in �gure 2.19, contains two di�erent kinds of abstraction barriers.

The “horizontal” abstraction barriers play the same role as the ones in �gure 2.1. They isolate

“higher-level” operations from “lower-level” representations. In addition, there is a “vertical”

barrier that gives us the ability to separately design and install alternative representations.

add_complex

Programs that use complex numbers

Complex-arithmetic package

Rectangular
representation

Polar
representation

List structure and 
primitive machine arithmetic

sub_complex

mul_complex

div_complex

Figure 2.19: Data-abstraction barriers in the complex-number system.

In section 2.5 we will show how to use type tags and data-directed style to develop a generic

arithmetic package. This provides functions (add, mul, and so on) that can be used to manipulate

all sorts of “numbers” and can be easily extended when a new kind of number is needed. In
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section 2.5.3, we’ll show how to use generic arithmetic in a system that performs symbolic

algebra.

2.4.1 Representations for Complex Numbers

We will develop a system that performs arithmetic operations on complex numbers as a simple

but unrealistic example of a program that uses generic operations. We begin by discussing

two plausible representations for complex numbers as ordered pairs: rectangular form (real

part and imaginary part) and polar form (magnitude and angle).
39

Section 2.4.2 will show how

both representations can be made to coexist in a single system through the use of type tags

and generic operations.

Like rational numbers, complex numbers are naturally represented as ordered pairs. The set

of complex numbers can be thought of as a two-dimensional space with two orthogonal axes,

the “real” axis and the “imaginary” axis. (See �gure 2.20.) From this point of view, the complex

number z = x + iy (where i2 = −1) can be thought of as the point in the plane whose real

coordinate is x and whose imaginary coordinate is y. Addition of complex numbers reduces

in this representation to addition of coordinates:

Real-part(z1 + z2) = Real-part(z1) + Real-part(z2)

Imaginary-part(z1 + z2) = Imaginary-part(z1) + Imaginary-part(z2)

When multiplying complex numbers, it is more natural to think in terms of representing

a complex number in polar form, as a magnitude and an angle (r and A in �gure 2.20). The

product of two complex numbers is the vector obtained by stretching one complex number by

the length of the other and then rotating it through the angle of the other:

Magnitude(z1 · z2) = Magnitude(z1) ·Magnitude(z2)

Angle(z1 · z2) = Angle(z1) + Angle(z2)

Thus, there are two di�erent representations for complex numbers, which are appropriate for

di�erent operations. Yet, from the viewpoint of someone writing a program that uses complex

numbers, the principle of data abstraction suggests that all the operations for manipulating

complex numbers should be available regardless of which representation is used by the com-

39
In actual computational systems, rectangular form is preferable to polar form most of the time because of

roundo� errors in conversion between rectangular and polar form. This is why the complex-number example is

unrealistic. Nevertheless, it provides a clear illustration of the design of a system using generic operations and a

good introduction to the more substantial systems to be developed later in this chapter.
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puter. For example, it is often useful to be able to �nd the magnitude of a complex number

that is speci�ed by rectangular coordinates. Similarly, it is often useful to be able to determine

the real part of a complex number that is speci�ed by polar coordinates.

Imaginary

Real

z = x + iy = re

A

y

x

r

iA

Figure 2.20: Complex numbers as points in the plane.

To design such a system, we can follow the same data-abstraction strategy we followed in de-

signing the rational-number package in section 2.1.1. Assume that the operations on complex

numbers are implemented in terms of four selectors: real_part, imag_part, magnitude, and

angle. Also assume that we have two functions for constructing complex numbers: make_from_real_imag

returns a complex number with speci�ed real and imaginary parts, and make_from_mag_ang

returns a complex number with speci�ed magnitude and angle. These functions have the

property that, for any complex number z, both

make_from_real_imag(real_part(z),imag_part(z));

and

make_from_mag_ang(magnitude(z), angle(z));

produce complex numbers that are equal to z.

Using these constructors and selectors, we can implement arithmetic on complex numbers

using the “abstract data” speci�ed by the constructors and selectors, just as we did for rational

numbers in section 2.1.1. As shown in the formulas above, we can add and subtract complex

numbers in terms of real and imaginary parts while multiplying and dividing complex numbers

in terms of magnitudes and angles:

function add_complex(z1, z2) {

return make_from_real_imag(

real_part(z1) + real_part(z2),
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imag_part(z1) + imag_part(z2));

}

function sub_complex(z1, z2) {

return make_from_real_imag(

real_part(z1) - real_part(z2),

imag_part(z1) - imag_part(z2));

}

function mul_complex(z1, z2) {

return make_from_mag_ang(

magnitude(z1) * magnitude(z2),

angle(z1) + angle(z2));

}

function div_complex(z1, z2) {

return make_from_mag_ang(

magnitude(z1) / magnitude(z2),

angle(z1) - angle(z2));

}

To complete the complex-number package, we must choose a representation and we must

implement the constructors and selectors in terms of primitive numbers and primitive list

structure. There are two obvious ways to do this: We can represent a complex number in

“rectangular form” as a pair (real part, imaginary part) or in “polar form” as a pair (magnitude,

angle). Which shall we choose?

In order to make the di�erent choices concrete, imagine that there are two programmers,

Ben Bitdiddle and Alyssa P. Hacker, who are independently designing representations for the

complex-number system. Ben chooses to represent complex numbers in rectangular form. With

this choice, selecting the real and imaginary parts of a complex number is straightforward, as

is constructing a complex number with given real and imaginary parts. To �nd the magnitude

and the angle, or to construct a complex number with a given magnitude and angle, he uses

the trigonometric relations

x = r cosA r =
√
x2 + y2

y = r sinA A = arctan(y,x)

which relate the real and imaginary parts (x , y) to the magnitude and the angle (r ,A).40
Ben’s

representation is therefore given by the following selectors and constructors:

Ifunction real_part(z) {

return head(z);

}

function imag_part(z) {

40
The arctangent function referred to here, computed by JavaScript’s math_atan2 function, is de�ned so as to

take two arguments y and x and to return the angle whose tangent is y/x . The signs of the arguments determine

the quadrant of the angle.
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return tail(z);

}

function magnitude(z) {

return math_sqrt(

square(real_part(z)) +

square(imag_part(z)));

}

function angle(z) {

return math_atan2(imag_part(z),real_part(z));

}

function make_from_real_imag(x, y) {

return pair(x, y);

}

function make_from_mag_ang(r, a) {

return pair(r * math_cos(a), r * math_sin(a));

}

Alyssa, in contrast, chooses to represent complex numbers in polar form. For her, selecting

the magnitude and angle is straightforward, but she has to use the trigonometric relations to

obtain the real and imaginary parts. Alyssa’s representation is:

Ifunction real_part(z) {

return magnitude(z) * math_cos(angle(z));

}

function imag_part(z) {

return magnitude(z) * math_sin(angle(z));

}

function magnitude(z) {

return head(z);

}

function angle(z) {

return tail(z);

}

function make_from_real_imag(x, y) {

return pair(math_sqrt(square(x) + square(y)),

math_atan2(y, x));

}

function make_from_mag_ang(r, a) {

return pair(r, a);

}

The discipline of data abstraction ensures that the same implementation of add_complex,

sub_complex, mul_complex, and div_complex will work with either Ben’s representation or

Alyssa’s representation.
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2.4.2 Tagged data

One way to view data abstraction is as an application of the “principle of least commitment.” In

implementing the complex-number system in section 2.4.1, we can use either Ben’s rectangular

representation or Alyssa’s polar representation. The abstraction barrier formed by the selectors

and constructors permits us to defer to the last possible moment the choice of a concrete

representation for our data objects and thus retain maximum �exibility in our system design.

The principle of least commitment can be carried to even further extremes. If we desire, we

can maintain the ambiguity of representation even after we have designed the selectors and

constructors, and elect to use both Ben’s representation and Alyssa’s representation. If both

representations are included in a single system, however, we will need some way to distinguish

data in polar form from data in rectangular form. Otherwise, if we were asked, for instance,

to �nd the magnitude of the pair (3, 4), we wouldn’t know whether to answer 5 (interpreting

the number in rectangular form) or 3 (interpreting the number in polar form). A straightfor-

ward way to accomplish this distinction is to include a type tag—the string "rectangular"

or "polar"—as part of each complex number. Then when we need to manipulate a complex

number we can use the tag to decide which selector to apply.

In order to manipulate tagged data, we will assume that we have functions type_tag and

contents that extract from a data object the tag and the actual contents (the polar or rectangular

coordinates, in the case of a complex number). We will also postulate a function attach_tag

that takes a tag and contents and produces a tagged data object. A straightforward way to

implement this is to use ordinary list structure:

Ifunction attach_tag(type_tag, contents) {

return pair(type_tag, contents);

}

function type_tag(datum) {

return is_pair(datum)

? head(datum)

: error(datum, "bad tagged datum -- type_tag");

}

function contents(datum) {

return is_pair(datum)

? tail(datum)

: error(datum, "bad tagged datum -- contents");

}

Using these functions, we can de�ne predicates is_rectangular and is_polar, which rec-

ognize rectangular and polar numbers, respectively:

function is_rectangular(z) {

return type_tag(z) === "rectangular";
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}

function is_polar(z) {

return type_tag(z) === "polar";

}

With type tags, Ben and Alyssa can now modify their code so that their two di�erent repre-

sentations can coexist in the same system. Whenever Ben constructs a complex number, he

tags it as rectangular. Whenever Alyssa constructs a complex number, she tags it as polar. In

addition, Ben and Alyssa must make sure that the names of their functions do not con�ict.

One way to do this is for Ben to append the su�x rectangular to the name of each of his

representation functions and for Alyssa to append polar to the names of hers. Here is Ben’s

revised rectangular representation from section 2.4.1:

Ifunction real_part_rectangular(z) {

return head(z);

}

function imag_part_rectangular(z) {

return tail(z);

}

function magnitude_rectangular(z) {

return math_sqrt(square(real_part_rectangular(z))

+

square(imag_part_rectangular(z)));

}

function angle_rectangular(z) {

return math_atan(imag_part_rectangular(z),

real_part_rectangular(z));

}

function make_from_real_imag_rectangular(x, y) {

return attach_tag("rectangular",

pair(x, y));

}

function make_from_mag_ang_rectangular(r, a) {

return attach_tag("rectangular",

pair(r * math_cos(a), r * math_sin(a)));

}

and here is Alyssa’s revised polar representation:

Ifunction real_part_polar(z) {

return magnitude_polar(z) * math_cos(angle_polar(z));

}

function imag_part_polar(z) {

return magnitude_polar(z) * math_sin(angle_polar(z));

}

function magnitude_polar(z) {

return head(z);

}
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function angle_polar(z) {

return tail(z);

}

function make_from_real_imag_polar(x, y) {

return attach_tag("polar",

pair(math_sqrt(square(x) + square(y)),

math_atan(y, x)));

}

function make_from_mag_ang_polar(r, a) {

return attach_tag("polar",

pair(r, a));

}

Each generic selector is implemented as a function that checks the tag of its argument and

calls the appropriate function for handling data of that type. For example, to obtain the real

part of a complex number, real_part examines the tag to determine whether to use Ben’s

real_part_rectangular or Alyssa’s real_part_polar. In either case, we use contents to ex-

tract the bare, untagged datum and send this to the rectangular or polar function as required:

Ifunction real_part(z) {

return is_rectangular(z)

? real_part_rectangular(contents(z))

: is_polar(z)

? real_part_polar(contents(z))

: error(z, "Unknown type -- real_part");

}

function imag_part(z) {

return is_rectangular(z)

? imag_part_rectangular(contents(z))

: is_polar(z)

? imag_part_polar(contents(z))

: error(z, "Unknown type -- imag_part");

}

function magnitude(z) {

return is_rectangular(z)

? magnitude_rectangular(contents(z))

: is_polar(z)

? magnitude_polar(contents(z))

: error(z, "Unknown type -- magnitude");

}

function angle(z) {

return is_rectangular(z)

? angle_rectangular(contents(z))

: is_polar(z)

? angle_polar(contents(z))

: error(z, "Unknown type -- angle");

}
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To implement the complex-number arithmetic operations, we can use the same functions

add_complex, sub_complex, mul_complex, and div_complex from section 2.4.1, because the se-

lectors they call are generic, and so will work with either representation. For example, the

function add_complex is still

function add_complex(z1, z2) {

return make_from_real_imag(

real_part(z1) + real_part(z2),

imag_part(z1) + imag_part(z2));

}

Finally, we must choose whether to construct complex numbers using Ben’s representation

or Alyssa’s representation. One reasonable choice is to construct rectangular numbers when-

ever we have real and imaginary parts and to construct polar numbers whenever we have

magnitudes and angles:

Ifunction make_from_real_imag(x, y) {

return make_from_real_imag_rectangular(x, y);

}

function make_from_mag_ang(r, a) {

return make_from_mag_ang_polar(r, a);

}

add_complex  sub_complex  mul_complex  div_complex

Programs that use complex numbers

Complex-arithmetic package

Rectangular
representation

Polar
representation

List structure and primitive machine arithmetic

real_part

imag_part

magnitude

angle

Figure 2.21: Structure of the generic complex-arithmetic system.

The resulting complex-number system has the structure shown in �gure 2.21. The system

has been decomposed into three relatively independent parts: the complex-number-arithmetic

operations, Alyssa’s polar implementation, and Ben’s rectangular implementation. The polar

and rectangular implementations could have been written by Ben and Alyssa working sep-
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arately, and both of these can be used as underlying representations by a third programmer

implementing the complex-arithmetic functions in terms of the abstract constructor/selector

interface.

Since each data object is tagged with its type, the selectors operate on the data in a generic

manner. That is, each selector is de�ned to have a behavior that depends upon the particular

type of data it is applied to. Notice the general mechanism for interfacing the separate rep-

resentations: Within a given representation implementation (say, Alyssa’s polar package) a

complex number is an untyped pair (magnitude, angle). When a generic selector operates on

a number of polar type, it strips o� the tag and passes the contents on to Alyssa’s code. Con-

versely, when Alyssa constructs a number for general use, she tags it with a type so that it can

be appropriately recognized by the higher-level functions. This discipline of stripping o� and

attaching tags as data objects are passed from level to level can be an important organizational

strategy, as we shall see in section 2.5.

2.4.3 Data-Directed Programming and Additivity

The general strategy of checking the type of a datum and calling an appropriate function is

called dispatching on type. This is a powerful strategy for obtaining modularity in system design.

On the other hand, implementing the dispatch as in section 2.4.2 has two signi�cant weaknesses.

One weakness is that the generic interface functions (real_part, imag_part, magnitude, and

angle) must know about all the di�erent representations. For instance, suppose we wanted to

incorporate a new representation for complex numbers into our complex-number system. We

would need to identify this new representation with a type, and then add a clause to each of

the generic interface functions to check for the new type and apply the appropriate selector

for that representation.

Another weakness of the technique is that even though the individual representations can

be designed separately, we must guarantee that no two functions in the entire system have the

same name. This is why Ben and Alyssa had to change the names of their original functions

from section 2.4.1.

The issue underlying both of these weaknesses is that the technique for implementing

generic interfaces is not additive. The person implementing the generic selector functions

must modify those functions each time a new representation is installed, and the people in-

terfacing the individual representations must modify their code to avoid name con�icts. In

each of these cases, the changes that must be made to the code are straightforward, but they

must be made nonetheless, and this is a source of inconvenience and error. This is not much

of a problem for the complex-number system as it stands, but suppose there were not two

but hundreds of di�erent representations for complex numbers. And suppose that there were
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many generic selectors to be maintained in the abstract-data interface. Suppose, in fact, that

no one programmer knew all the interface functions or all the representations. The problem is

real and must be addressed in such programs as large-scale data-base-management systems.

What we need is a means for modularizing the system design even further. This is provided

by the programming technique known as data-directed programming. To understand how data-

directed programming works, begin with the observation that whenever we deal with a set of

generic operations that are common to a set of di�erent types we are, in e�ect, dealing with a

two-dimensional table that contains the possible operations on one axis and the possible types

on the other axis. The entries in the table are the functions that implement each operation for

each type of argument presented. In the complex-number system developed in the previous

section, the correspondence between operation name, data type, and actual function was spread

out among the various conditional clauses in the generic interface functions. But the same

information could have been organized in a table, as shown in �gure 2.22.

Data-directed programming is the technique of designing programs to work with such a table

directly. Previously, we implemented the mechanism that interfaces the complex-arithmetic

code with the two representation packages as a set of functions that each perform an explicit

dispatch on type. Here we will implement the interface as a single function that looks up the

combination of the operation name and argument type in the table to �nd the correct function

to apply, and then applies it to the contents of the argument. If we do this, then to add a new

representation package to the system we need not change any existing functions; we need

only add new entries to the table.

real_part

imag_part

magnitude

angle

real_part_polar

imag_part_polar

magnitude_polar

angle_polar

real_part_rectangular

imag_part_rectangular

magnitude_rectangular

angle_rectangular

Types
Polar RectangularOperations

Figure 2.22: Table of operations for the complex-number system.

To implement this plan, assume that we have two functions, put and get, for manipulating

the operation-and-type table:

– put(op, type, item)

installs the item in the table, indexed by the op and the type.
– get(op, type)
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looks up the op, type entry in the table and returns the item found there. If no item is

found, get returns a unique primitive value that is referred to by the name undefined.
41

For now, we can assume that put and get are included in our language. In chapter 3 (sec-

tion 3.3.3) we will see how to implement these and other operations for manipulating tables.

Here is how data-directed programming can be used in the complex-number system. Ben,

who developed the rectangular representation, implements his code just as he did originally.

He de�nes a collection of functions or a package, and interfaces these to the rest of the system

by adding entries to the table that tell the system how to operate on rectangular numbers. This

is accomplished by calling the following function:

Ifunction install_rectangular_package() {

// internal functions

function real_part(z) { return head(z); }

function imag_part(z) { return tail(z); }

function make_from_real_imag(x, y) { return pair(x, y); }

function magnitude(z) {

return math_sqrt(square(real_part(z)) +

square(imag_part(z)));

}

function angle(z) {

return math_atan(imag_part(z), real_part(z));

}

function make_from_mag_ang(r, a) {

return pair(r * math_cos(a), r * math_sin(a));

}

// interface to the rest of the system

function tag(x) {

return attach_tag("rectangular", x);

}

put("real_part", list("rectangular"), real_part);

put("imag_part", list("rectangular"), imag_part);

put("magnitude", list("rectangular"), magnitude);

put("angle", list("rectangular"), angle);

put("make_from_real_imag", "rectangular",

(x, y) => tag(make_from_real_imag(x, y)));

put("make_from_mag_ang", "rectangular",

(r, a) => tag(make_from_mag_ang(r, a)));

return "done";

}

install_rectangular_package();

41
The name undefined is predeclared in any JavaScript implementation and should not be used other than to

refer to that primitive value.
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Notice that the internal functions here are the same functions from section 2.4.1 that Ben wrote

when he was working in isolation. No changes are necessary in order to interface them to the

rest of the system. Moreover, since these function declarations are internal to the installation

function, Ben needn’t worry about name con�icts with other functions outside the rectangular

package. To interface these to the rest of the system, Ben installs his real_part function under

the operation name real_part and the type list("rectangular"), and similarly for the other

selectors.
42

The interface also de�nes the constructors to be used by the external system.
43

These are identical to Ben’s internally de�ned constructors, except that they attach the tag.

Alyssa’s polar package is analogous:

Ifunction install_polar_package() {

// internal functions

function magnitude(z) { return head(z); }

function angle(z) { return tail(z); }

function make_from_mag_ang(r, a) { return pair(r, a); }

function real_part(z) {

return magnitude(z) * math_cos(angle(z));

}

function imag_part(z) {

return magnitude(z) * math_sin(angle(z));

}

function make_from_real_imag(x, y) {

return pair(math_sqrt(square(x) + square(y)),

math_atan(y, x));

}

// interface to the rest of the system

function tag(x) { return attach_tag("polar", x); }

put("real_part", list("polar"), real_part);

put("imag_part", list("polar"), imag_part);

put("magnitude", list("polar"), magnitude);

put("angle", list("polar"), angle);

put("make_from_real_imag", "polar",

(x, y) => tag(make_from_real_imag(x, y)));

put("make_from_mag_ang", "polar",

(r, a) => tag(make_from_mag_ang(r, a)));

return "done";

}

Even though Ben and Alyssa both still use their original functions de�ned with the same

names as each other’s (e.g., real_part), these de�nitions are now internal to di�erent functions

(see section 1.1.8), so there is no name con�ict.

42
We use the list list("rectangular") rather than the string "rectangular" to allow for the possibility of

operations with multiple arguments, not all of the same type.

43
The type the constructors are installed under needn’t be a list because a constructor is always used to make

an object of one particular type.
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The complex-arithmetic selectors access the table by means of a general “operation” function

called apply_generic, which applies a generic operation to some arguments. The function

apply_generic looks in the table under the name of the operation and the types of the argu-

ments and applies the resulting function if one is present:
44

function apply_generic(op, args) {

const type_tags = map(type_tag, args);

const fun = get(op, type_tags);

return fun !== undefined

? apply(fun, map(contents, args))

: error(list(op, type_tags),

"No method for these types in apply_generic");

}

Using apply_generic, we can de�ne our generic selectors as follows:

Ifunction real_part(z) {

return apply_generic("real_part", list(z));

}

function imag_part(z) {

return apply_generic("imag_part", list(z));

}

function magnitude(z) {

return apply_generic("magnitude", list(z));

}

function angle(z) {

return apply_generic("angle", list(z));

}

Observe that these do not change at all if a new representation is added to the system.

We can also extract from the table the constructors to be used by the programs external to

the packages in making complex numbers from real and imaginary parts and from magnitudes

and angles. As in section 2.4.2, we construct rectangular numbers whenever we have real and

imaginary parts, and polar numbers whenever we have magnitudes and angles:

Ifunction make_from_real_imag(x, y) {

return get("make_from_real_imag", "rectangular")(x, y);

}

function make_from_mag_ang(r, a) {

return get("make_from_mag_ang", "polar")(r, a);

44
In apply_generic, op has as its value the �rst argument to apply_generic and args has as its value a list of

the remaining arguments.

The function apply_generic also uses the primitive function apply given in our JavaScript environment, which

takes two arguments, a function and a list. The function apply applies the function, using the elements in the

list as arguments. For example,

apply(sum_of_squares, list(1, 3))
returns 10.
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}

Exercise 2.73

Section 2.3.2 described a program that performs symbolic di�erentiation:

Ifunction deriv(exp, variable) {

return is_number(exp)

? 0

: is_variable(exp)

? (is_same_variable(exp, variable)) ? 1 : 0

: is_sum(exp)

? make_sum(deriv(addend(exp), variable),

deriv(augend(exp), variable))

: is_product(exp)

? make_sum(make_product(multiplier(exp),

deriv(multiplicand(exp),

variable)),

make_product(deriv(multiplier(exp),

variable),

multiplicand(exp)))

// more rules can be added here

: error(exp,

"unknown expression type -- deriv");

}

Ideriv(list("*", list("*", "x", "y"), list("+", "x", 4)), "x");

l i s t ( "+ " , l i s t ( " ∗ " , l i s t ( " ∗ " , x , y ) , l i s t ( "+ " , 1 , 0 ) ) ,
l i s t ( " ∗ " , l i s t ( "+ " , l i s t ( " ∗ " , x , 0 ) , l i s t ( " ∗ " , 1 , y ) ) ,

l i s t ( "+ " , x , 4 ) ) )

We can regard this program as performing a dispatch on the type of the expression to be

di�erentiated. In this situation the “type tag” of the datum is the algebraic operator symbol

(such as +) and the operation being performed is deriv. We can transform this program into

data-directed style by rewriting the basic derivative function as

function deriv(exp, variable) {

return is_number(exp)

? 0

: is_variable(exp)

? (is_same_variable(exp, variable) ? 1 : 0)

: get("deriv",

operator(exp))(operands(exp), variable);

}

function operator(exp) {

return head(exp);

}
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function operands(exp) {

return tail(exp);

}

a. Explain what was done above. Why can’t we assimilate the predicates is_number and

is_variable into the data-directed dispatch?

b. Write the functions for derivatives of sums and products, and the auxiliary code required

to install them in the table used by the program above.

c. Choose any additional di�erentiation rule that you like, such as the one for exponents

(exercise 2.56), and install it in this data-directed system.

d. In this simple algebraic manipulator the type of an expression is the algebraic operator

that binds it together. Suppose, however, we indexed the functions in the opposite way,

so that the dispatch line in deriv looked like

get(operator(exp), "deriv")(operands(exp), variable);

What corresponding changes to the derivative system are required?

Exercise 2.74

Insatiable Enterprises, Inc., is a highly decentralized conglomerate company consisting of a

large number of independent divisions located all over the world. The company’s computer

facilities have just been interconnected by means of a clever network-interfacing scheme that

makes the entire network appear to any user to be a single computer. Insatiable’s president,

in her �rst attempt to exploit the ability of the network to extract administrative information

from division �les, is dismayed to discover that, although all the division �les have been

implemented as data structures in JavaScript, the particular data structure used varies from

division to division. A meeting of division managers is hastily called to search for a strategy to

integrate the �les that will satisfy headquarters’ needs while preserving the existing autonomy

of the divisions.

Show how such a strategy can be implemented with data-directed programming. As an

example, suppose that each division’s personnel records consist of a single �le, which contains

a set of records keyed on employees’ names. The structure of the set varies from division

to division. Furthermore, each employee’s record is itself a set (structured di�erently from

division to division) that contains information keyed under identi�ers such as address and

salary. In particular:

a. Implement for headquarters a get_record function that retrieves a speci�ed employee’s

record from a speci�ed personnel �le. The function should be applicable to any division’s

�le. Explain how the individual divisions’ �les should be structured. In particular, what

type information must be supplied?

b. Implement for headquarters a get_salary function that returns the salary information
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from a given employee’s record from any division’s personnel �le. How should the

record be structured in order to make this operation work?

c. Implement for headquarters a find_employee_record function. This should search all

the divisions’ �les for the record of a given employee and return the record. Assume

that this function takes as arguments an employee’s name and a list of all the divisions’

�les.

d. When Insatiable takes over a new company, what changes must be made in order to

incorporate the new personnel information into the central system?

Message passing

The key idea of data-directed programming is to handle generic operations in programs by

dealing explicitly with operation-and-type tables, such as the table in �gure 2.22. The style of

programming we used in section 2.4.2 organized the required dispatching on type by having

each operation take care of its own dispatching. In e�ect, this decomposes the operation-and-

type table into rows, with each generic operation function representing a row of the table.

An alternative implementation strategy is to decompose the table into columns and, in-

stead of using “intelligent operations” that dispatch on data types, to work with “intelligent

data objects” that dispatch on operation names. We can do this by arranging things so that

a data object, such as a rectangular number, is represented as a function that takes as in-

put the required operation name and performs the operation indicated. In such a discipline,

make_from_real_imag could be written as

Ifunction make_from_real_imag(x, y) {

function dispatch(op) {

return op === "real_part"

? x

: op === "imag_part"

? y

: op === "magnitude"

? math_sqrt(square(x) + square(y))

: op === "angle"

? math_atan(y, x)

: error(op,

"Unknown op -- make_from_real_imag");

}

return dispatch;

}

The corresponding apply_generic function, which applies a generic operation to an argument,

now simply feeds the operation’s name to the data object and lets the object do the work:
45

45
One limitation of this organization is it permits only generic functions of one argument.
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Ifunction apply_generic(op, arg) {

return head(arg)(op);

}

Note that the value returned by make_from_real_imag is a function—the internal dispatch

function. This is the function that is invoked when apply_generic requests an operation to

be performed.

This style of programming is called message passing. The name comes from the image that

a data object is an entity that receives the requested operation name as a “message.” We have

already seen an example of message passing in section 2.1.3, where we saw how pair, head,

and tail could be de�ned with no data objects but only functions. Here we see that message

passing is not a mathematical trick but a useful technique for organizing systems with generic

operations. In the remainder of this chapter we will continue to use data-directed programming,

rather than message passing, to discuss generic arithmetic operations. In chapter 3 we will

return to message passing, and we will see that it can be a powerful tool for structuring

simulation programs.

Exercise 2.75

Implement the constructor make_from_mag_ang in message-passing style. This function should

be analogous to the make_from_real_imag function given above.

Exercise 2.76

As a large system with generic operations evolves, new types of data objects or new operations

may be needed. For each of the three strategies—generic operations with explicit dispatch, data-

directed style, and message-passing-style—describe the changes that must be made to a system

in order to add new types or new operations. Which organization would be most appropriate

for a system in which new types must often be added? Which would be most appropriate for

a system in which new operations must often be added?

2.5 Systems with Generic Operations

In the previous section, we saw how to design systems in which data objects can be represented

in more than one way. The key idea is to link the code that speci�es the data operations to the

several representations by means of generic interface functions. Now we will see how to use

this same idea not only to de�ne operations that are generic over di�erent representations but

also to de�ne operations that are generic over di�erent kinds of arguments. We have already
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seen several di�erent packages of arithmetic operations: the primitive arithmetic (+, -, *, /)

built into our language, the rational-number arithmetic (add_rat, sub_rat, mul_rat, div_rat)

of section 2.1.1, and the complex-number arithmetic that we implemented in section 2.4.3. We

will now use data-directed techniques to construct a package of arithmetic operations that

incorporates all the arithmetic packages we have already constructed.

Figure 2.23 shows the structure of the system we shall build. Notice the abstraction barriers.

From the perspective of someone using “numbers,” there is a single function add that operates

on whatever numbers are supplied. The function add is part of a generic interface that allows

the separate ordinary-arithmetic, rational-arithmetic, and complex-arithmetic packages to be

accessed uniformly by programs that use numbers. Any individual arithmetic package (such as

the complex package) may itself be accessed through generic functions (such as add_complex)

that combine packages designed for di�erent representations (such as rectangular and po-

lar). Moreover, the structure of the system is additive, so that one can design the individual

arithmetic packages separately and combine them to produce a generic arithmetic system.

add  sub  mul  div

add_complex

mul_complex

sub_complex

div_complex

Programs that use numbers

Generic arithmetic package

Complex arithmetic

Rectangular Polar

sub_rat

div_rat

add_rat

mul_rat

Rational
arithmetic

Ordinary
arithmetic

List structure and primitive machine arithmetic

+ -- * /

Figure 2.23: Generic arithmetic system.

2.5.1 Generic Arithmetic Operations

The task of designing generic arithmetic operations is analogous to that of designing the

generic complex-number operations. We would like, for instance, to have a generic addition

function add that acts like ordinary primitive addition + on ordinary numbers, like add_rat on

rational numbers, and like add_complex on complex numbers. We can implement add, and the

other generic arithmetic operations, by following the same strategy we used in section 2.4.3 to
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implement the generic selectors for complex numbers. We will attach a type tag to each kind

of number and cause the generic function to dispatch to an appropriate package according to

the data type of its arguments.

The generic arithmetic functions are de�ned as follows:

function add(x, y) {

return apply_generic("add", list(x, y));

}

function sub(x, y) {

return apply_generic("sub", list(x, y));

}

function mul(x, y) {

return apply_generic("mul", list(x, y));

}

function div(x, y) {

return apply_generic("div", list(x, y));

}

We begin by installing a package for handling ordinary numbers, that is, the primitive numbers

of our language. We will tag these with the string "javascript_number". The arithmetic oper-

ations in this package are the primitive arithmetic functions (so there is no need to de�ne extra

functions to handle the untagged numbers). Since these operations each take two arguments,

they are installed in the table keyed by the list list("javascript_number", "javascript_number"):

Ifunction install_javascript_number_package() {

function tag(x) {

return attach_tag("javascript_number", x);

}

put("add", list("javascript_number", "javascript_number"),

(x, y) => tag(x + y));

put("sub", list("javascript_number", "javascript_number"),

(x, y) => tag(x - y));

put("mul", list("javascript_number", "javascript_number"),

(x, y) => tag(x * y));

put("div", list("javascript_number", "javascript_number"),

(x, y) => tag(x / y));

put("make", "javascript_number",

x => tag(x));

return "done";

}

Users of the JavaScript-number package will create (tagged) ordinary numbers by means of

the function:

Ifunction make_javascript_number(n) {

return get("make", "javascript_number")(n);
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}

Now that the framework of the generic arithmetic system is in place, we can readily in-

clude new kinds of numbers. Here is a package that performs rational arithmetic. Notice that,

as a bene�t of additivity, we can use without modi�cation the rational-number code from

section 2.1.1 as the internal functions in the package:

Ifunction install_rational_package() {

// internal functions

function numer(x) {

return head(x);

}

function denom(x) {

return tail(x);

}

function make_rat(n, d) {

let g = gcd(n, d);

return pair(n / g, d / g);

}

function add_rat(x, y) {

return make_rat(numer(x) * denom(y) +

numer(y) * denom(x),

denom(x) * denom(y));

}

function sub_rat(x, y) {

return make_rat(numer(x) * denom(y) -

numer(y) * denom(x),

denom(x) * denom(y));

}

function mul_rat(x, y) {

return make_rat(numer(x) * numer(y),

denom(x) * denom(y));

}

function div_rat(x, y) {

return make_rat(numer(x) * denom(y),

denom(x) * numer(y));

}

// interface to rest of the system

function tag(x) {

return attach_tag("rational", x);

}

put("add", list("rational", "rational"),

(x, y) => tag(add_rat(x, y)));

put("sub", list("rational", "rational"),

(x, y) => tag(sub_rat(x, y)));

put("mul", list("rational", "rational"),

(x, y) => tag(mul_rat(x, y)));
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put("div", list("rational", "rational"),

(x, y) => tag(div_rat(x, y)));

put("make", "rational",

(n, d) => tag(make_rat(n, d)));

return "done";

}

function make_rational(n, d) {

return (get("make", "rational"))(n, d);

}

We can install a similar package to handle complex numbers, using the tag "complex".

In creating the package, we extract from the table the operations make_from_real_imag and

make_from_mag_ang that were de�ned by the rectangular and polar packages. Additivity per-

mits us to use, as the internal operations, the same add_complex, sub_complex, mul_complex,

and div_complex functions from section 2.4.1.

Ifunction install_complex_package() {

// imported functions from rectangular and polar packages

function make_from_real_imag(x, y) {

return get("make_from_real_imag", "rectangular")(x, y);

}

function make_from_mag_ang(r, a) {

return get("make_from_mag_ang", "polar")(r, a);

}

// internal functions

function add_complex(z1, z2) {

return make_from_real_imag(real_part(z1) +

real_part(z2),

imag_part(z1) +

imag_part(z2));

}

function sub_complex(z1, z2) {

return make_from_real_imag(real_part(z1) -

real_part(z2),

imag_part(z1) -

imag_part(z2));

}

function mul_complex(z1, z2) {

return make_from_mag_ang(magnitude(z1) *

magnitude(z2),

angle(z1) +

angle(z2));

}

function div_complex(z1, z2) {

return make_from_mag_ang(magnitude(z1) /

magnitude(z2),
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angle(z1) -

angle(z2));

}

// interface to rest of the system

function tag(z) {

return attach_tag("complex", z);

}

put("add", list("complex", "complex"),

(z1, z2) => tag(add_complex(z1, z2)));

put("sub", list("complex", "complex"),

(z1, z2) => tag(sub_complex(z1, z2)));

put("mul", list("complex", "complex"),

(z1, z2) => tag(mul_complex(z1, z2)));

put("div", list("complex", "complex"),

(z1, z2) => tag(div_complex(z1, z2)));

put("make_from_real_imag", "complex",

(x, y) => tag(make_from_real_imag(x, y)));

put("make_from_mag_ang", "complex",

(r, a) => tag(make_from_mag_ang(r, a)));

return "done";

}

Programs outside the complex-number package can construct complex numbers either from

real and imaginary parts or from magnitudes and angles. Notice how the underlying functions,

originally de�ned in the rectangular and polar packages, are exported to the complex package,

and exported from there to the outside world.

Ifunction make_complex_from_real_imag(x, y){

return get("make_from_real_imag", "complex")(x, y);

}

function make_complex_from_mag_ang(r, a){

return get("make_from_mag_ang", "complex")(r, a);

}

What we have here is a two-level tag system. A typical complex number, such as 3 + 4i in

rectangular form, would be represented as shown in �gure 2.24. The outer tag ("complex") is

used to direct the number to the complex package. Once within the complex package, the next

tag ("rectangular") is used to direct the number to the rectangular package. In a large and

complicated system there might be many levels, each interfaced with the next by means of

generic operations. As a data object is passed “downward,” the outer tag that is used to direct

it to the appropriate package is stripped o� (by applying contents) and the next level of tag

(if any) becomes visible to be used for further dispatching.
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3 4"complex" "rectangular"

Figure 2.24: Representation of 3 + 4i in rectangular form.

In the above packages, we used add_rat, add_complex, and the other arithmetic functions

exactly as originally written. Once these de�nitions are internal to di�erent installation func-

tions, however, they no longer need names that are distinct from each other: we could simply

name them add, sub, mul, and div in both packages.

Exercise 2.77

Louis Reasoner tries to evaluate the expression magnitude(z)where z is the object shown in �g-

ure 2.24. To his surprise, instead of the answer 5 he gets an error message from apply_generic,

saying there is no method for the operation magnitude on the types ["complex", null]. He

shows this interaction to Alyssa P. Hacker, who says “The problem is that the complex-number

selectors were never de�ned for "complex" numbers, just for "polar" and "rectangular" num-

bers. All you have to do to make this work is add the following to the complex package:”

Iput("real_part", list("complex"), real_part);

put("imag_part", list("complex"), imag_part);

put("magnitude", list("complex"), magnitude);

put("angle", list("complex"), angle);

Describe in detail why this works. As an example, trace through all the functions called in eval-

uating the expression magnitude(z) where z is the object shown in �gure 2.24. In particular,

how many times is apply_generic invoked? What function is dispatched to in each case?

Exercise 2.78

The internal functions in the javascript_number package are essentially nothing more than

calls to the primitive functions +, -, etc. It was not possible to use the primitives of the language

directly because our type-tag system requires that each data object have a type attached to

it. In fact, however, all JavaScript implementations do have a type system, which they use

internally. Primitive predicates such as is_string and is_number determine whether data

objects have particular types. Modify the de�nitions of type_tag, contents, and attach_tag

from section 2.4.2 so that our generic system takes advantage of JavaScript’s internal type

system. That is to say, the system should work as before except that ordinary numbers should

be represented simply as JavaScript numbers rather than as pairs whose head is the string

"javascript_number".
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Exercise 2.79

De�ne a generic equality predicate is_equal that tests the equality of two numbers, and install

it in the generic arithmetic package. This operation should work for ordinary numbers, rational

numbers, and complex numbers.

Exercise 2.80

De�ne a generic predicate is_equal_to_zero that tests if its argument is zero, and install it

in the generic arithmetic package. This operation should work for ordinary numbers, rational

numbers, and complex numbers.

2.5.2 Combining Data of Di�erent Types

We have seen how to de�ne a uni�ed arithmetic system that encompasses ordinary numbers,

complex numbers, rational numbers, and any other type of number we might decide to invent,

but we have ignored an important issue. The operations we have de�ned so far treat the

di�erent data types as being completely independent. Thus, there are separate packages for

adding, say, two ordinary numbers, or two complex numbers. What we have not yet considered

is the fact that it is meaningful to de�ne operations that cross the type boundaries, such as

the addition of a complex number to an ordinary number. We have gone to great pains to

introduce barriers between parts of our programs so that they can be developed and understood

separately. We would like to introduce the cross-type operations in some carefully controlled

way, so that we can support them without seriously violating our module boundaries.

One way to handle cross-type operations is to design a di�erent function for each possi-

ble combination of types for which the operation is valid. For example, we could extend the

complex-number package so that it provides a function for adding complex numbers to ordi-

nary numbers and installs this in the table using the tag list("complex","javascript_number"):
46

I// to be included in the complex package

function add_complex_to_javascript_num(z, x) {

return make_complex_from_real_imag(real_part(z) + x,

imag_part(z));

}

put("add", list("complex", "javascript_number"),

(z, x) => add_complex_to_javascript_num(z, x));

This technique works, but it is cumbersome. With such a system, the cost of introducing

a new type is not just the construction of the package of functions for that type but also

46
We also have to supply an almost identical function to handle the types

list("javascript_number","complex").
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the construction and installation of the functions that implement the cross-type operations.

This can easily be much more code than is needed to de�ne the operations on the type itself.

The method also undermines our ability to combine separate packages additively, or least to

limit the extent to which the implementors of the individual packages need to take account of

other packages. For instance, in the example above, it seems reasonable that handling mixed

operations on complex numbers and ordinary numbers should be the responsibility of the

complex-number package. Combining rational numbers and complex numbers, however, might

be done by the complex package, by the rational package, or by some third package that uses

operations extracted from these two packages. Formulating coherent policies on the division

of responsibility among packages can be an overwhelming task in designing systems with

many packages and many cross-type operations.

Coercion

In the general situation of completely unrelated operations acting on completely unrelated

types, implementing explicit cross-type operations, cumbersome though it may be, is the best

that one can hope for. Fortunately, we can usually do better by taking advantage of additional

structure that may be latent in our type system. Often the di�erent data types are not com-

pletely independent, and there may be ways by which objects of one type may be viewed as

being of another type. This process is called coercion. For example, if we are asked to arith-

metically combine an ordinary number with a complex number, we can view the ordinary

number as a complex number whose imaginary part is zero. This transforms the problem to

that of combining two complex numbers, which can be handled in the ordinary way by the

complex-arithmetic package.

In general, we can implement this idea by designing coercion functions that transform an

object of one type into an equivalent object of another type. Here is a typical coercion function,

which transforms a given ordinary number to a complex number with that real part and zero

imaginary part:

function javascript_number_to_complex(n) {

return make_complex_from_real_imag(contents(n), 0);

}

We install these coercion functions in a special coercion table, indexed under the names of the

two types:

Iput_coercion("javascript_number", "complex",

javascript_number_to_complex);

(We assume that there are put_coercion and get_coercion functions available for manipulat-

ing this table.) Generally some of the slots in the table will be empty, because it is not generally
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possible to coerce an arbitrary data object of each type into all other types. For example, there

is no way to coerce an arbitrary complex number to an ordinary number, so there will be no

general complex_to_javascript_number function included in the table.

Once the coercion table has been set up, we can handle coercion in a uniform manner by

modifying the apply_generic function of section 2.4.3. When asked to apply an operation, we

�rst check whether the operation is de�ned for the arguments’ types, just as before. If so, we

dispatch to the function found in the operation-and-type table. Otherwise, we try coercion. For

simplicity, we consider only the case where there are two arguments.
47

We check the coercion

table to see if objects of the �rst type can be coerced to the second type. If so, we coerce the

�rst argument and try the operation again. If objects of the �rst type cannot in general be

coerced to the second type, we try the coercion the other way around to see if there is a way

to coerce the second argument to the type of the �rst argument. Finally, if there is no known

way to coerce either type to the other type, we give up. Here is the function:

Ifunction apply_generic(op, args) {

const type_tags = map(type_tag, args);

const fun = get(op, type_tags);

if (! is_undefined(fun)) {

return apply(fun, map(contents, args));

} else {

if (length(args) === 2) {

const type1 = head(type_tags);

const type2 = head(tail(type_tags));

const a1 = head(args);

const a2 = head(tail(args));

const t1_to_t2 = get_coercion(type1, type2);

const t2_to_t1 = get_coercion(type2, type1);

if (t1_to_t2 !== null) {

return apply_generic(op,list(t1_to_t2(a1),

a2));

} else if (t2_to_t1 !== null) {

return apply_generic(op, list(a1,

t2_to_t1(a2)));

} else {

return error(list(op, type_tags),

"No method for these types");

}

} else {

return error(list(op, type_tags),

"No method for these types");

}

}

}

47
See exercise 2.82 for generalizations.
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This coercion scheme has many advantages over the method of de�ning explicit cross-type

operations, as outlined above. Although we still need to write coercion functions to relate the

types (possibly n2
functions for a system with n types), we need to write only one function for

each pair of types rather than a di�erent function for each collection of types and each generic

operation.
48

What we are counting on here is the fact that the appropriate transformation

between types depends only on the types themselves, not on the operation to be applied.

On the other hand, there may be applications for which our coercion scheme is not general

enough. Even when neither of the objects to be combined can be converted to the type of the

other it may still be possible to perform the operation by converting both objects to a third

type. In order to deal with such complexity and still preserve modularity in our programs, it is

usually necessary to build systems that take advantage of still further structure in the relations

among types, as we discuss next.

Hierarchies of types

The coercion scheme presented above relied on the existence of natural relations between

pairs of types. Often there is more “global” structure in how the di�erent types relate to each

other. For instance, suppose we are building a generic arithmetic system to handle integers,

rational numbers, real numbers, and complex numbers. In such a system, it is quite natural

to regard an integer as a special kind of rational number, which is in turn a special kind of

real number, which is in turn a special kind of complex number. What we actually have is a

so-called hierarchy of types, in which, for example, integers are a subtype of rational numbers

(i.e., any operation that can be applied to a rational number can automatically be applied to an

integer). Conversely, we say that rational numbers form a supertype of integers. The particular

hierarchy we have here is of a very simple kind, in which each type has at most one supertype

and at most one subtype. Such a structure, called a tower, is illustrated in �gure 2.25.

48
If we are clever, we can usually get by with fewer than n2

coercion functions. For instance, if we know how

to convert from type 1 to type 2 and from type 2 to type 3, then we can use this knowledge to convert from type

1 to type 3. This can greatly decrease the number of coercion functions we need to supply explicitly when we

add a new type to the system. If we are willing to build the required amount of sophistication into our system,

we can have it search the “graph” of relations among types and automatically generate those coercion functions

that can be inferred from the ones that are supplied explicitly.
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Figure 2.25: A tower of types.

If we have a tower structure, then we can greatly simplify the problem of adding a new

type to the hierarchy, for we need only specify how the new type is embedded in the next

supertype above it and how it is the supertype of the type below it. For example, if we want to

add an integer to a complex number, we need not explicitly de�ne a special coercion function

integer_to_complex. Instead, we de�ne how an integer can be transformed into a rational

number, how a rational number is transformed into a real number, and how a real number is

transformed into a complex number. We then allow the system to transform the integer into

a complex number through these steps and then add the two complex numbers.

We can redesign our apply_generic function in the following way: For each type, we need

to supply a raise function, which “raises” objects of that type one level in the tower. Then

when the system is required to operate on objects of di�erent types it can successively raise

the lower types until all the objects are at the same level in the tower. (Exercises 2.83 and

2.84 concern the details of implementing such a strategy.)

Another advantage of a tower is that we can easily implement the notion that every type

“inherits” all operations de�ned on a supertype. For instance, if we do not supply a special

function for �nding the real part of an integer, we should nevertheless expect that real_part

will be de�ned for integers by virtue of the fact that integers are a subtype of complex numbers.

In a tower, we can arrange for this to happen in a uniform way by modifying apply_generic.

If the required operation is not directly de�ned for the type of the object given, we raise the

object to its supertype and try again. We thus crawl up the tower, transforming our argument

as we go, until we either �nd a level at which the desired operation can be performed or hit

the top (in which case we give up).

Yet another advantage of a tower over a more general hierarchy is that it gives us a simple

way to “lower” a data object to the simplest representation. For example, if we add 2 + 3i to

4−3i , it would be nice to obtain the answer as the integer 6 rather than as the complex number

6 + 0i . Exercise 2.85 discusses a way to implement such a lowering operation. (The trick is
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that we need a general way to distinguish those objects that can be lowered, such as 6 + 0i ,

from those that cannot, such as 6 + 2i .)

polygon

quadrilateral

kite

trapezoid

parallelogram

rectangle rhombus

square

triangle

isosceles
triangle

right 
triangle

isosceles
right triangle

equilateral
triangle

Figure 2.26: Relations among types of geometric �gures.

Inadequacies of hierarchies

If the data types in our system can be naturally arranged in a tower, this greatly simpli�es the

problems of dealing with generic operations on di�erent types, as we have seen. Unfortunately,

this is usually not the case. Figure 2.26 illustrates a more complex arrangement of mixed types,

this one showing relations among di�erent types of geometric �gures. We see that, in general,

a type may have more than one subtype. Triangles and quadrilaterals, for instance, are both

subtypes of polygons. In addition, a type may have more than one supertype. For example, an

isosceles right triangle may be regarded either as an isosceles triangle or as a right triangle.

This multiple-supertypes issue is particularly thorny, since it means that there is no unique

way to “raise” a type in the hierarchy. Finding the “correct” supertype in which to apply an

operation to an object may involve considerable searching through the entire type network on

the part of a function such as apply_generic. Since there generally are multiple subtypes for

a type, there is a similar problem in coercing a value “down” the type hierarchy. Dealing with

large numbers of interrelated types while still preserving modularity in the design of large
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systems is very di�cult, and is an area of much current research.
49

Exercise 2.81

Louis Reasoner has noticed that apply_generic may try to coerce the arguments to each

other’s type even if they already have the same type. Therefore, he reasons, we need to put

functions in the coercion table to “coerce” arguments of each type to their own type. For

example, in addition to the javascript_number_to_complex coercion shown above, he would

do:

function javascript_number_to_javascript_number(n) {

return n;

}

function complex_to_complex(n) {

return n;

}

put_coercion("javascript_number", "javascript_number",

javascript_number_to_javascript_number);

put_coercion("complex", "complex",

complex_to_complex);

a. With Louis’s coercion functions installed, what happens if apply_generic is called with

two arguments of type "javascript_number" or two arguments of type "complex" for

an operation that is not found in the table for those types? For example, assume that

we’ve de�ned a generic exponentiation operation:

function exp(x, y) {

return apply_generic("exp", list(x, y));

}

and have put a function for exponentiation in the JavaScript-number package but not

in any other package:

// following added to JavaScript-number package

put("exp", list("javascript_number", "javascript_number"),

(x, y) => tag(math_exp(x, y))); // using primitive math_exp

49
This statement, which also appears in the �rst edition of this book, is just as true now as it was when we

wrote it twelve years ago. Developing a useful, general framework for expressing the relations among di�erent

types of entities (what philosophers call “ontology”) seems intractably di�cult. The main di�erence between

the confusion that existed ten years ago and the confusion that exists now is that now a variety of inadequate

ontological theories have been embodied in a plethora of correspondingly inadequate programming languages.

For example, much of the complexity of object-oriented programming languages—and the subtle and confusing

di�erences among contemporary object-oriented languages—centers on the treatment of generic operations

on interrelated types. Our own discussion of computational objects in chapter 3 avoids these issues entirely.

Readers familiar with object-oriented programming will notice that we have much to say in chapter 3 about local

state, but we do not even mention “classes” or “inheritance.” In fact, we suspect that these problems cannot be

adequately addressed in terms of computer-language design alone, without also drawing on work in knowledge

representation and automated reasoning.
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What happens if we call exp with two complex numbers as arguments?

b. Is Louis correct that something had to be done about coercion with arguments of the

same type, or does apply_generic work correctly as is?

c. Modify apply_generic so that it doesn’t try coercion if the two arguments have the

same type.

Exercise 2.82

Show how to generalize apply_generic to handle coercion in the general case of multiple

arguments. One strategy is to attempt to coerce all the arguments to the type of the �rst

argument, then to the type of the second argument, and so on. Give an example of a situation

where this strategy (and likewise the two-argument version given above) is not su�ciently

general. (Hint: Consider the case where there are some suitable mixed-type operations present

in the table that will not be tried.)

Exercise 2.83

Suppose you are designing a generic arithmetic system for dealing with the tower of types

shown in �gure 2.25: integer, rational, real, complex. For each type (except complex), design a

function that raises objects of that type one level in the tower. Show how to install a generic

raise operation that will work for each type (except complex).

Exercise 2.84

Using the raise operation of exercise 2.83, modify the apply_generic function so that it

coerces its arguments to have the same type by the method of successive raising, as discussed

in this section. You will need to devise a way to test which of two types is higher in the

tower. Do this in a manner that is “compatible” with the rest of the system and will not lead

to problems in adding new levels to the tower.

Exercise 2.85

This section mentioned a method for “simplifying” a data object by lowering it in the tower of

types as far as possible. Design a function drop that accomplishes this for the tower described

in exercise 2.83. The key is to decide, in some general way, whether an object can be lowered.

For example, the complex number 1.5+0i can be lowered as far as "real", the complex number

1 + 0i can be lowered as far as "integer", and the complex number 2 + 3i cannot be lowered

at all. Here is a plan for determining whether an object can be lowered: Begin by de�ning a

generic operation project that “pushes” an object down in the tower. For example, projecting
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a complex number would involve throwing away the imaginary part. Then a number can be

dropped if, when we project it and raise the result back to the type we started with, we end

up with something equal to what we started with. Show how to implement this idea in detail,

by writing a drop function that drops an object as far as possible. You will need to design the

various projection operations
50

and install project as a generic operation in the system. You

will also need to make use of a generic equality predicate, such as described in exercise 2.79.

Finally, use drop to rewrite apply_generic from exercise 2.84 so that it “simpli�es” its answers.

Exercise 2.86

Suppose we want to handle complex numbers whose real parts, imaginary parts, magnitudes,

and angles can be either ordinary numbers, rational numbers, or other numbers we might

wish to add to the system. Describe and implement the changes to the system needed to

accommodate this. You will have to de�ne operations such as sine and cosine that are generic

over ordinary numbers and rational numbers.

2.5.3 Example: Symbolic Algebra

The manipulation of symbolic algebraic expressions is a complex process that illustrates many

of the hardest problems that occur in the design of large-scale systems. An algebraic expression,

in general, can be viewed as a hierarchical structure, a tree of operators applied to operands.

We can construct algebraic expressions by starting with a set of primitive objects, such as

constants and variables, and combining these by means of algebraic operators, such as addition

and multiplication. As in other languages, we form abstractions that enable us to refer to

compound objects in simple terms. Typical abstractions in symbolic algebra are ideas such as

linear combination, polynomial, rational function, or trigonometric function. We can regard

these as compound “types,” which are often useful for directing the processing of expressions.

For example, we could describe the expression

x2
sin(y2 + 1) + x cos 2y + cos(y3 − 2y2)

as a polynomial in x with coe�cients that are trigonometric functions of polynomials in y

whose coe�cients are integers.

We will not attempt to develop a complete algebraic-manipulation system here. Such sys-

tems are exceedingly complex programs, embodying deep algebraic knowledge and elegant

algorithms. What we will do is look at a simple but important part of algebraic manipulation:

50
A real number can be projected to an integer using the math_round primitive, which returns the closest

integer to its argument.

221 Generated 2020-08-18 16:40:02Z



Building Abstractions with Data 2.5.3

the arithmetic of polynomials. We will illustrate the kinds of decisions the designer of such

a system faces, and how to apply the ideas of abstract data and generic operations to help

organize this e�ort.

Arithmetic on polynomials

Our �rst task in designing a system for performing arithmetic on polynomials is to decide

just what a polynomial is. Polynomials are normally de�ned relative to certain variables (the

indeterminates of the polynomial). For simplicity, we will restrict ourselves to polynomials

having just one indeterminate (univariate polynomials).51
We will de�ne a polynomial to be a

sum of terms, each of which is either a coe�cient, a power of the indeterminate, or a product

of a coe�cient and a power of the indeterminate. A coe�cient is de�ned as an algebraic

expression that is not dependent upon the indeterminate of the polynomial. For example,

5x2 + 3x + 7

is a simple polynomial in x , and

(y2 + 1)x3 + (2y)x + 1

is a polynomial in x whose coe�cients are polynomials in y.

Already we are skirting some thorny issues. Is the �rst of these polynomials the same as the

polynomial 5y2 + 3y + 7, or not? A reasonable answer might be “yes, if we are considering a

polynomial purely as a mathematical function, but no, if we are considering a polynomial to

be a syntactic form.” The second polynomial is algebraically equivalent to a polynomial in y

whose coe�cients are polynomials in x . Should our system recognize this, or not? Furthermore,

there are other ways to represent a polynomial—for example, as a product of factors, or (for

a univariate polynomial) as the set of roots, or as a listing of the values of the polynomial at

a speci�ed set of points.
52

We can �nesse these questions by deciding that in our algebraic-

manipulation system a “polynomial” will be a particular syntactic form, not its underlying

mathematical meaning.

Now we must consider how to go about doing arithmetic on polynomials. In this simple

system, we will consider only addition and multiplication. Moreover, we will insist that two

51
On the other hand, we will allow polynomials whose coe�cients are themselves polynomials in other

variables. This will give us essentially the same representational power as a full multivariate system, although it

does lead to coercion problems, as discussed below.

52
For univariate polynomials, giving the value of a polynomial at a given set of points can be a particularly

good representation. This makes polynomial arithmetic extremely simple. To obtain, for example, the sum of two

polynomials represented in this way, we need only add the values of the polynomials at corresponding points. To

transform back to a more familiar representation, we can use the Lagrange interpolation formula, which shows

how to recover the coe�cients of a polynomial of degree n given the values of the polynomial at n + 1 points.
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polynomials to be combined must have the same indeterminate.

We will approach the design of our system by following the familiar discipline of data

abstraction. We will represent polynomials using a data structure called a poly, which con-

sists of a variable and a collection of terms. We assume that we have selectors variable and

term_list that extract those parts from a poly and a constructor make_poly that assembles

a poly from a given variable and a term list. A variable will be just a symbol, so we can use

the is_same_variable function of section 2.3.2 to compare variables. The following functions

de�ne addition and multiplication of polys:

Ifunction add_poly(p1, p2) {

return is_same_variable(variable(p1), variable(p2))

? make_poly(variable(p1),

add_terms(term_list(p1),

term_list(p2)))

: error(list(p1, p2),

"Polys not in same var -- add_poly");

}

function mul_poly(p1, p2) {

return is_same_variable(variable(p1), variable(p2))

? make_poly(variable(p1),

mul_terms(term_list(p1),

term_list(p2)))

: error(list(p1, p2),

"Polys not in same var -- mul_poly");

}

To incorporate polynomials into our generic arithmetic system, we need to supply them

with type tags. We’ll use the tag "polynomial", and install appropriate operations on tagged

polynomials in the operation table. We’ll embed all our code in an installation function for the

polynomial package, similar to the ones in section 2.5.1:

Ifunction install_polynomial_package() {

// internal functions

// representation of poly

function make_poly(variable, term_list) {

return pair(variable, term_list);

}

function variable(p) { return head(p); }

function term_list(p) { return tail(p); }

〈f unctions is_same_variable and is_variable f rom section 2.3.2〉
// representation of terms and term lists

〈f unctions adjoin_term ... coeff f rom text below〉

function add_poly(p1, p2) { ... }

〈f unctions used by add_poly〉

function mul_poly(p1, p2) { ... }
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〈f unctions used by mul_poly〉

// interface to rest of the system

function tag(p) {

return attach_tag("polynomial", p);

}

put("add", list("polynomial", "polynomial"),

(p1, p2) => tag(add_poly(p1, p2)));

put("mul", list("polynomial", "polynomial"),

(p1, p2) => tag(mul_poly(p1, p2)));

put("make", "polynomial",

(variable, terms) =>

tag(make_poly(variable, terms)));

return "done";

}

Polynomial addition is performed termwise. Terms of the same order (i.e., with the same power

of the indeterminate) must be combined. This is done by forming a new term of the same order

whose coe�cient is the sum of the coe�cients of the addends. Terms in one addend for which

there are no terms of the same order in the other addend are simply accumulated into the sum

polynomial being constructed.

In order to manipulate term lists, we will assume that we have a constructorthe_empty_termlist

that returns an empty term list and a constructor adjoin_term that adjoins a new term to a

term list. We will also assume that we have a predicate is_empty_termlist that tells if a given

term list is empty, a selector first_term that extracts the highest-order term from a term list,

and a selector rest_terms that returns all but the highest-order term. To manipulate terms,

we will suppose that we have a constructor make_term that constructs a term with given or-

der and coe�cient, and selectors order and coeff that return, respectively, the order and the

coe�cient of the term. These operations allow us to consider both terms and term lists as data

abstractions, whose concrete representations we can worry about separately.

Here is the function that constructs the term list for the sum of two polynomials:
53

Ifunction add_terms(L1, L2) {

if (is_empty_termlist(L1)) {

return L2;

}

else if (is_empty_termlist(L2)) {

return L1;

}

else {

const t1 = first_term(L1);

53
This operation is very much like the ordered union_set operation we developed in exercise 2.62. In fact, if

we think of the terms of the polynomial as a set ordered according to the power of the indeterminate, then the

program that produces the term list for a sum is almost identical to union_set.
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const t2 = first_term(L2);

return order(t1) > order(t2)

? adjoin_term(t1, add_terms(rest_terms(L1), L2))

: order(t1) < order(t2)

? adjoin_term(t2, add_terms(L1, rest_terms(L2)))

: adjoin_term(make_term(order(t1),

add(coeff(t1),

coeff(t2))),

add_terms(rest_terms(L1),

rest_terms(L2)));

}

}

The most important point to note here is that we used the generic addition function add to

add together the coe�cients of the terms being combined. This has powerful consequences,

as we will see below.

In order to multiply two term lists, we multiply each term of the �rst list by all the terms

of the other list, repeatedly using mul_term_by_all_terms, which multiplies a given term by

all terms in a given term list. The resulting term lists (one for each term of the �rst list) are

accumulated into a sum. Multiplying two terms forms a term whose order is the sum of the

orders of the factors and whose coe�cient is the product of the coe�cients of the factors:

Ifunction mul_terms(L1, L2) {

return is_empty_termlist(L1)

? the_empty_termlist

: add_terms(mul_term_by_all_terms(

first_term(L1), L2),

mul_terms(rest_terms(L1), L2));

}

function mul_term_by_all_terms(t1, L) {

if (is_empty_termlist(L)) {

return the_empty_termlist;

} else {

const t2 = first_term(L);

return adjoin_term(

make_term(order(t1) + order(t2),

mul(coeff(t1), coeff(t2))),

mul_term_by_all_terms(t1, rest_terms(L)));

}

}

This is really all there is to polynomial addition and multiplication. Notice that, since we

operate on terms using the generic functions add and mul, our polynomial package is auto-

matically able to handle any type of coe�cient that is known about by the generic arithmetic

package. If we include a coercion mechanism such as one of those discussed in section 2.5.2,

then we also are automatically able to handle operations on polynomials of di�erent coe�cient
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types, such as [
3x2 + (2 + 3i)x + 7

]
·

[
x4 +

2

3

x2 + (5 + 3i)

]
Because we installed the polynomial addition and multiplication functions add_poly and

mul_poly in the generic arithmetic system as the add and mul operations for type polynomial,

our system is also automatically able to handle polynomial operations such as[
(y + 1)x2 + (y2 + 1)x + (y − 1)

]
·
[
(y − 2)x + (y3 + 7)

]
The reason is that when the system tries to combine coe�cients, it will dispatch through

add and mul. Since the coe�cients are themselves polynomials (in y), these will be combined

using add_poly and mul_poly. The result is a kind of “data-directed recursion” in which, for

example, a call to mul_poly will result in recursive calls to mul_poly in order to multiply the

coe�cients. If the coe�cients of the coe�cients were themselves polynomials (as might be

used to represent polynomials in three variables), the data direction would ensure that the

system would follow through another level of recursive calls, and so on through as many levels

as the structure of the data dictates.
54

Representing term lists

Finally, we must confront the job of implementing a good representation for term lists. A

term list is, in e�ect, a set of coe�cients keyed by the order of the term. Hence, any of the

methods for representing sets, as discussed in section 2.3.3, can be applied to this task. On

the other hand, our functions add_terms and mul_terms always access term lists sequentially

from highest to lowest order. Thus, we will use some kind of ordered list representation.

How should we structure the list that represents a term list? One consideration is the “density”

of the polynomials we intend to manipulate. A polynomial is said to be dense if it has nonzero

coe�cients in terms of most orders. If it has many zero terms it is said to be sparse. For example,

A : x5 + 2x4 + 3x2 − 2x − 5

is a dense polynomial, whereas

B : x100 + 2x2 + 1

54
To make this work completely smoothly, we should also add to our generic arithmetic system the ability to

coerce a “number” to a polynomial by regarding it as a polynomial of degree zero whose coe�cient is the number.

This is necessary if we are going to perform operations such as[
x2 + (y + 1)x + 5

]
+

[
x2 + 2x + 1

]
which requires adding the coe�cient y + 1 to the coe�cient 2.
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is sparse.

The term lists of dense polynomials are most e�ciently represented as lists of the coe�cients.

For example,A above would be nicely represented as list(1, 2, 0, 3, -2, -5). The order of

a term in this representation is the length of the sublist beginning with that term’s coe�cient,

decremented by 1.
55

This would be a terrible representation for a sparse polynomial such as B:

There would be a giant list of zeros punctuated by a few lonely nonzero terms. A more reason-

able representation of the term list of a sparse polynomial is as a list of the nonzero terms, where

each term is a list containing the order of the term and the coe�cient for that order. In such a

scheme, polynomialB is e�ciently represented as list(list(100, 1), list(2, 2), list(0, 1)).

As most polynomial manipulations are performed on sparse polynomials, we will use this

method. We will assume that term lists are represented as lists of terms, arranged from highest-

order to lowest-order term. Once we have made this decision, implementing the selectors and

constructors for terms and term lists is straightforward:
56

Ifunction adjoin_term(term, term_list) {

return is_equal_to_zero(coeff(term))

? term_list

: pair(term, term_list);

}

const the_empty_termlist = null;

function first_term(term_list) {

return head(term_list);

}

function rest_terms(term_list) {

return tail(term_list);

}

function is_empty_termlist(term_list) {

return is_null(term_list);

}

function make_term(order, coeff) {

return list(order, coeff);

}

function order(term) {

return head(term);

}

function coeff(term) {

return head(tail(term));

}

55
In these polynomial examples, we assume that we have implemented the generic arithmetic system using

the type mechanism suggested in exercise 2.78. Thus, coe�cients that are ordinary numbers will be represented

as the numbers themselves rather than as pairs whose head is the string "javascript_number".

56
Although we are assuming that term lists are ordered, we have implemented adjoin_term to simply pair

the new term onto the existing term list. We can get away with this so long as we guarantee that the functions

(such as add_terms) that use adjoin_term always call it with a higher-order term than appears in the list. If we

did not want to make such a guarantee, we could have implemented adjoin_term to be similar to the adjoin_set
constructor for the ordered-list representation of sets (exercise 2.61).
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where is_equal_to_zero is as de�ned in exercise 2.80. (See also exercise 2.87 below.)

Users of the polynomial package will create (tagged) polynomials by means of the function:

Ifunction make_polynomial(variable, terms) {

return get("make", "polynomial")(variable, terms);

}

Exercise 2.87

Install is_equal_to_zero for polynomials in the generic arithmetic package. This will allow

adjoin_term to work for polynomials with coe�cients that are themselves polynomials.

Exercise 2.88

Extend the polynomial system to include subtraction of polynomials. (Hint: You may �nd it

helpful to de�ne a generic negation operation.)

Exercise 2.89

Declare functions that implement the term-list representation described above as appropriate

for dense polynomials.

Exercise 2.90

Suppose we want to have a polynomial system that is e�cient for both sparse and dense

polynomials. One way to do this is to allow both kinds of term-list representations in our

system. The situation is analogous to the complex-number example of section 2.4, where we

allowed both rectangular and polar representations. To do this we must distinguish di�erent

types of term lists and make the operations on term lists generic. Redesign the polynomial

system to implement this generalization. This is a major e�ort, not a local change.

Exercise 2.91

A univariate polynomial can be divided by another one to produce a polynomial quotient and

a polynomial remainder. For example,

x5 − 1

x2 − 1

= x3 + x , remainder x − 1

Division can be performed via long division. That is, divide the highest-order term of the

dividend by the highest-order term of the divisor. The result is the �rst term of the quotient.
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Next, multiply the result by the divisor, subtract that from the dividend, and produce the rest

of the answer by recursively dividing the di�erence by the divisor. Stop when the order of the

divisor exceeds the order of the dividend and declare the dividend to be the remainder. Also,

if the dividend ever becomes zero, return zero as both quotient and remainder.

We can design a div_poly function on the model of add_poly and mul_poly. The function

checks to see if the two polys have the same variable. If so, div_poly strips o� the variable

and passes the problem to div_terms, which performs the division operation on term lists.

The function div_poly �nally reattaches the variable to the result supplied by div_terms. It is

convenient to design div_terms to compute both the quotient and the remainder of a division.

The function div_terms can take two term lists as arguments and return a list of the quotient

term list and the remainder term list.

Complete the following de�nition of div_terms by �lling in the missing expressions. Use

this to implement div_poly, which takes two polys as arguments and returns a list of the

quotient and remainder polys.

function div_terms(L1, L2) {

if (is_empty_termlist(L1)) {

return list(the_empty_termlist, the_empty_termlist);

} else {

const t1 = first_term(L1);

const t2 = first_term(L2);

if (order(t2) > order(t1)) {

return list(the_empty_termlist, L1);

} else {

const new_c = div(coeff(t1), coeff(t2));

const new_o = order(t1) - order(t2);

const rest_of_result =

〈compute rest o f result recursively〉;
〈f orm complete result〉

}

}

}

Hierarchies of types in symbolic algebra

Our polynomial system illustrates how objects of one type (polynomials) may in fact be com-

plex objects that have objects of many di�erent types as parts. This poses no real di�culty

in de�ning generic operations. We need only install appropriate generic operations for per-

forming the necessary manipulations of the parts of the compound types. In fact, we saw that

polynomials form a kind of “recursive data abstraction,” in that parts of a polynomial may

themselves be polynomials. Our generic operations and our data-directed programming style

can handle this complication without much trouble.
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On the other hand, polynomial algebra is a system for which the data types cannot be

naturally arranged in a tower. For instance, it is possible to have polynomials in x whose

coe�cients are polynomials iny. It is also possible to have polynomials iny whose coe�cients

are polynomials in x . Neither of these types is “above” the other in any natural way, yet it is

often necessary to add together elements from each set. There are several ways to do this. One

possibility is to convert one polynomial to the type of the other by expanding and rearranging

terms so that both polynomials have the same principal variable. One can impose a towerlike

structure on this by ordering the variables and thus always converting any polynomial to a

“canonical form” with the highest-priority variable dominant and the lower-priority variables

buried in the coe�cients. This strategy works fairly well, except that the conversion may

expand a polynomial unnecessarily, making it hard to read and perhaps less e�cient to work

with. The tower strategy is certainly not natural for this domain or for any domain where the

user can invent new types dynamically using old types in various combining forms, such as

trigonometric functions, power series, and integrals.

It should not be surprising that controlling coercion is a serious problem in the design

of large-scale algebraic-manipulation systems. Much of the complexity of such systems is

concerned with relationships among diverse types. Indeed, it is fair to say that we do not yet

completely understand coercion. In fact, we do not yet completely understand the concept of a

data type. Nevertheless, what we know provides us with powerful structuring and modularity

principles to support the design of large systems.

Exercise 2.92

By imposing an ordering on variables, extend the polynomial package so that addition and

multiplication of polynomials works for polynomials in di�erent variables. (This is not easy!)

Extended exercise: Rational functions

We can extend our generic arithmetic system to include rational functions. These are “fractions”

whose numerator and denominator are polynomials, such as

x + 1

x3 − 1

The system should be able to add, subtract, multiply, and divide rational functions, and to

perform such computations as

x + 1

x3 − 1

+
x

x2 − 1

=
x3 + 2x2 + 3x + 1

x4 + x3 − x − 1
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(Here the sum has been simpli�ed by removing common factors. Ordinary “cross multiplica-

tion” would have produced a fourth-degree polynomial over a �fth-degree polynomial.)

If we modify our rational-arithmetic package so that it uses generic operations, then it will

do what we want, except for the problem of reducing fractions to lowest terms.

Exercise 2.93

Modify the rational-arithmetic package to use generic operations, but change make_rat so

that it does not attempt to reduce fractions to lowest terms. Test your system by calling

make_rational on two polynomials to produce a rational function

const p1 = make_polynomial("x", list(list(2, 1),

list(0, 1)));

const p2 = make_polynomial("x", list(list(3, 1),

list(0, 1)));

const rf = make_rational(p2, p1);

Now add rf to itself, using add. You will observe that this addition function does not reduce

fractions to lowest terms.

We can reduce polynomial fractions to lowest terms using the same idea we used with inte-

gers: modifying make_rat to divide both the numerator and the denominator by their greatest

common divisor. The notion of “greatest common divisor” makes sense for polynomials. In fact,

we can compute the GCD of two polynomials using essentially the same Euclid’s Algorithm

that works for integers.
57

The integer version is

function gcd(a, b) {

return b === 0

? a

: gcd(b, remainder(a, b));

}

Using this, we could make the obvious modi�cation to de�ne a GCD operation that works on

term lists:

function gcd_terms(a, b) {

return is_empty_termlist(b)

? a

57
The fact that Euclid’s Algorithm works for polynomials is formalized in algebra by saying that polynomials

form a kind of algebraic domain called a Euclidean ring. A Euclidean ring is a domain that admits addition,

subtraction, and commutative multiplication, together with a way of assigning to each element x of the ring a

positive integer “measure”m(x) with the properties thatm(xy) ≥ m(x) for any nonzero x and y and that, given

any x and y, there exists a q such that y = qx + r and either r = 0 orm(r ) < m(x). From an abstract point of view,

this is what is needed to prove that Euclid’s Algorithm works. For the domain of integers, the measurem of an

integer is the absolute value of the integer itself. For the domain of polynomials, the measure of a polynomial is

its degree.
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: gcd_terms(b, remainder_terms(a, b));

}

where remainder_terms picks out the remainder component of the list returned by the term-

list division operation div_terms that was implemented in exercise 2.91.

Exercise 2.94

Using div_terms, implement the function remainder_terms and use this to de�ne gcd_terms

as above. Now write a function gcd_poly that computes the polynomial GCD of two polys.

(The function should signal an error if the two polys are not in the same variable.) Install

in the system a generic operation greatest_common_divisor that reduces to gcd_poly for

polynomials and to ordinary gcd for ordinary numbers. As a test, try

const p1 = make_polynomial("x", list(make_term(4, 1),

make_term(3, -1),

make_term(2, -2),

make_term(1, 2)));

const p2 = make_polynomial("x", list(make_term(3, 1),

make_term(1, -1)));

greatest_common_divisor(p1, p2);

and check your result by hand.

Exercise 2.95

De�ne P1, P2, and P3 to be the polynomials

P1 :x2 − 2x + 1

P2 :11x2 + 7

P3 :13x + 5

Now de�ne Q1 to be the product of P1 and P2 and Q2 to be the product of P1 and P3, and

use greatest_common_divisor (exercise 2.94) to compute the GCD of Q1 and Q2. Note that

the answer is not the same as P1. This example introduces noninteger operations into the

computation, causing di�culties with the GCD algorithm.
58

To understand what is happening,

try tracing gcd_terms while computing the GCD or try performing the division by hand.

We can solve the problem exhibited in exercise 2.95 if we use the following modi�cation

of the GCD algorithm (which really works only in the case of polynomials with integer coef-

�cients). Before performing any polynomial division in the GCD computation, we multiply

58
In JavaScript, division of integers can produce limited-precision decimal numbers, and thus we may fail to

get a valid divisor.
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the dividend by an integer constant factor, chosen to guarantee that no fractions will arise

during the division process. Our answer will thus di�er from the actual GCD by an integer

constant factor, but this does not matter in the case of reducing rational functions to lowest

terms; the GCD will be used to divide both the numerator and denominator, so the integer

constant factor will cancel out.

More precisely, if P and Q are polynomials, let O1 be the order of P (i.e., the order of the

largest term of P ) and letO2 be the order ofQ . Let c be the leading coe�cient ofQ . Then it can

be shown that, if we multiply P by the integerizing factor c1+O1−O2
, the resulting polynomial

can be divided by Q by using the div_terms algorithm without introducing any fractions. The

operation of multiplying the dividend by this constant and then dividing is sometimes called

the pseudodivision of P by Q . The remainder of the division is called the pseudoremainder.

Exercise 2.96

a. Implement the function pseudoremainder_terms, which is just like remainder_terms

except that it multiplies the dividend by the integerizing factor described above before

calling div_terms. Modify gcd_terms to use pseudoremainder_terms, and verify that

greatest_common_divisor now produces an answer with integer coe�cients on the

example in exercise 2.95.

b. The GCD now has integer coe�cients, but they are larger than those of P1. Modify

gcd_terms so that it removes common factors from the coe�cients of the answer by

dividing all the coe�cients by their (integer) greatest common divisor.

Thus, here is how to reduce a rational function to lowest terms:

– Compute the GCD of the numerator and denominator, using the version of gcd_terms

from exercise 2.96.

– When you obtain the GCD, multiply both numerator and denominator by the same

integerizing factor before dividing through by the GCD, so that division by the GCD

will not introduce any noninteger coe�cients. As the factor you can use the leading

coe�cient of the GCD raised to the power 1 + O1 − O2, where O2 is the order of the

GCD and O1 is the maximum of the orders of the numerator and denominator. This will

ensure that dividing the numerator and denominator by the GCD will not introduce any

fractions.

– The result of this operation will be a numerator and denominator with integer coe�-

cients. The coe�cients will normally be very large because of all of the integerizing

factors, so the last step is to remove the redundant factors by computing the (integer)

greatest common divisor of all the coe�cients of the numerator and the denominator
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and dividing through by this factor.

Exercise 2.97

a. Implement this algorithm as a function reduce_terms that takes two term lists n and d

as arguments and returns a list nn, dd, which are n and d reduced to lowest terms via

the algorithm given above. Also write a function reduce_poly, analogous to add_poly,

that checks to see if the two polys have the same variable. If so, reduce_poly strips o�

the variable and passes the problem to reduce_terms, then reattaches the variable to the

two term lists supplied by reduce_terms.

b. De�ne a function analogous to reduce_terms that does what the original make_rat did

for integers:

function reduce_integers(n, d) {

const g = gcd(n, d);

return list(n / g, d / g);

}

and de�ne reduce as a generic operation that calls apply_generic to dispatch to either

reduce_poly (for polynomial arguments) or reduce_integers (for javascript_number

arguments). You can now easily make the rational-arithmetic package reduce fractions to

lowest terms by having make_rat call reduce before combining the given numerator and

denominator to form a rational number. The system now handles rational expressions in

either integers or polynomials. To test your program, try the example at the beginning

of this extended exercise:

const p1 = make_polynomial("x", list(make_term(1, 1),

make_term(0, 1)));

const p2 = make_polynomial("x", list(make_term(3, 1),

make_term(0, -1)));

const p3 = make_polynomial("x", list(make_term(1, 1)));

const p4 = make_polynomial("x", list(make_term(2, 1),

make_term(0, -1)));

const rf1 = make_rational(p1, p2);

const rf2 = make_rational(p3, p4);

add(rf1, rf2);

See if you get the correct answer, correctly reduced to lowest terms.

The GCD computation is at the heart of any system that does operations on rational functions.

The algorithm used above, although mathematically straightforward, is extremely slow. The

slowness is due partly to the large number of division operations and partly to the enormous
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size of the intermediate coe�cients generated by the pseudodivisions. One of the active areas

in the development of algebraic-manipulation systems is the design of better algorithms for

computing polynomial GCDs.
59

59
One extremely e�cient and elegant method for computing polynomial GCDs was discovered by Richard

Zippel (1979). The method is a probabilistic algorithm, as is the fast test for primality that we discussed in chapter 1.

Zippel’s book (1993) describes this method, together with other ways to compute polynomial GCDs.
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Chapter 3

Modularity, Objects, and State

Mϵταβάλλoν − ναπαύϵται

(Even while it changes, it stands still.)

— Heraclitus

Plus ça change, plus c’est la même chose.

— Alphonse Karr

The preceding chapters introduced the basic elements from which programs are made. We

saw how primitive functions and primitive data are combined to construct compound entities,

and we learned that abstraction is vital in helping us to cope with the complexity of large

systems. But these tools are not su�cient for designing programs. E�ective program synthesis

also requires organizational principles that can guide us in formulating the overall design of

a program. In particular, we need strategies to help us structure large systems so that they

will be modular, that is, so that they can be divided “naturally” into coherent parts that can be

separately developed and maintained.

One powerful design strategy, which is particularly appropriate to the construction of pro-

grams for modeling physical systems, is to base the structure of our programs on the structure

of the system being modeled. For each object in the system, we construct a corresponding

computational object. For each system action, we de�ne a symbolic operation in our computa-

tional model. Our hope in using this strategy is that extending the model to accommodate new

objects or new actions will require no strategic changes to the program, only the addition of

the new symbolic analogs of those objects or actions. If we have been successful in our system

organization, then to add a new feature or debug an old one we will have to work on only a

localized part of the system.
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To a large extent, then, the way we organize a large program is dictated by our perception

of the system to be modeled. In this chapter we will investigate two prominent organizational

strategies arising from two rather di�erent “world views” of the structure of systems. The

�rst organizational strategy concentrates on objects, viewing a large system as a collection of

distinct objects whose behaviors may change over time. An alternative organizational strategy

concentrates on the streams of information that �ow in the system, much as an electrical

engineer views a signal-processing system.

Both the object-based approach and the stream-processing approach raise signi�cant lin-

guistic issues in programming. With objects, we must be concerned with how a computational

object can change and yet maintain its identity. This will force us to abandon our old substitu-

tion model of computation (section 1.1.5) in favor of a more mechanistic but less theoretically

tractable environment model of computation. The di�culties of dealing with objects, change,

and identity are a fundamental consequence of the need to grapple with time in our com-

putational models. These di�culties become even greater when we allow the possibility of

concurrent execution of programs. The stream approach can be most fully exploited when

we decouple simulated time in our model from the order of the events that take place in the

computer during evaluation. We will accomplish this using a technique known as delayed
evaluation.

3.1 Assignment and Local State

We ordinarily view the world as populated by independent objects, each of which has a state

that changes over time. An object is said to “have state” if its behavior is in�uenced by its

history. A bank account, for example, has state in that the answer to the question “Can I

withdraw $100?” depends upon the history of deposit and withdrawal transactions. We can

characterize an object’s state by one or more state variables, which among them maintain

enough information about history to determine the object’s current behavior. In a simple

banking system, we could characterize the state of an account by a current balance rather than

by remembering the entire history of account transactions.

In a system composed of many objects, the objects are rarely completely independent. Each

may in�uence the states of others through interactions, which serve to couple the state vari-

ables of one object to those of other objects. Indeed, the view that a system is composed of

separate objects is most useful when the state variables of the system can be grouped into

closely coupled subsystems that are only loosely coupled to other subsystems.

This view of a system can be a powerful framework for organizing computational models

of the system. For such a model to be modular, it should be decomposed into computational

objects that model the actual objects in the system. Each computational object must have its
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own local state variables describing the actual object’s state. Since the states of objects in the

system being modeled change over time, the state variables of the corresponding computational

objects must also change. If we choose to model the �ow of time in the system by the elapsed

time in the computer, then we must have a way to construct computational objects whose

behaviors change as our programs run. In particular, if we wish to model state variables by

ordinary symbolic names in the programming language, then the language must provide an

assignment operator to enable us to change the value associated with a name.

3.1.1 Local State Variables

To illustrate what we mean by having a computational object with time-varying state, let us

model the situation of withdrawing money from a bank account. We will do this using a func-

tion withdraw, which takes as argument an amount to be withdrawn. If there is enough money

in the account to accommodate the withdrawal, then withdraw should return the balance

remaining after the withdrawal. Otherwise, withdraw should return the message Insu�cient
funds. For example, if we begin with $100 in the account, we should obtain the following

sequence of responses using withdraw:

Iwithdraw(25);

75

Iwithdraw(25);

50

Iwithdraw(60);

" I n s u f f i c i e n t funds "

Iwithdraw(15);

35

Observe that the expression withdraw(25), evaluated twice, yields di�erent values. This

is a new kind of behavior for a function. Until now, all our functions could be viewed as

speci�cations for computing mathematical functions. A call to a function computed the value

of the function applied to the given arguments, and two calls to the same function with the

same arguments always produced the same result.
1

So far, all our names (declared as parameters or as constants using const or function) were

1
Actually, this is not quite true. One exception was the random-number generator in section 1.2.6. Another

exception involved the operation/type tables we introduced in section 2.4.3, where the values of two calls to get
with the same arguments depended on intervening calls to put. On the other hand, until we introduce assignment,

we have no way to create such functions ourselves.
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immutable; once a function is applied or a declaration is evaluated, the declared name did not

change its value. To implement functions like withdraw, we introduce variable declarations
using the keyword let, in addition to constant declarations that use the keyword const. After

declaring a variable balance for the balance of money in the account, we can de�ne withdraw

as a function that accesses balance. The withdraw function checks to see if balance is at least

as large as the requested amount. If so, withdraw decrements balance by amount and returns

the new value of balance. Otherwise, withdraw returns the Insu�cient funds message. Here

are the declarations of balance and withdraw:

Ilet balance = 100;

function withdraw(amount) {

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

}

Decrementing balance is accomplished by the statement

balance = balance - amount;

The syntax of such assignments is

name = new-value;

Here name is a symbol and new-value is any expression. The assignment changes name
so that its value is the result obtained by evaluating new-value. In the case at hand, we are

changing balance so that its new value will be the result of subtracting amount from the

previous value of balance.
2

The function withdraw also uses a sequential composition to cause two expressions to be

evaluated in the case where the if test is true: �rst decrementing balance and then returning

the value of balance. In general, executing the statement

2
Note that assignments look similar to and should not be confused with constant and variable declarations

of the form

const name = value;
and

let name = value;
in which a newly declared name is associated with a value. Also similar in looks but not in meaning are expressions

of the form

expression
1
=== expression

2

which evaluate to true if expression
1

evaluates to the same value as expression
2

and to false, otherwise.
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stmt1 stmt2

causes the statements stmt1 and stmt2 to be evaluated in sequence.
3

Although withdraw works as desired, the variable balance presents a problem. As speci�ed

above, balance is a name de�ned in the program environment and is freely accessible to be

examined or modi�ed by any function. It would be much better if we could somehow make

balance internal to withdraw, so that withdraw would be the only function that could access

balance directly and any other function could access balance only indirectly (through calls to

withdraw). This would more accurately model the notion that balance is a local state variable

used by withdraw to keep track of the state of the account.

We can make balance internal to withdraw by rewriting the de�nition as follows:

Ifunction make_withdraw_100() {

let balance = 100;

return amount => {

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

};

}

const new_withdraw = make_withdraw_100();

What we have done here is use let to establish an environment with a local variable

balance, bound to the initial value 100. Within this local environment, we use a lambda ex-

pression
4

to create a function that takes amount as an argument and behaves like our previ-

ous withdraw function. This function—returned as the result of evaluating the body of the

make_withdraw_100 function—behaves in precisely the same way as withdraw but whose vari-

able balance is not accessible by any other function.
5

Combining assignments with variable declarations is the general programming technique

we will use for constructing computational objects with local state. Unfortunately, using this

technique raises a serious problem: When we �rst introduced functions, we also introduced the

substitution model of evaluation (section 1.1.5) to provide an interpretation of what function

application means. We said that applying a function should be interpreted as evaluating the

3
We have already used sequential composition implicitly in our programs, because in JavaScript the body of

a function can be a sequence of statements, not just a single return statement, as discussed in section 1.1.8.

4
Blocks as bodies of lambda expressions were introduced in section 2.2.4.

5
In programming-language jargon, the variable balance is said to be encapsulated within the

make_withdraw_100 function. Encapsulation re�ects the general system-design principle known as the hiding
principle: One can make a system more modular and robust by protecting parts of the system from each other;

that is, by providing information access only to those parts of the system that have a “need to know.”
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body of the function with the parameters replaced by their values. The trouble is that, as

soon as we introduce assignment into our language, substitution is no longer an adequate

model of function application. (We will see why this is so in section 3.1.3.) As a consequence,

we technically have at this point no way to understand why the make_withdraw_100 function

behaves as claimed above. In order to really understand a function such as make_withdraw_100,

we will need to develop a new model of function application. In section 3.2 we will introduce

such a model, together with an explanation of assignments and variable declarations. First,

however, we examine some variations on the theme established by make_withdraw_100.

As variables we shall consider not only names declared with let, but also parameters of func-

tions. The following function, make_withdraw, creates “withdrawal processors.” The parameter

balance in make_withdraw speci�es the initial amount of money in the account.

Ifunction make_withdraw(balance) {

return amount => {

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

};

}

The function make_withdraw can be used as follows to create two objects W1 and W2:

Iconst W1 = make_withdraw(100);

const W2 = make_withdraw(100);

IW1(50);

50

IW2(70);

30

IW2(40);

" I n s u f f i c i e n t funds "

IW1(40);

10

Observe that W1 and W2 are completely independent objects, each with its own local state

variable balance. Withdrawals from one do not a�ect the other.

We can also create objects that handle deposits as well as withdrawals, and thus we can
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represent simple bank accounts. Here is a function that returns a “bank-account object” with

a speci�ed initial balance:

Ifunction make_account(balance) {

function withdraw(amount) {

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

}

function deposit(amount) {

balance = balance + amount;

return balance;

}

function dispatch(m) {

return m === "withdraw"

? withdraw

: m === "deposit"

? deposit

: error(m, "Unknown request -- make_account");

}

return dispatch;

}

Each call to make_account sets up an environment with a local state variable balance. Within

this environment, make_account de�nes functions deposit and withdraw that access balance

and an additional function dispatch that takes a “message” as input and returns one of the

two local functions. The dispatch function itself is returned as the value that represents the

bank-account object. This is precisely the message-passing style of programming that we saw

in section 2.4.3, although here we are using it in conjunction with the ability to modify local

variables.

The function make_account can be used as follows:

Iconst acc = make_account(100);

I(acc("withdraw"))(50);

50

I(acc("withdraw"))(60);

" I n s u f f i c i e n t funds "

I(acc("deposit"))(40);

90
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I(acc("withdraw"))(60);

30

Each call to acc returns the locally de�ned deposit or withdraw function, which is then ap-

plied to the speci�ed amount. As was the case with make_withdraw, another call to make_account

Iconst acc2 = make_account(100);

will produce a completely separate account object, which maintains its own local balance.

Exercise 3.1

An accumulator is a function that is called repeatedly with a single numeric argument and

accumulates its arguments into a sum. Each time it is called, it returns the currently accumu-

lated sum. Write a function make_accumulator that generates accumulators, each maintaining

an independent sum. The input to make_accumulator should specify the initial value of the

sum; for example

Iconst a = make_accumulator(5);

Ia(10);

15

Ia(10);

25

Exercise 3.2

In software-testing applications, it is useful to be able to count the number of times a given

function is called during the course of a computation. Write a function make_monitored that

takes as input a function,f, that itself takes one input. The result returned by make_monitored is

a third function, say mf, that keeps track of the number of times it has been called by maintaining

an internal counter. If the input to mf is the string "how_many_calls", then mf returns the value

of the counter. If the input is the string "reset count", then mf resets the counter to zero. For

any other input, mf returns the result of calling f on that input and increments the counter.

For instance, we could make a monitored version of the sqrt function:

Iconst s = make_monitored(math_sqrt);

Is(100);

10

Is("how_many_calls");
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1

Exercise 3.3

Modify the make_account function so that it creates password-protected accounts. That is,

make_account should take a string as an additional argument, as in

Iconst acc = make_account(100, "secret password");

The resulting account object should process a request only if it is accompanied by the password

with which the account was created, and should otherwise return a complaint:

I(acc("secret password", "withdraw"))(40);

60

I(acc("some other password", "deposit"))(40);

" I n c o r r e c t password "

Exercise 3.4

Modify the make_account function of exercise 3.3 by adding another local state variable so

that, if an account is accessed more than seven consecutive times with an incorrect password,

it invokes the function call_the_cops.

3.1.2 The Benefits of Introducing Assignment

As we shall see, introducing assignment into our programming language leads us into a thicket

of di�cult conceptual issues. Nevertheless, viewing systems as collections of objects with local

state is a powerful technique for maintaining a modular design. As a simple example, consider

the design of a function rand that, whenever it is called, returns an integer chosen at random.

It is not at all clear what is meant by “chosen at random.” What we presumably want is

for successive calls to rand to produce a sequence of numbers that has statistical properties

of uniform distribution. We will not discuss methods for generating suitable sequences here.

Rather, let us assume that we have a function rand_update that has the property that if we

start with a given number x1 and form

x2 = rand_update(x1);

x3 = rand_update(x2);

then the sequence of values x1,x2,x3, . . ., will have the desired statistical properties.
6

6
One common way to implement rand_update is to use the rule that x is updated to ax + b modulo m,
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We can implement rand as a function with a local state variable x that is initialized to some

�xed value random_init. Each call to rand computes rand_update of the current value of x,

returns this as the random number, and also stores this as the new value of x.

Ifunction make_rand() {

let x = random_init;

return () => {

x = rand_update(x);

return x;

};

}

const rand = make_rand();

Of course, we could generate the same sequence of random numbers without using assign-

ment by simply calling rand_update directly. However, this would mean that any part of our

program that used random numbers would have to explicitly remember the current value of

x to be passed as an argument to rand_update. To realize what an annoyance this would be,

consider using random numbers to implement a technique called Monte Carlo simulation.

The Monte Carlo method consists of choosing sample experiments at random from a large

set and then making deductions on the basis of the probabilities estimated from tabulating the

results of those experiments. For example, we can approximate π using the fact that 6/π 2
is

the probability that two integers chosen at random will have no factors in common; that is,

that their greatest common divisor will be 1.
7

To obtain the approximation to π , we perform

a large number of experiments. In each experiment we choose two integers at random and

perform a test to see if their GCD is 1. The fraction of times that the test is passed gives us our

estimate of 6/π 2
, and from this we obtain our approximation to π .

The heart of our program is a function monte_carlo, which takes as arguments the number

of times to try an experiment, together with the experiment, represented as a no-argument

function that will return either true or false each time it is run. The function monte_carlo runs

the experiment for the designated number of trials and returns a number telling the fraction

of the trials in which the experiment was found to be true.

Ifunction estimate_pi(trials) {

return math_sqrt(6 / monte_carlo(trials, cesaro_test));

where a, b, andm are appropriately chosen integers. Chapter 3 of Knuth 1981 includes an extensive discussion

of techniques for generating sequences of random numbers and establishing their statistical properties. Notice

that the rand_update function computes a mathematical function: Given the same input twice, it produces the

same output. Therefore, the number sequence produced by rand_update certainly is not “random,” if by “random”

we insist that each number in the sequence is unrelated to the preceding number. The relation between “real

randomness” and so-called pseudo-random sequences, which are produced by well-determined computations

and yet have suitable statistical properties, is a complex question involving di�cult issues in mathematics and

philosophy. Kolmogorov, Solomono�, and Chaitin have made great progress in clarifying these issues; a discussion

can be found in Chaitin 1975.

7
This theorem is due to E. Cesàro. See section 4.5.2 of Knuth 1981 for a discussion and a proof.
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}

function cesaro_test() {

return gcd(rand(), rand()) === 1;

}

function monte_carlo(trials, experiment) {

function iter(trials_remaining, trials_passed) {

if (trials_remaining === 0) {

return trials_passed / trials;

} else if (experiment()) {

return iter(trials_remaining - 1,

trials_passed + 1);

} else {

return iter(trials_remaining - 1,

trials_passed);

}

}

return iter(trials, 0);

}

Now let us try the same computation using rand_update directly rather than rand, the way

we would be forced to proceed if we did not use assignment to model local state:

Ifunction estimate_pi(trials) {

return math_sqrt(6 / random_gcd_test(trials, random_init));

}

function random_gcd_test(trials, initial_x) {

function iter(trials_remaining, trials_passed, x) {

const x1 = rand_update(x);

const x2 = rand_update(x1);

if (trials_remaining === 0) {

return trials_passed / trials;

} else if (gcd(x1, x2) === 1) {

return iter(trials_remaining - 1,

trials_passed + 1, x2);

} else {

return iter(trials_remaining - 1,

trials_passed, x2);

}

}

return iter(trials, 0, initial_x);

}

While the program is still simple, it betrays some painful breaches of modularity. In our

�rst version of the program, using rand, we can express the Monte Carlo method directly as

a general monte_carlo function that takes as an argument an arbitrary experiment function.
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In our second version of the program, with no local state for the random-number generator,

random_gcd_test must explicitly manipulate the random numbers x1 and x2 and recycle x2

through the iterative loop as the new input to rand_update. This explicit handling of the ran-

dom numbers intertwines the structure of accumulating test results with the fact that our

particular experiment uses two random numbers, whereas other Monte Carlo experiments

might use one random number or three. Even the top-level function estimate_pi has to be

concerned with supplying an initial random number. The fact that the random-number gen-

erator’s insides are leaking out into other parts of the program makes it di�cult for us to

isolate the Monte Carlo idea so that it can be applied to other tasks. In the �rst version of the

program, assignment encapsulates the state of the random-number generator within the rand

function, so that the details of random-number generation remain independent of the rest of

the program.

The general phenomenon illustrated by the Monte Carlo example is this: From the point

of view of one part of a complex process, the other parts appear to change with time. They

have hidden time-varying local state. If we wish to write computer programs whose struc-

ture re�ects this decomposition, we make computational objects (such as bank accounts and

random-number generators) whose behavior changes with time. We model state with local

state variables, and we model the changes of state with assignments to those variables.

It is tempting to conclude this discussion by saying that, by introducing assignment and the

technique of hiding state in local variables, we are able to structure systems in a more modular

fashion than if all state had to be manipulated explicitly, by passing additional parameters.

Unfortunately, as we shall see, the story is not so simple.

Exercise 3.5

Monte Carlo integration is a method of estimating de�nite integrals by means of Monte Carlo

simulation. Consider computing the area of a region of space described by a predicate P(x ,y)

that is true for points (x ,y) in the region and false for points not in the region. For example,

the region contained within a circle of radius 3 centered at (5, 7) is described by the predicate

that tests whether (x − 5)2 + (y − 7)2 ≤ 3
2
. To estimate the area of the region described by such

a predicate, begin by choosing a rectangle that contains the region. For example, a rectangle

with diagonally opposite corners at (2, 4) and (8, 10) contains the circle above. The desired

integral is the area of that portion of the rectangle that lies in the region. We can estimate the

integral by picking, at random, points (x ,y) that lie in the rectangle, and testing P(x ,y) for

each point to determine whether the point lies in the region. If we try this with many points,

then the fraction of points that fall in the region should give an estimate of the proportion of

the rectangle that lies in the region. Hence, multiplying this fraction by the area of the entire

rectangle should produce an estimate of the integral.
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Implement Monte Carlo integration as a function estimate_integral that takes as argu-

ments a predicate P, upper and lower bounds x1, x2, y1, and y2 for the rectangle, and the

number of trials to perform in order to produce the estimate. Your function should use the

same monte_carlo function that was used above to estimate π . Use your estimate_integral

to produce an estimate of π by measuring the area of a unit circle.

You will �nd it useful to have a function that returns a number chosen at random from a

given range. The following random_in_range function implements this in terms of the random

function used in section 1.2.6, which returns a nonnegative number less than its input.

Ifunction random_in_range(low, high) {

const range = high - low;

return low + random(range);

}

Exercise 3.6

It is useful to be able to reset a random-number generator to produce a sequence starting from

a given value. Design a new rand function that is called with an argument that is either the

string "generate" or the string "reset" and behaves as follows: rand("generate") produces

a new random number; rand("reset")(new-value) resets the internal state variable to the

designated new-value. Thus, by resetting the state, one can generate repeatable sequences.

These are very handy to have when testing and debugging programs that use random numbers.

3.1.3 The Costs of Introducing Assignment

As we have seen, assignment enables us to model objects that have local state. However, this

advantage comes at a price. Our programming language can no longer be interpreted in terms

of the substitution model of function application that we introduced in section 1.1.5. Moreover,

no simple model with “nice” mathematical properties can be an adequate framework for dealing

with objects and assignment in programming languages.

So long as we do not use assignments, two evaluations of the same function with the same

arguments will produce the same result, so that functions can be viewed as computing math-

ematical functions. Programming without any use of assignments, as we did throughout the

�rst two chapters of this book, is accordingly known as functional programming.

To understand how assignment complicates matters, consider a simpli�ed version of the

make_withdraw function of section 3.1.1 that does not bother to check for an insu�cient

amount:

Ifunction make_simplified_withdraw(balance) {
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return amount => {

balance = balance - amount;

return balance;

};

}

Iconst W = make_simplified_withdraw(25);

IW(20);

5

IW(10);

−5

Compare this function with the following make_decrementer function, which does not use

assignment:

Ifunction make_decrementer(balance) {

return amount => balance - amount;

}

The function make_decrementer returns a function that subtracts its input from a des-

ignated amount balance, but there is no accumulated e�ect over successive calls, as with

make_simplified_withdraw:

Iconst D = make_decrementer(25);

ID(20);

5

ID(10);

15

We can use the substitution model to explain how make_decrementer works. For instance,

let us analyze the evaluation of the expression

I(make_decrementer(25))(20);

We �rst simplify the operator of the combination by substituting 25 for balance in the body

of make-decrementer. This reduces the expression to

I(amount => 25 - amount)(20);

Now we apply the operator by substituting 20 for amount in the body of the lambda expres-

sion:

I25 - 20;
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The �nal answer is 5.

Observe, however, what happens if we attempt a similar substitution analysis with make_simplified_withdraw:

I(make_simplified_withdraw(25))(20);

We �rst simplify the operator by substituting 25 for balance in the return expression of

make_simplified_withdraw. This reduces the statement to
8

(amount => {

balance = 25 - amount;

return 25;

})(20);

Now we apply the function by substituting 20 for amount in the body of the lambda expres-

sion:

balance = 25 - 20;

return 25;

If we adhered to the substitution model, we would have to say that the meaning of the

function application is to �rst set balance to 5 and then return 25 as the value of the expression.

This gets the wrong answer. In order to get the correct answer, we would have to somehow

distinguish the �rst occurrence of balance (before the e�ect of the assignment) from the second

occurrence of balance (after the e�ect of the assignment), and the substitution model cannot

do this.

The trouble here is that substitution is based ultimately on the notion that the symbols in our

language are essentially names for values. This worked well for constants. But a variable, whose

value can change with assignment, cannot simply be a name for a value. A variable somehow

refers to a place where a value can be stored, and the value stored at this place can change. In

section 3.2 we will see how environments play this role of “place” in our computational model.

Sameness and change

The issue surfacing here is more profound than the mere breakdown of a particular model of

computation. As soon as we introduce change into our computational models, many notions

that were previously straightforward become problematical. Consider the concept of two

things being “the same.”

Suppose we call make_decrementer twice with the same argument to create two functions:

Iconst D1 = make_decrementer(25);

8
We don’t substitute for the occurrence of balance in the assignment because the name in an assignment is

not evaluated. If we did substitute for it, we would get 25 = 25 - amount;, which makes no sense.

251 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAWwIYGsCmB9AzjZABwBsZgZMATbAdxigAtKAnVGgCgCNVjVJMAlIgDeAKEQTEzTFBDMkqZHHBREAXgB8I8ZN16J3Xv3WJDfCJkQBaRIuVgoAbh37X02fNM9zmZ690Avs4BouxoWHgEJGQU1HSMLGzsAEwArAICKQAMAo5AA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABAWwIYGsCmB9AJpiAJ02UzCk0IAoAjVAG1UkwEpEBvAKER8WKhCEkqZHHBREAXgB8iOo2aIAtIhFjyAbk4BfThAQBnCQBEAjFJQYc+IiTIVqAJgCsLLXsMnHFtFjwFiUnJKKhc3IA


Modularity, Objects, and State 3.1.3

const D2 = make_decrementer(25);

Are D1 and D2 the same? An acceptable answer is yes, because D1 and D2 have the same

computational behavior—each is a function that subtracts its input from 25. In fact, D1 could

be substituted for D2 in any computation without changing the result.

Contrast this with making two calls to make_simplified_withdraw:

Iconst W1 = make_simplified_withdraw(25);

const W2 = make_simplified_withdraw(25);

Are W1 and W2 the same? Surely not, because calls to W1 and W2 have distinct e�ects, as shown

by the following sequence of interactions:

IW1(20);

5

IW1(20);

−15

IW2(20);

5

Even though W1 and W2 are “equal” in the sense that they are both created by evaluating the

same expression, make_simplified_withdraw(25), it is not true that W1 could be substituted

for W2 in any expression without changing the result of evaluating the expression.

A language that supports the concept that “equals can be substituted for equals” in an

expression without changing the value of the expression is said to be referentially transparent.
Referential transparency is violated when we include assignment in our computer language.

This makes it tricky to determine when we can simplify expressions by substituting equivalent

expressions. Consequently, reasoning about programs that use assignment becomes drastically

more di�cult.

Once we forgo referential transparency, the notion of what it means for computational

objects to be “the same” becomes di�cult to capture in a formal way. Indeed, the meaning of

“same” in the real world that our programs model is hardly clear in itself. In general, we can

determine that two apparently identical objects are indeed “the same one” only by modifying

one object and then observing whether the other object has changed in the same way. But how

can we tell if an object has “changed” other than by observing the “same” object twice and

seeing whether some property of the object di�ers from one observation to the next? Thus,

we cannot determine “change” without some a priori notion of “sameness,” and we cannot

determine sameness without observing the e�ects of change.
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As an example of how this issue arises in programming, consider the situation where Peter

and Paul have a bank account with $100 in it. There is a substantial di�erence between modeling

this as

Iconst peter_acc = make_account(100);

const paul_acc = make_account(100);

and modeling it as

Iconst peter_acc = make_account(100);

const paul_acc = peter_acc;

In the �rst situation, the two bank accounts are distinct. Transactions made by Peter will

not a�ect Paul’s account, and vice versa. In the second situation, however, we have de�ned

paul_acc to be the same thing as peter_acc. In e�ect, Peter and Paul now have a joint bank

account, and if Peter makes a withdrawal from peter_acc Paul will observe less money in

paul_acc. These two similar but distinct situations can cause confusion in building computa-

tional models. With the shared account, in particular, it can be especially confusing that there

is one object (the bank account) that has two di�erent names (peter_acc and paul_acc); if

we are searching for all the places in our program where paul_acc can be changed, we must

remember to look also at things that change peter_acc.
9

With reference to the above remarks on “sameness” and “change,” observe that if Peter and

Paul could only examine their bank balances, and could not perform operations that changed

the balance, then the issue of whether the two accounts are distinct would be moot. In general,

so long as we never modify data objects, we can regard a compound data object to be precisely

the totality of its pieces. For example, a rational number is determined by giving its numerator

and its denominator. But this view is no longer valid in the presence of change, where a

compound data object has an “identity” that is something di�erent from the pieces of which it

is composed. A bank account is still “the same” bank account even if we change the balance by

making a withdrawal; conversely, we could have two di�erent bank accounts with the same

state information. This complication is a consequence, not of our programming language, but

of our perception of a bank account as an object. We do not, for example, ordinarily regard a

rational number as a changeable object with identity, such that we could change the numerator

and still have “the same” rational number.

9
The phenomenon of a single computational object being accessed by more than one name is known as

aliasing. The joint bank account situation illustrates a very simple example of an alias. In section 3.3 we will see

much more complex examples, such as “distinct” compound data structures that share parts. Bugs can occur in

our programs if we forget that a change to an object may also, as a “side e�ect,” change a “di�erent” object because

the two “di�erent” objects are actually a single object appearing under di�erent aliases. These so-called side-e�ect
bugs are so di�cult to locate and to analyze that some people have proposed that programming languages be

designed in such a way as to not allow side e�ects or aliasing (Lampson et al. 1981; Morris, Schmidt, and Wadler

1980).
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Pitfalls of imperative programming

In contrast to functional programming, programming that makes extensive use of assignment is

known as imperative programming. In addition to raising complications about computational

models, programs written in imperative style are susceptible to bugs that cannot occur in

functional programs. For example, recall the iterative factorial program from section 1.2.1:

Ifunction factorial(n) {

function iter(product,counter) {

if (counter > n) {

return product;

} else {

return iter(counter*product,

counter+1);

}

}

return iter(1,1);

}

Instead of passing arguments in the internal iterative loop, we could adopt a more imperative

style by using explicit assignment to update the values of the variables product and counter:

Ifunction factorial(n) {

let product = 1;

let counter = 1;

function iter() {

if (counter > n) {

return product;

} else {

product = counter * product;

counter = counter + 1;

return iter();

}

}

return iter();

}

This does not change the results produced by the program, but it does introduce a subtle trap.

How do we decide the order of the assignments? As it happens, the program is correct as

written. But writing the assignments in the opposite order

counter = counter + 1;

product = counter * product;

would have produced a di�erent, incorrect result. In general, programming with assignment

forces us to carefully consider the relative orders of the assignments to make sure that each

statement is using the correct version of the variables that have been changed. This issue
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simply does not arise in functional programs.
10

The complexity of imperative programs becomes even worse if we consider applications

in which several processes execute concurrently. We will return to this in section 3.4. First,

however, we will address the issue of providing a computational model for expressions that

involve assignment, and explore the uses of objects with local state in designing simulations.

Exercise 3.7

Consider the bank account objects created by make_account, with the password modi�cation

described in exercise 3.3. Suppose that our banking system requires the ability to make joint

accounts. De�ne a function make_joint that accomplishes this. The function make_joint

should take three arguments. The �rst is a password-protected account. The second argument

must match the password with which the account was de�ned in order for the make_joint

operation to proceed. The third argument is a new password. The function make_joint is to

create an additional access to the original account using the new password. For example, if

peter_acc is a bank account with password "open sesame", then

Iconst paul_acc = make_joint(peter_acc, "open sesame", "rosebud");

will allow one to make transactions on peter_acc using the name paul_acc and the password

"rosebud". You may wish to modify your solution to exercise 3.3 to accommodate this new

feature.

Exercise 3.8

When we de�ned the evaluation model in section 1.1.3, we said that the �rst step in evaluating

an expression is to evaluate its subexpressions. But we never speci�ed the order in which

the subexpressions should be evaluated (e.g., left to right or right to left). When we introduce

assignment, the order in which for example the operands of an operator combination are

evaluated can make a di�erence to the result. De�ne a simple function f such that evaluating

f(0) + f(1) will return 0 if the operands of + evaluated from left to right but will return 1 if

the operands are evaluated from right to left.

10
In view of this, it is ironic that introductory programming is most often taught in a highly imperative style.

This may be a vestige of a belief, common throughout the 1960s and 1970s, that programs that call functions

must inherently be less e�cient than programs that perform assignments. (Steele (1977) debunks this argument.)

Alternatively it may re�ect a view that step-by-step assignment is easier for beginners to visualize than function

call. Whatever the reason, it often saddles beginning programmers with “should I set this variable before or after

that one” concerns that can complicate programming and obscure the important ideas.
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3.2 The Environment Model of Evaluation

When we introduced compound functions in chapter 1, we used the substitution model of

evaluation (section 1.1.5) to de�ne what is meant by applying a function to arguments:

– To apply a compound function to arguments, evaluate the body of the function with

each parameter replaced by the corresponding argument.

Once we admit assignment into our programming language, such a de�nition is no longer

adequate. In particular, section 3.1.3 argued that, in the presence of assignment, a variable can

no longer be considered to be merely a name for a value. Rather, a variable must somehow

designate a “place” in which values can be stored. In our new model of evaluation, these places

will be maintained in structures called environments.

An environment is a sequence of frames. Each frame is a table (possibly empty) of bindings,
which associate variable names with their corresponding values. (A single frame may contain at

most one binding for any variable.) Each frame also has a pointer to its enclosing environment,
unless, for the purposes of discussion, the frame is considered to be global. The value of a
variable with respect to an environment is the value given by the binding of the variable in

the �rst frame in the environment that contains a binding for that variable. If no frame in the

sequence speci�es a binding for the variable, then the variable is said to be unbound in the

environment.

A B

C D

I

II III
z:6
x:7

m:1
y:2

x:3
y:5

Figure 3.1: A simple environment structure.

Figure 3.1 shows a simple environment structure consisting of three frames, labeled I, II, and

III. In the diagram, A, B, C, and D are pointers to environments. C and D point to the same

environment. The variables z and x are bound in frame II, while y and x are bound in frame I.

The value of x in environment D is 3. The value of x with respect to environment B is also 3.

This is determined as follows: We examine the �rst frame in the sequence (frame III) and do

not �nd a binding for x, so we proceed to the enclosing environment D and �nd the binding in
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frame I. On the other hand, the value of x in environment A is 7, because the �rst frame in the

sequence (frame II) contains a binding of x to 7. With respect to environment A, the binding

of x to 7 in frame II is said to shadow the binding of x to 3 in frame I.

The environment is crucial to the evaluation process, because it determines the context in

which an expression should be evaluated. Indeed, one could say that expressions in a pro-

gramming language do not, in themselves, have any meaning. Rather, an expression acquires

a meaning only with respect to some environment in which it is evaluated. Even the interpre-

tation of an expression as straightforward as display(1) depends on an understanding that

one is operating in a context in which the symbol display refers to the primitive function

that displays a value. Thus, in our model of evaluation we will always speak of evaluating an

expression with respect to some environment. To describe interactions with the interpreter, we

will suppose that there is a global environment, consisting of a single frame (with no enclosing

environment) that includes values for the symbols associated with the primitive functions. For

example, the idea that display is the name for the primitive display function is captured by

saying that the symbol display is bound in the global environment to the primitive display

function.

3.2.1 The Rules for Evaluation

The overall speci�cation of how the interpreter evaluates a function application remains the

same as when we �rst introduced it in section 1.1.4:

– To evaluate an application:

1. Evaluate the subexpressions of the application.
11

2. Apply the value of the function subexpression to the values of the argument subex-

pressions.

The environment model of evaluation replaces the substitution model in specifying what it

means to apply a compound function to arguments.

In the environment model of evaluation, a function is always a pair consisting of some

code and a pointer to an environment. Functions are created in one way only: by evaluating

a lambda expression. This produces a function whose code is obtained from the text of the

lambda expression and whose environment is the environment in which the lambda expression

was evaluated to produce the function. For example, consider the function declaration

11
Assignment introduces a subtlety into step 1 of the evaluation rule. As shown in exercise 3.8, the presence

of assignment allows us to write expressions that will produce di�erent values depending on the order in which

the subexpressions in a combination are evaluated. Thus, to be precise, we should specify an evaluation order

in step 1 (e.g., left to right or right to left). However, this order is considered to be an implementation detail in

some languages, such as Scheme. In Scheme, one should never write programs that depend on some particular

order. For instance, a sophisticated Scheme compiler might optimize a program by varying the order in which

subexpressions are evaluated.
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Ifunction square(x) {

return x * x;

}

evaluated in the global environment. The function declaration syntax is equivalent to
12

an

underlying implicit lambda expression. It would have been equivalent to have used

Iconst square = x => x * x;

which evaluates x => x * x and binds square to the resulting value, all in the global environ-

ment.

Figure 3.2 shows the result of evaluating this declaration statement. In general, const,

function and let create declarations by adding bindings to frames. For declarations at the

toplevel of the program, outside of any block, we introduce a program environment, consist-

ing of a single frame—the program frame—directly inside the global environment. To reduce

clutter, after this �gure, we will not display the global environment (as it is always the same),

but we are reminded of its existence by the pointer from the program environment upward.

The function object is a pair whose code speci�es that the function has one parameter, namely

x, and a function body return x * x;. The environment part of the function is a pointer to

the program environment, since that is the environment in which the lambda expression was

evaluated to produce the function. A new binding, which associates the function object with

the symbol square, has been added to the program frame.

12
Footnote 52 in chapter 1 mentions subtle di�erences between the two in full JavaScript, which we will ignore

in this edition.
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other names

square:=

program
env

function square(x) {

  return x * x;

}

parameters: x
body: return x * x;

global
env pair:= ...

other names of
primitives

Figure 3.2: Environment structure produced by evaluating function square(x){ return x

* x; } in the program environment.

We consider function declarations as equivalent to constant declarations,
13

and assignment

is forbidden on constants. Our environment model therefore needs to distinguish symbols that

refer to constants from symbols that refer to variables. We shall indicate that a symbol is a

constant by writing an equal sign after the colon that follows the symbol. Observe the equal

signs after the colons in �gure 3.2.

Now that we have seen how functions are created, we can describe how functions are applied.

The environment model speci�es: To apply a function to arguments, create a new environment

containing a frame that binds the parameters to the values of the arguments. The enclosing

environment of this frame is the environment speci�ed by the function. Now, within this new

environment, evaluate the function body.

To show how this rule is followed, �gure 3.3 illustrates the environment structure created

by evaluating the expression square(5); in the program environment, where square is the

function generated in �gure 3.2. Applying the function results in the creation of a new envi-

ronment, labeled E1 in the �gure, that begins with a frame in which x, the formal parameter

for the function, is bound to the argument 5. Note that symbol x in environment E1 is followed

by a single colon symbol with no equal sign, which indicates that the parameter x is treated

as a variable.
14

The pointer leading upward from this frame shows that the frame’s enclosing

13
We mentioned in footnote 52 that the full JavaScript language allows assignment to names that are declared

with function declarations.

14
This example does not make use of the fact that the parameter x is a variable, but recall function
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environment is the program environment. The program environment is chosen here, because

this is the environment that is indicated as part of the square function object. Within E1, we

evaluate the body of the function, return x * x;. Since the value of x in E1 is 5, the result is

5 * 5, or 25.

E1

return x * x
parameters: x
body: return x * x;

square(5)

program
env

other names

square:=

x:5

Figure 3.3: Environment created by evaluating square(5); in the program environment.

The environment model of function application can be summarized by two rules:

– A function object is applied to a set of arguments by constructing a frame, binding the

parameters of the function to the arguments of the call, and then evaluating the body of

the function in the context of the new environment constructed. The new frame has as

its enclosing environment the environment part of the function object being applied.

– A function is created by evaluating a lambda expression relative to a given environment.

The resulting function object is a pair consisting of the text of the lambda expression

and a pointer to the environment in which the function was created.

Finally, we specify the behavior of assignment, the operation that forced us to introduce

the environment model in the �rst place. Evaluating the statement name = value ; in some

environment locates the binding of the name in the environment. For this, one �nds the �rst

frame in the environment that contains a binding for the name. If the name is unbound in

the environment, then the assignment signals a “variable unde�ned” error. Otherwise, if the

binding in the frame is a constant binding—indicated in the frame with an equal sign after

colon that follows the name—the assignment signals an “assignment to constant” error. At last,

if the binding in the frame is a variable binding—indicated in the frame with a single colon

make_withdraw in section 3.1.1, which relied on its parameter being a variable.
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after the name—that binding is changed to re�ect the new value of the variable.

These evaluation rules, though considerably more complex than the substitution model, are

still reasonably straightforward. Moreover, the evaluation model, though abstract, provides a

correct description of how the interpreter evaluates expressions. In chapter 4 we shall see how

this model can serve as a blueprint for implementing a working interpreter. The following

sections elaborate the details of the model by analyzing some illustrative programs.

3.2.2 Applying Simple Functions

When we introduced the substitution model in section 1.1.5 we showed how the application

f(5) evaluates to 136, given the following function declarations:

Ifunction square(x) {

return x * x;

}

function sum_of_squares(x, y) {

return square(x) + square(y);

}

function f(a) {

return sum_of_squares(a + 1, a * 2);

}

We can analyze the same example using the environment model. Figure 3.4 shows the three

function objects created by evaluating the de�nitions of f, square, and sum_of_squares in the

program environment. Each function object consists of some code, together with a pointer to

the program environment.
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square:=

sum_of_squares:=

f:=
program
env

parameters: x
body: return x * x;

parameters: x, y
body: square(x) + square(y);

parameters: a
body: return sum_of_squares(a + 1, a + 2);

Figure 3.4: Function objects in the program frame.

In �gure 3.5 we see the environment structure created by evaluating the expression f(5).

The call to f creates a new environment E1 beginning with a frame in which a, the parameter

of f, is bound to the argument 5. In E1, we evaluate the body of f:

return sum_of_squares(a + 1, a * 2);

x * x

x:10
E4

x * x

x:6
E3

square(x) 
+ 

square(y)

x:6

y:10
E2

sum_of_squares(

    a + 1, a * 2)

a:5
E1

f(5)

program
env

Figure 3.5: Environments created by evaluating f(5) using the functions in �gure 3.4.
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To evaluate this combination, we �rst evaluate the subexpressions. The �rst subexpression,

sum_of_squares, has a value that is a function object. (Notice how this value is found: We �rst

look in the �rst frame of E1, which contains no binding for sum_of_squares. Then we proceed

to the enclosing environment, i.e. the program environment, and �nd the binding shown in

�gure 3.4.) The other two subexpressions are evaluated by applying the primitive operations

+ and * to evaluate the two combinations a + 1 and a * 2 to obtain 6 and 10, respectively.

Now we apply the function object sum_of_squares to the arguments 6 and 10. This re-

sults in a new environment E2 in which the parameters x and y are bound to the arguments.

Within E2 we evaluate the combination square(x) + square(y). This leads us to evaluate

square(x), where square is found in the program frame and x is 6. Once again, we set up a

new environment, E3, in which x is bound to 6, and within this we evaluate the body of square,

which is x * x. Also as part of applying sum_of_squares, we must evaluate the subexpression

square(y), where y is 10. This second call to square creates another environment, E4, in which

x, the parameter of square, is bound to 10. And within E4 we must evaluate x * x.

The important point to observe is that each call to square creates a new environment con-

taining a binding for x. We can see here how the di�erent frames serve to keep separate the

di�erent local variables all named x. Notice that each frame created by square points to the

program environment, since this is the environment indicated by the square function object.

After the subexpressions are evaluated, the results are returned. The values generated by the

two calls to square are added by sum_of_squares, and this result is returned by f. Since our

focus here is on the environment structures, we will not dwell on how these returned values

are passed from call to call; however, this is also an important aspect of the evaluation process,

and we will return to it in detail in chapter 5.

Exercise 3.9

In section 1.2.1 we used the substitution model to analyze two functions for computing facto-

rials, a recursive version

Ifunction factorial(n) {

return n === 1

? 1

: n * factorial(n - 1);

}

and an iterative version

Ifunction factorial(n) {

return fact_iter(1, 1, n);

}

function fact_iter(product, counter, max_count) {
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return counter > max_count

? product

: fact_iter(counter * product,

counter + 1,

max_count);

}

Show the environment structures created by evaluating factorial(6) using each version of

the factorial function.
15

3.2.3 Frames as the Repository of Local State

We can turn to the environment model to see how functions and assignment can be used to

represent objects with local state. As an example, consider the “withdrawal processor” from

section 3.1.1 created by calling the function

Ifunction make_withdraw(balance) {

return amount => {

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "insufficient funds";

}

};

}

Let us describe the evaluation of

Iconst W1 = make_withdraw(100);

followed by

IW1(50);

50

Figure 3.6 shows the result of declaring the make_withdraw function in the program envi-

ronment. This produces a function object that contains a pointer to the program environment.

So far, this is no di�erent from the examples we have already seen, except that the body of the

function is itself a lambda expression.

15
The environment model will not clarify our claim in section 1.2.1 that the interpreter can execute a function

such as fact_iter in a constant amount of space using tail recursion. We will discuss tail recursion when we

deal with the control structure of the interpreter in section 5.4.
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program
env make_withdraw:=

parameters: balance
body: return amount => {
    if (balance >= amount) {
        balance = balance - amount;
        return balance;
    } else {
        return "insufficient funds";
    }
}

Figure 3.6: Result of de�ning make_withdraw in the program environment.

The interesting part of the computation happens when we apply the function make_withdraw

to an argument:

const W1 = make_withdraw(100);

We begin, as usual, by setting up an environment E1 in which the parameter balance is bound

to the argument 100. Within this environment, we evaluate the body of make_withdraw, namely

the lambda expression. This constructs a new function object, whose code is as speci�ed by

the lambda expression and whose environment is E1, the environment in which the lambda

expression was evaluated to produce the function. The resulting function object is the value

returned by the call to make_withdraw. This is bound to W1 in the program environment, since

the constant declaration itself is being evaluated in the program environment. Figure 3.7 shows

the resulting environment structure.
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E1

make_withdraw:=

w1:=
program
env

balance: 100

parameters:  balance
body:  ...parameters: amount

body: 
    if (balance >= amount) {
        balance = balance - amount;
        return balance;
    } else {
        return "insufficient funds";
    }

Figure 3.7: Result of evaluating const W1 = make_withdraw(100);.

Now we can analyze what happens when W1 is applied to an argument:

W1(50);

50

We begin by constructing a frame in which amount, the parameter of W1, is bound to the

argument 50. The crucial point to observe is that this frame has as its enclosing environment

not the program environment, but rather the environment E1, because this is the environment

that is speci�ed by the W1 function object. Within this new environment, we evaluate the body

of the function:

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "insufficient funds";

}

The resulting environment structure is shown in �gure 3.8. The expression being evaluated

references both amount and balance. The variable amount will be found in the �rst frame in the
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environment, while balance will be found by following the enclosing-environment pointer to

E1.

E1

make_withdraw:= ...

w1:=
program
env

balance: 100

parameters:  amount
body:  ...

amount: 50

Here is the balance
that will be changed
by the set!

    if (balance >= amount) {

        balance = balance - amount;

        return balance;

    } else {

        return "insufficient funds";

    }

Figure 3.8: Environments created by applying the function object W1.

When the assignment is executed, the binding of balance in E1 is changed. At the completion

of the call to W1, balance is 50, and the frame that contains balance is still pointed to by the

function object W1. The frame that binds amount (in which we executed the code that changed

balance) is no longer relevant, since the function call that constructed it has terminated, and

there are no pointers to that frame from other parts of the environment. The next time W1 is

called, this will build a new frame that binds amount and whose enclosing environment is E1.

We see that E1 serves as the “place” that holds the local state variable for the function object

W1. Figure 3.9 shows the situation after the call to W1.
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E1

make_withdraw:= ...

w1:=

program
env

balance: 50

parameters:  amount
body:  ...

Figure 3.9: Environments after the call to W1.

Observe what happens when we create a second “withdraw” object by making another call

to make_withdraw:

I

This produces the environment structure of �gure 3.10, which shows that W2 is a function

object, that is, a pair with some code and an environment. The environment E2 for W2 was

created by the call to make_withdraw. It contains a frame with its own local binding for balance.

On the other hand, W1 and W2 have the same code: the code speci�ed by the lambda expression

in the body of make_withdraw.
16

We see here why W1 and W2 behave as independent objects.

Calls to W1 reference the state variable balance stored in E1, whereas calls to W2 reference the

balance stored in E2. Thus, changes to the local state of one object do not a�ect the other

object.

16
Whether W1 and W2 share the same physical code stored in the computer, or whether they each keep a copy

of the code, is a detail of the implementation. For the interpreter we implement in chapter 4, the code is in fact

shared.
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E1

w2:=

w1:=
program
env

balance: 50

parameters:  amount
body:  ...

E2 balance: 100

make_withdraw:= ...

Figure 3.10: Using const W2 = make_withdraw(100) to create a second object.

Exercise 3.10

In the make_withdraw function the local variable balance is created as a parameter of make_withdraw.

We could also create the local state variable separately, using what we might call an immedi-
ately invoked lambda expression as follows:

Ifunction make_withdraw(initial_amount) {

return (balance =>

amount => {

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "insufficient funds";

}

})(initial_amount);

}

The outer lambda expression is immediately invoked, after it is evaluated. Its only purpose it

to create a local variable balance, and initialize it to initial_amount. Use the environment

model to analyze this alternate version of make_withdraw, drawing �gures like the ones above
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to illustrate the interactions

Iconst W1 = make_withdraw(100);

W1(50);

const W2 = make_withdraw(100);

Show that the two versions of make_withdraw create objects with the same behavior. How do

the environment structures di�er for the two versions?

3.2.4 Internal Declarations

Section 3.2.2 describes the application of simple functions according to the environment model,

but fails to handle proper blocks that contain contains constant or variable declarations, as

the bodies of the functions new_withdraw and make_account of section 3.1.1, in the function

make_rand of section 3.1.2 and in both versions of the factorial function of section 3.1.3. The

declaration of local names within blocks is treated similarly to declarations of global names,

as for example the name square in section 3.2.1. We explained that the names declared in the

program are added to the program frame. More precisely, before the program gets evaluated,

we identify the names that are declared in the program at toplevel (outside of any block). These

names are all added to the program frame, and then the program gets evaluated with respect

to the program environment. Initially, before the program runs, these names refer to a special

value unassigned, and any attempt to access the value of a name that refers to unassigned
leads to an error. Constant and variable declarations can then be handled like assignments in

section 3.2.3.

In order to evaluate a block in a given environment, we extend the environment by a new

frame that contains all names declared locally (outside of nested blocks) in the block body.

These names intially refer to the value unassigned, when the evaluation of the body commences.

The evaluation of the local constant and variable declarations then re-assigns the names to

the left of the = sign, as if the declaration was an assignment.
17

Section 1.1.8 introduced the idea that functions can have internal de�nitions, thus leading

to a block structure as in the following function to compute square roots:

Ifunction sqrt(x) {

function good_enough(guess) {

return abs(square(guess) - x) < 0.001;

}

function improve(guess) {

return average(guess, x / guess);

}

17
Equipped with a deeper understanding of the scope of names, we can now explain why the program in

footnote 54 of chapter 1 goes wrong.
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function sqrt_iter(guess){

return good_enough(guess)

? guess

: sqrt_iter(improve(guess));

}

return sqrt_iter(1.0);

}

Now we can use the environment model to see why these internal de�nitions behave as

desired. Figure 3.11 shows the point in the evaluation of the expression sqrt(2) where the

internal function good_enough has been called for the �rst time with guess equal to 1.

program
env

sqrt:

E2

x:2

good_enough:
improve: ...
sqrt_iter: ...

guess: 1

guess: 1

call to sqrt_iter

E3

call to good_enough

E4

parameters: guess
body: return abs 
< ...

parameters: x
body:
function 

good_enough ...

function improve ...

function sqrt_iter ...

sqrt_iter(1);

E1

Figure 3.11: sqrt function with internal de�nitions.
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Observe the structure of the environment. The name sqrt is a symbol in the program en-

vironment that is bound to a function object whose associated environment is the program

environment. When sqrt was called, a new environment E1 was formed, subordinate to the

program environment, in which the parameter x is bound to 2. The body of sqrt was then

evaluated in E1. That body in this case is a block with local function declarations and therefore

we extended E1 with a new frame for those declarations, resulting in the new environment E2.

The body of the block was then evaluated in E2. Since the �rst statement in the body is

function good_enough(guess) {

return abs(square(guess) - x) < 0.001;

}

evaluating this declaration created the function good_enough in the environment E2. To be

more precise, the value unassigned for the symbol good_enough in the �rst frame of E2 was

replaced by a function object whose associated environment is E2. Similarly, improve and

sqrt_iter were de�ned as functions in E2. For conciseness, �gure 3.11 shows only the function

object for good_enough.

After the local functions were de�ned, the expression sqrt_iter(1.0) was evaluated, still

in environment E2. So the function object bound to sqrt_iter in E2 was called with 1 as

an argument. This created an environment E3 in which guess, the parameter of sqrt_iter,

is bound to 1. The function sqrt_iter in turn called good_enough with the value of guess

(from E3) as the argument for good_enough. This set up another environment, E4, in which

guess (the parameter of good_enough) is bound to 1. Although sqrt_iter and good_enough

both have a parameter named guess, these are two distinct local variables located in di�erent

frames. Also, E3 and E4 both have E2 as their enclosing environment, because the sqrt_iter

and good_enough both have E2 as their environment part. One consequence of this is that the

symbol x that appears in the body of good_enough will reference the binding of x that appears

in E1, namely the value of x with which the original sqrt function was called.

The environment model thus explains the two key properties that make local function dec-

larations a useful technique for modularizing programs:

– The names of the local functions do not interfere with names external to the enclosing

function, because the local function names will be bound in the frame that the block

creates when it is evaluated, rather than being bound in the program environment.

– The local functions can access the arguments of the enclosing function, simply by using

parameter names as free variables. This is because the body of the local function is

evaluated in an environment that is subordinate to the evaluation environment for the

enclosing function.
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Exercise 3.11

In section 3.2.3 we saw how the environment model described the behavior of functions with lo-

cal state. Now we have seen how internal de�nitions work. A typical message-passing function

contains both of these aspects. Consider the bank account function of section 3.1.1:

Ifunction make_account(balance) {

function withdraw(amount) {

if (balance >= amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

}

function deposit(amount) {

balance = balance + amount;

}

function dispatch(m) {

return m === "withdraw"

? withdraw

: m === "deposit"

? deposit

: "Unknown request: make_account";

}

return dispatch;

}

Show the environment structure generated by the sequence of interactions

Iconst acc = make_account(50);

(acc("deposit"))(40);

(acc("withdraw"))(60);

Where is the local state for acc kept? Suppose we de�ne another account

const acc2 = make_account(100);

How are the local states for the two accounts kept distinct? Which parts of the environment

structure are shared between acc and acc2?
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3.3 Modeling with Mutable Data

Chapter 2 dealt with compound data as a means for constructing computational objects that

have several parts, in order to model real-world objects that have several aspects. In that

chapter we introduced the discipline of data abstraction, according to which data structures

are speci�ed in terms of constructors, which create data objects, and selectors, which access

the parts of compound data objects. But we now know that there is another aspect of data

that chapter 2 did not address. The desire to model systems composed of objects that have

changing state leads us to the need to modify compound data objects, as well as to construct

and select from them. In order to model compound objects with changing state, we will de-

sign data abstractions to include, in addition to selectors and constructors, operations called

mutators, which modify data objects. For instance, modeling a banking system requires us to

change account balances. Thus, a data structure for representing bank accounts might admit

an operation

set_balance(account, new-value)

that changes the balance of the designated account to the designated new value. Data objects

for which mutators are de�ned are known as mutable data objects.

Chapter 2 introduced pairs as a general-purpose “glue” for synthesizing compound data. We

begin this section by de�ning basic mutators for pairs, so that pairs can serve as building blocks

for constructing mutable data objects. These mutators greatly enhance the representational

power of pairs, enabling us to build data structures other than the sequences and trees that we

worked with in section 2.2. We also present some examples of simulations in which complex

systems are modeled as collections of objects with local state.

3.3.1 Mutable List Structure

The basic operations on pairs—pair, head, and tail—can be used to construct list structure

and to select parts from list structure, but they are incapable of modifying list structure. The

same is true of the list operations we have used so far, such as append and list, since these can

be de�ned in terms of pair, head, and tail. To modify list structures we need new operations.
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"c" "d"

y

x

"e" "f"

"a" "b"

Figure 3.12: Lists list(list("a", "b"), "c", "d") and y: list("e", "f").

"c" "d"

y

x

"e" "f"

"a" "b"

Figure 3.13: E�ect of set_head(x, y) on the lists in �gure 3.12.

"c" "d"

y

x

"e" "f"

"a" "b"

z

Figure 3.14: E�ect of const z = pair(y, tail(x)); on the lists in �gure 3.12.
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"c" "d"

y

x

"e" "f"

"a" "b"

Figure 3.15: E�ect of set_tail(x, y) on the lists in �gure 3.12.

The primitive mutators for pairs are set_head and set_tail. The function set_head takes

two arguments, the �rst of which must be a pair. It modi�es this pair, replacing the head pointer

by a pointer to the second argument of set_head.
18

As an example, suppose that x is bound to the list list(list("a", "b"), "c") and y to the

list list("e", "f") as illustrated in �gure 3.12. Evaluating the expression set_head(x, y)

modi�es the pair to which x is bound, replacing its head by the value of y. The result of

the operation is shown in �gure 3.13. The structure x has been modi�ed and would now be

printed as list(list("e", "f"), "c", "d"). The pairs representing the list list("a", "b"),

identi�ed by the pointer that was replaced, are now detached from the original structure.
19

Compare �gure 3.13 with �gure 3.14, which illustrates the result of executing

Iconst z = pair(y, tail(x));

with x and y bound to the original lists of �gure 3.12. The name z is now bound to a new pair

created by the pair operation; the list to which x is bound is unchanged.

The set_tail operation is similar to set_head. The only di�erence is that the tail pointer

of the pair, rather than the head pointer, is replaced. The e�ect of executing set_tail(x, y)

on the lists of �gure 3.12 is shown in �gure 3.15. Here the tail pointer of x has been replaced

by the pointer to list("e", "f"). Also, the list list("c", "d"), which used to be the tail

of x, is now detached from the structure.

The function pair builds new list structure by creating new pairs, while set_head and

set_tail modify existing pairs. Indeed, we could implement pair in terms of the two mutators,

together with a function get_new_pair, which returns a new pair that is not part of any existing

18
The functions set_head and set_tail return the value undefined. Like assignment, they should be used

only for their e�ect.

19
We see from this that mutation operations on lists can create “garbage” that is not part of any accessible

structure. We will see in section 5.3.2 that JavaScript memory-management systems include a garbage collector,
which identi�es and recycles the memory space used by unneeded pairs.
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list structure. We obtain the new pair, set its head and tail pointers to the designated objects,

and return the new pair as the result of the pair.
20

Ifunction pair(x, y) {

const fresh = get_new_pair();

set_head(fresh, x);

set_tail(fresh, y);

return fresh;

}

Exercise 3.12

The following function for appending lists was introduced in section 2.2.1:

Ifunction append(x, y) {

return is_null(x)

? y

: pair(head(x), append(tail(x), y));

}

The function append forms a new list by successively pairing the elements of x onto y. The

function append_mutator is similar to append, but it is a mutator rather than a constructor. It

appends the lists by splicing them together, modifying the �nal pair of x so that its tail is

now y. (It is an error to call append_mutator with an empty x.)

Ifunction append_mutator(x, y) {

set_tail(last_pair(x), y);

return x;

}

Here last_pair is a function that returns the last pair in its argument:

Ifunction last_pair(x) {

return is_null(tail(x))

? x

: last_pair(tail(x));

}

Consider the interaction

Iconst x = list("a", "b");

Iconst y = list("c", "d");

Iconst z = append(x, y);

Iz;

20
The function get_new_pair is one of the operations that must be implemented as part of the memory man-

agement required by a JavaScript implementation. We will discuss this in section 5.3.1.
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[ " a " , [ " b " , [ " c " , [ " d , nu l l ] ] ] ]

Itail(x);

〈response〉

Iconst w = append_mutator(x, y);

Iw;

[ " a " , [ " b " , [ " c " , [ " d " , nu l l ] ] ] ]

Itail(x);

〈response〉

What are the missing 〈response〉s? Draw box-and-pointer diagrams to explain your answer.

Exercise 3.13

Consider the following make_cycle function, which uses the last_pair function de�ned in

exercise 3.12:

Ifunction make_cycle(x) {

set_tail(last_pair(x), x);

return x;

}

Draw a box-and-pointer diagram that shows the structure z created by

Iconst z = make_cycle(list("a", "b", "c"));

What happens if we try to compute last_pair(z)?

Exercise 3.14

The following function is quite useful, although obscure:

Ifunction mystery(x) {

function loop(x, y) {

if (is_null(x)) {

return y;

} else {

const temp = tail(x);

set_tail(x, y);

return loop(temp, x);

}
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}

return loop(x, null);

}

The function loop uses the “temporary” name temp to hold the old value of the tail of x,

since the set_tail on the next line destroys the tail. Explain what mystery does in general.

Suppose v is de�ned by

Iconst v = list("a", "b", "c");

Draw the box-and-pointer diagram that represents the list to which v is bound. Suppose that

we now evaluate

Iconst w = mystery(v);

Draw box-and-pointer diagrams that show the structures v and w after evaluating this program.

What would be printed as the values of v and w?

Sharing and identity

We mentioned in section 3.1.3 the theoretical issues of “sameness” and “change” raised by the

introduction of assignment. These issues arise in practice when individual pairs are shared
among di�erent data objects. For example, consider the structure formed by

Iconst x = list("a", "b");

const z1 = pair(x, x);

As shown in �gure 3.16, z1 is a pair whose head and tail both point to the same pair x. This

sharing of x by the head and tail of z1 is a consequence of the straightforward way in which

pair is implemented. In general, using pair to construct lists will result in an interlinked

structure of pairs in which many individual pairs are shared by many di�erent structures.

z1

x "a" "b"

Figure 3.16: The list z1 formed by pair(x, x).
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z2 "a" "b"

"a" "b"

Figure 3.17: The list z2 formed by pair(list("a", "b"), list("a", "b")).

In contrast to �gure 3.16, �gure 3.17 shows the structure created by

Iconst z2 = pair(list("a", "b"), list("a", "b"));

In this structure, the pairs in the two list("a", "b") lists are distinct, although they contain

the same strings.
21

When thought of as a list, z1 and z2 both represent “the same” list:

Ilist(list("a", "b"), "a", "b")

In general, sharing is completely undetectable if we operate on lists using only pair, head,

and tail. However, if we allow mutators on list structure, sharing becomes signi�cant. As

an example of the di�erence that sharing can make, consider the following function, which

modi�es the head of the structure to which it is applied:

Ifunction set_to_wow(x) {

set_head(head(x), "wow");

return x;

}

Even though z1 and z2 are “the same” structure, applying set_to_wow to them yields di�erent

results. With z1, altering the head also changes the tail, because in z1 the head and the tail

are the same pair. With z2, the head and tail are distinct, so set_to_wow modi�es only the

head:

Iz1;

[ [ " a " , [ " b " , nu l l ] ] , [ " a " , [ " b " , nu l l ] ] ]

Iset_to_wow(z1);

[ [ "wow" , [ " b " , nu l l ] ] , [ "wow" , [ " b " , nu l l ] ] ]

21
The two pairs are distinct because each call to pair returns a new pair. The strings are “the same” in the

sense that they are primitive data (just like numbers) that are composed of the same characters in the same order.

Since JavaScript provides no way to mutate a string, any sharing that the designers of a JavaScript interpreter

might decide to implement for strings is undetectable. We consider primitive data such as numbers, booleans

and strings as identical, if and only if they are indistinguishable.
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Iz2;

[ [ " a " , [ " b " , nu l l ] ] , [ " a " , [ " b " , nu l l ] ] ]

Iset_to_wow(z2);

[ [ "wow" , [ " b " , nu l l ] ] , [ " a " , [ " b " , nu l l ] ] ]

One way to detect sharing in list structures is to use the primitive predicate ===, which we

introduced in sections 1.1.6 and 2.3.1 to test whether two numbers or two strings are equal.

When applied to two non-primitive values, x === y tests whether x and y are the same object

(that is, whether x and y are equal as pointers). Thus, with z1 and z2 as de�ned in �gure 3.16

and 3.17, head(z1) === tail(z1) is true and head(z2) === tail(z2) is false.

As will be seen in the following sections, we can exploit sharing to greatly extend the

repertoire of data structures that can be represented by pairs. On the other hand, sharing can

also be dangerous, since modi�cations made to structures will also a�ect other structures that

happen to share the modi�ed parts. The mutation operations set_head and set_tail should

be used with care; unless we have a good understanding of how our data objects are shared,

mutation can have unanticipated results.
22

Exercise 3.15

Draw box-and-pointer diagrams to explain the e�ect of set_to_wow on the structures z1 and

z2 above.

Exercise 3.16

Ben Bitdiddle decides to write a function to count the number of pairs in any list structure.

“It’s easy,” he reasons. “The number of pairs in any structure is the number in the head plus

the number in the tail plus one more to count the current pair.” So Ben writes the following

function

Ifunction count_pairs(x) {

return !is_pair(x)

? 0

: count_pairs(head(x)) +

22
The subtleties of dealing with sharing of mutable data objects re�ect the underlying issues of “sameness” and

“change” that were raised in section 3.1.3. We mentioned there that admitting change to our language requires

that a compound object must have an “identity” that is something di�erent from the pieces from which it is

composed. In JavaScript, we consider this “identity” to be the quality that is tested by ===, i.e., by equality of

pointers. Since in most JavaScript implementations a pointer is essentially a memory address, we are “solving

the problem” of de�ning the identity of objects by stipulating that a data object “itself” is the information stored

in some particular set of memory locations in the computer. This su�ces for simple JavaScript programs, but is

hardly a general way to resolve the issue of “sameness” in computational models.
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count_pairs(tail(x)) + 1;

}

Show that this function is not correct. In particular, draw box-and-pointer diagrams represent-

ing list structures made up of exactly three pairs for which Ben’s function would return 3;

return 4; return 7; never return at all.

Exercise 3.17

Devise a correct version of the count_pairs function of exercise 3.16 that returns the number

of distinct pairs in any structure. (Hint: Traverse the structure, maintaining an auxiliary data

structure that is used to keep track of which pairs have already been counted.)

Exercise 3.18

Write a function that examines a list and determines whether it contains a cycle, that is, whether

a program that tried to �nd the end of the list by taking successive tails would go into an

in�nite loop. Exercise 3.13 constructed such lists.

Exercise 3.19

Redo exercise 3.18 using an algorithm that takes only a constant amount of space. (This

requires a very clever idea.)

Mutation is just assignment

When we introduced compound data, we observed in section 2.1.3 that pairs can be represented

purely in terms of functions:

Ifunction pair(x, y) {

function dispatch(m) {

return m === "head"

? x

: m === "tail"

? y

: error(m, "Undefined operation -- pair");

}

return dispatch;

}

function head(z) {

return z("head");

}

function tail(z) {
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return z("tail");

}

The same observation is true for mutable data. We can implement mutable data objects

as functions using assignment and local state. For instance, we can extend the above pair

implementation to handle set_head and set_tail in a manner analogous to the way we

implemented bank accounts using make_account in section 3.1.1:

Ifunction pair(x, y) {

function set_x(v) {

x = v;

}

function set_y(v) {

y = v;

}

return m =>

m === "head"

? x

: m === "tail"

? y

: m === "set_head"

? set_x

: m === "set_tail"

? set_y

: error(m, "undefined operation -- pair");

}

function head(z) {

return z("head");

}

function tail(z) {

return z("tail");

}

function set_head(z, new_value) {

(z("set_head"))(new_value);

return z;

}

function set_tail(z, new_value) {

(z("set_tail"))(new_value);

return z;

}

Assignment is all that is needed, theoretically, to account for the behavior of mutable data.

As soon as we admit assignment to our language, we raise all the issues, not only of assignment,
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but of mutable data in general.
23

Exercise 3.20

Draw environment diagrams to illustrate the evaluation of the sequence of expressions

Iconst x = pair(1, 2);

const z = pair(x, x);

set_head(tail(z), 17);

Ihead(x);

17

using the functional implementation of pairs given above. (Compare exercise 3.11.)

3.3.2 Representing �eues

The mutators set_head and set_tail enable us to use pairs to construct data structures that

cannot be built with pair, head, and tail alone. This section shows how to use pairs to repre-

sent a data structure called a queue. Section 3.3.3 will show how to represent data structures

called tables.

A queue is a sequence in which items are inserted at one end (called the rear of the queue) and

deleted from the other end (the front). Figure 3.18 shows an initially empty queue in which the

items a and b are inserted. Then a is removed, c and d are inserted, and b is removed. Because

items are always removed in the order in which they are inserted, a queue is sometimes called

a FIFO (�rst in, �rst out) bu�er.

Operation Resulting Queue

const q = make_queue();

insert_queue(q, "a"); a

insert_queue(q, "b"); a b

delete_queue(q); b

insert_queue(q, "c"); b c

insert_queue(q, "d"); b c d

delete_queue(q); c d

Figure 3.18: Queue operations.

In terms of data abstraction, we can regard a queue as de�ned by the following set of opera-

tions:

23
On the other hand, from the viewpoint of implementation, assignment requires us to modify the environment,

which is itself a mutable data structure. Thus, assignment and mutation are equipotent: Each can be implemented

in terms of the other.

284 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABABwIYwE4AoAeAaRATwEpEBvAKEWsVElgUQGcBTKAfRywDdTKaBiHIgC8ibgG4qNAL7TqdaPCSsOhHn3mDCo8VIFyBGNiAxIAtqIB8WwdUsjHiAEQALFqgAmz23YD8Qr6CAFyIDk7OUOgANj528QGEQXah4WLOquzuXnHxCcxsnMnxqaIRmVEwscV5AZlJeY2hLBgYcNjmBM7gnizAMGAsnohwyC2oDEgAtFMo6BjOxFKGNBSKk4jZnlgAXppGJmaIO1huHt5LFHJr4EqMldG7+zTGUKZIJ5Exi8sUN-TKAocLa7AiDADu7G4qGiIBYz2ou1OmS2i2IWAhUJhcMuBzeRx2v3+dxUhQeoMQmOhsPh5C0SIyZO+xHRVOx8P0L0OH1+EAQTCgQl0aEwWAAjAQAEyXPlgAXHYXzXAEHCXFHnLDkvYEMUAdiWQA
http://source-academy.github.io/playground#chap=4&prgrm=GYVwdgxgLglg9mABABwIYwE4AoAeAaRATwEpEBvAKEWsVElgUQGcBTKAfRywDdTKaBiHIgC8ibgG4qNAL7TqdaPCSsOhHn3mDCo8VIFyBGNiAxIAtqIB8WwdUsjHiAEQALFqgAmz23YD8Qr6CAFyIDk7OUOgANj528QGEQXah4WLOquzuXnHxCcxsnMnxqaIRmVEwscV5AZlJeY2hLBgYcNjmBM7gnizAMGAsnohwyC2oDEgAtFMo6BjOxFKGNBSKk4jZnlgAXppGJmaIO1huHt5LFHJr4EqMldG7+zTGUKZIJ5Exi8sUN-TKAocLa7AiDADu7G4qGiIBYz2ou1OmS2i2IWAhUJhcMuBzeRx2v3+dxUhQeoMQmOhsPh5C0SIyZO+xHRVOx8P0L0OH1+EAQTCgQl0aEwWAAjAQAEyXPlgAXHYXzXAEHCXFHnLDkvYEMUAdkuINVEiAA


Modularity, Objects, and State 3.3.2

– a constructor:

make_queue()

returns an empty queue (a queue containing no items).

– two selectors:

empty_queue(queue)
tests if the queue is empty.

front_queue(queue)
returns the object at the front of the queue, signaling an error if the queue is empty; it

does not modify the queue.

– two mutators:

insert_queue(queue, item)

inserts the item at the rear of the queue and returns the modi�ed queue as its value.

delete_queue(queue)
removes the item at the front of the queue and returns the modi�ed queue as its value,

signaling an error if the queue is empty before the deletion.

Because a queue is a sequence of items, we could certainly represent it as an ordinary list;

the front of the queue would be the head of the list, inserting an item in the queue would

amount to appending a new element at the end of the list, and deleting an item from the queue

would just be taking the tail of the list. However, this representation is ine�cient, because in

order to insert an item we must scan the list until we reach the end. Since the only method we

have for scanning a list is by successive tail operations, this scanning requires Θ(n) steps for

a list of n items. A simple modi�cation to the list representation overcomes this disadvantage

by allowing the queue operations to be implemented so that they require Θ(1) steps; that is,

so that the number of steps needed is independent of the length of the queue.

The di�culty with the list representation arises from the need to scan to �nd the end of the

list. The reason we need to scan is that, although the standard way of representing a list as

a chain of pairs readily provides us with a pointer to the beginning of the list, it gives us no

easily accessible pointer to the end. The modi�cation that avoids the drawback is to represent

the queue as a list, together with an additional pointer that indicates the �nal pair in the list.

That way, when we go to insert an item, we can consult the rear pointer and so avoid scanning

the list.

A queue is represented, then, as a pair of pointers, front_ptr and rear_ptr, which indicate,

respectively, the �rst and last pairs in an ordinary list. Since we would like the queue to be an

identi�able object, we can use pair to combine the two pointers. Thus, the queue itself will

be the pair of the two pointers. Figure 3.19 illustrates this representation.
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"c"

front_ptr

q

"a" "b"

rear_ptr

Figure 3.19: Implementation of a queue as a list with front and rear pointers.

To de�ne the queue operations we use the following functions, which enable us to select

and to modify the front and rear pointers of a queue:

Ifunction front_ptr(queue) {

return head(queue);

}

function rear_ptr(queue) {

return tail(queue);

}

function set_front_ptr(queue, item) {

set_head(queue, item);

}

function set_rear_ptr(queue, item) {

set_tail(queue, item);

}

Now we can implement the actual queue operations. We will consider a queue to be empty

if its front pointer is the empty list:

Ifunction is_empty_queue(queue) {

return is_null(front_ptr(queue));

}

The make_queue constructor returns, as an initially empty queue, a pair whose head and

tail are both the empty list:

Ifunction make_queue() {

return pair(null, null);

}

To select the item at the front of the queue, we return the head of the pair indicated by the

front pointer:

Ifunction front_queue(queue) {

return is_empty_queue(queue)

? error(queue, "front_queue called with an empty queue")

: head(front_ptr(queue));

}
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To insert an item in a queue, we follow the method whose result is indicated in �gure 3.20.

We �rst create a new pair whose head is the item to be inserted and whose tail is the empty

list. If the queue was initially empty, we set the front and rear pointers of the queue to this

new pair. Otherwise, we modify the �nal pair in the queue to point to the new pair, and also

set the rear pointer to the new pair.

front_ptr

q

"a" "b"

rear_ptr

"c" "d"

Figure 3.20: Result of using insert_queue(q, "d") on the queue of �gure 3.19.

Ifunction insert_queue(queue, item) {

const new_pair = pair(item, null);

if (is_empty_queue(queue)) {

set_front_ptr(queue, new_pair);

set_rear_ptr(queue, new_pair);

} else {

set_tail(rear_ptr(queue), new_pair);

set_rear_ptr(queue, new_pair);

}

return queue;

}

To delete the item at the front of the queue, we merely modify the front pointer so that it

now points at the second item in the queue, which can be found by following the tail pointer

of the �rst item (see �gure 3.21):
24

24
If the �rst item is the �nal item in the queue, the front pointer will be the empty list after the deletion, which

will mark the queue as empty; we needn’t worry about updating the rear pointer, which will still point to the

deleted item, because is_empty_queue looks only at the front pointer.
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front_ptr

q

"a" "b"

rear_ptr

"c" "d"

Figure 3.21: Result of using delete_queue(q) on the queue of �gure 3.20.

Ifunction delete_queue(queue) {

if (is_empty_queue(queue)) {

error(queue, "delete_queue called with an empty queue");

} else {

set_front_ptr(queue, tail(front_ptr(queue)));

return queue;

}

}

Exercise 3.21

Ben Bitdiddle decides to test the queue implementation described above. He types in the

functions to the JavaScript interpreter and proceeds to try them out:

Iconst q1 = make_queue();

Iinsert_queue(q1, "a");

Iinsert_queue(q1, "b");

Idelete_queue(q1);

Idelete_queue(q1);

“It’s all wrong!” he complains. “The interpreter’s response shows that the last item is inserted

into the queue twice. And when I delete both items, the second b is still there, so the queue isn’t

empty, even though it’s supposed to be.” Eva Lu Ator suggests that Ben has misunderstood what

is happening. “It’s not that the items are going into the queue twice,” she explains. “It’s just that

the standard JavaScript printer doesn’t know how to make sense of the queue representation.

If you want to see the queue printed correctly, you’ll have to de�ne your own print function

for queues.” Explain what Eva Lu is talking about. In particular, show why Ben’s examples

produce the printed results that they do. De�ne a function print_queue that takes a queue as
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input and prints the sequence of items in the queue.

Exercise 3.22

Instead of representing a queue as a pair of pointers, we can build a queue as a function with

local state. The local state will consist of pointers to the beginning and the end of an ordinary

list. Thus, the make_queue function will have the form

Ifunction make_queue() {

function front_ptr(...) {...}

function rear_ptr(...) {...}

〈de f initions o f internal f unctions〉
function dispatch(m) {...}

return dispatch;

}

Complete the de�nition of make_queue and provide implementations of the queue operations

using this representation.

Exercise 3.23

A deque (“double-ended queue”) is a sequence in which items can be inserted and deleted at

either the front or the rear. Operations on deques are the constructor make_deque, the predicate

is_empty_deque, selectors front_deque and rear_deque and mutators front_insert_deque,

front_delete_deque, rear_insert_deque, and rear_delete_deque. Show how to represent

deques using pairs, and give implementations of the operations.
25

All operations should be

accomplished in Θ(1) steps.

3.3.3 Representing Tables

When we studied various ways of representing sets in chapter 2, we mentioned in section 2.3.3

the task of maintaining a table of records indexed by identifying keys. In the implementation

of data-directed programming in section 2.4.3, we made extensive use of two-dimensional

tables, in which information is stored and retrieved using two keys. Here we see how to build

tables as mutable list structures.

We �rst consider a one-dimensional table, in which each value is stored under a single key.

We implement the table as a list of records, each of which is implemented as a pair consisting

of a key and the associated value. The records are glued together to form a list by pairs whose

heads point to successive records. These gluing pairs are called the backbone of the table. In

25
Be careful not to make the interpreter try to print a structure that contains cycles. (See exercise 3.13.)
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order to have a place that we can change when we add a new record to the table, we build the

table as a headed list. A headed list has a special backbone pair at the beginning, which holds

a dummy “record”—in this case the arbitrarily chosen string "*table*". Figure 3.22 shows the

box-and-pointer diagram for the table

a: 1

b: 2

c: 3

"a" "b" "c"1 2 3

"*table*"

table

Figure 3.22: A table represented as a headed list.

To extract information from a table we use the lookup function, which takes a key as ar-

gument and returns the associated value (or false if there is no value stored under that key).

The function lookup is de�ned in terms of the assoc operation, which expects a key and a list

of records as arguments. Note that assoc never sees the dummy record. The function assoc

returns the record that has the given key as its head.
26

The function lookup then checks to see

that the resulting record returned by assoc is not false, and returns the value (the tail) of the

record.

Ifunction lookup(key, table) {

const record = assoc(key, tail(table));

return record === undefined

? undefined

: tail(record);

}

Ifunction assoc(key, records) {

return is_null(records)

? undefined

: equal(key, head(head(records)))

? head(records)

: assoc(key, tail(records));

}

To insert a value in a table under a speci�ed key, we �rst use assoc to see if there is already

26
Because assoc uses equal, it can recognize keys that are strings, numbers, or list structure.
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a record in the table with this key. If not, we form a new record by pairing the key with the

value, and insert this at the head of the table’s list of records, after the dummy record. If there

already is a record with this key, we set the tail of this record to the designated new value.

The header of the table provides us with a �xed location to modify in order to insert the new

record.
27

Ifunction insert(key, value, table) {

const record = assoc(key, tail(table));

return record === undefined

? set_tail(table, pair(pair(key, value),

tail(table)))

: set_tail(record, value);

}

To construct a new table, we simply create a list containing the symbol *table*:

Ifunction make_table() {

return list("*table*");

}

Two-dimensional tables

In a two-dimensional table, each value is indexed by two keys. We can construct such a table

as a one-dimensional table in which each key identi�es a subtable. Figure 3.23 shows the

box-and-pointer diagram for the table

"math":

"+": 43

"-": 45

"*": 42

"letters":

"a": 97

"b": 98

which has two subtables. (The subtables don’t need a special header symbol, since the key that

identi�es the subtable serves this purpose.)

27
Thus, the �rst backbone pair is the object that represents the table “itself”; that is, a pointer to the table is

a pointer to this pair. This same backbone pair always starts the table. If we did not arrange things in this way,

insert would have to return a new value for the start of the table when it added a new record.
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"+" "-" "*"43 45 42

"*table*"

"a" "b"97 98

"letters"

"math"

table

Figure 3.23: A two-dimensional table.

When we look up an item, we use the �rst key to identify the correct subtable. Then we use

the second key to identify the record within the subtable.

Ifunction lookup(key_1, key_2, table) {

const subtable = assoc(key_1, tail(table));

if (subtable === undefined) {

return undefined;

} else {

const record = assoc(key_2, tail(subtable));

if (record === undefined) {

return undefined;

} else {

return tail(record);

}

}

}

To insert a new item under a pair of keys, we use assoc to see if there is a subtable stored

under the �rst key. If not, we build a new subtable containing the single record (key_2, value)

and insert it into the table under the �rst key. If a subtable already exists for the �rst key, we

insert the new record into this subtable, using the insertion method for one-dimensional tables
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described above:

Ifunction insert(key_1, key_2, value, table) {

const subtable = assoc(key_1, tail(table));

if (subtable === undefined) {

set_tail(table,

pair(list(key_1, pair(key_2, value)),

tail(table)));

} else {

const record = assoc(key_2, tail(table));

if (record === undefined) {

set_tail(subtable,

pair(pair(key_2, value),

tail(subtable)));

} else {

set_tail(record, value);

}

}

}

Creating local tables

The lookup and insert operations de�ned above take the table as an argument. This enables

us to use programs that access more than one table. Another way to deal with multiple tables is

to have separate lookup and insert functions for each table. We can do this by representing a

table procedurally, as an object that maintains an internal table as part of its local state. When

sent an appropriate message, this “table object” supplies the function with which to operate on

the internal table. Here is a generator for two-dimensional tables represented in this fashion:

Ifunction make_table() {

const local_table = list("*table*");

function lookup(key_1, key_2) {

const subtable = assoc(key_1, tail(local_table));

if (subtable === undefined) {

return undefined;

} else {

const record = assoc(key_2, tail(subtable));

if (record === undefined) {

return undefined;

} else {

return tail(record);

}

}

}

function insert(key_1, key_2, value) {

const subtable = assoc(key_1, tail(local_table));
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if (subtable === undefined) {

set_tail(local_table,

pair(list(key_1, pair(key_2, value)),

tail(local_table)));

} else {

const record = assoc(key_2, tail(subtable));

if (record === undefined) {

set_tail(subtable,

pair(pair(key_2, value),

tail(subtable)));

} else {

set_tail(record, value);

}

}

}

function dispatch(m) {

return m === "lookup"

? lookup

: m === "insert"

? insert

: error(m, "Unknown operation -- table");

}

return dispatch;

}

Using make_table, we could implement the get and put operations used in section 2.4.3 for

data-directed programming, as follows:

Iconst operation_table = make_table();

const get = operation_table("lookup");

const put = operation_table("insert");

The function get takes as arguments two keys, and put takes as arguments two keys and

a value. Both operations access the same local table, which is encapsulated within the object

created by the call to make_table.

Exercise 3.24

In the table implementations above, the keys are tested for equality using equal (called by

assoc). This is not always the appropriate test. For instance, we might have a table with

numeric keys in which we don’t need an exact match to the number we’re looking up, but

only a number within some tolerance of it. Design a table constructor make_table that takes

as an argument a same_key function that will be used to test “equality” of keys. The function

make_table should return a dispatch function that can be used to access appropriate lookup

and insert functions for a local table.
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Exercise 3.25

Generalizing one- and two-dimensional tables, show how to implement a table in which values

are stored under an arbitrary number of keys and di�erent values may be stored under di�erent

numbers of keys. The lookup and insert functions should take as input a list of keys used to

access the table.

Exercise 3.26

To search a table as implemented above, one needs to scan through the list of records. This

is basically the unordered list representation of section 2.3.3. For large tables, it may be more

e�cient to structure the table in a di�erent manner. Describe a table implementation where

the (key, value) records are organized using a binary tree, assuming that keys can be ordered

in some way (e.g., numerically or alphabetically). (Compare exercise 2.66 of chapter 2.)

Exercise 3.27

Memoization (also called tabulation) is a technique that enables a function to record, in a local

table, values that have previously been computed. This technique can make a vast di�erence

in the performance of a program. A memoized function maintains a table in which values of

previous calls are stored using as keys the arguments that produced the values. When the

memoized function is asked to compute a value, it �rst checks the table to see if the value

is already there and, if so, just returns that value. Otherwise, it computes the new value in

the ordinary way and stores this in the table. As an example of memoization, recall from

section 1.2.2 the exponential process for computing Fibonacci numbers:

Ifunction fib(n) {

return n === 0

? 0

: n === 1

? 1

: fib(n - 1) + fib(n - 2);

}

The memoized version of the same function is

Iconst memo_fib = memoize(n => n === 0

? 0

: n === 1

? 1

: memo_fib(n - 1) +

memo_fib(n - 2)

);
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where the memoizer is de�ned as

Ifunction memoize(f) {

const table = make_table();

return x => {

const previously_computed_result

= lookup(x, table);

if (previously_computed_result === undefined) {

const result = f(x);

insert(x, result, table);

return result;

} else {

return previously_computed_result;

}

};

}

Draw an environment diagram to analyze the computation of memo_fib(3). Explain why

memo_fib computes the nth Fibonacci number in a number of steps proportional to n. Would

the scheme still work if we had simply de�ned memo_fib to be memoize(fib)?

3.3.4 A Simulator for Digital Circuits

Designing complex digital systems, such as computers, is an important engineering activity.

Digital systems are constructed by interconnecting simple elements. Although the behavior

of these individual elements is simple, networks of them can have very complex behavior.

Computer simulation of proposed circuit designs is an important tool used by digital systems

engineers. In this section we design a system for performing digital logic simulations. This

system typi�es a kind of program called an event-driven simulation, in which actions (“events”)

trigger further events that happen at a later time, which in turn trigger more events, and so so.

Our computational model of a circuit will be composed of objects that correspond to the

elementary components from which the circuit is constructed. There are wires, which carry

digital signals. A digital signal may at any moment have only one of two possible values, 0 and

1. There are also various types of digital function boxes, which connect wires carrying input

signals to other output wires. Such boxes produce output signals computed from their input

signals. The output signal is delayed by a time that depends on the type of the function box.

For example, an inverter is a primitive function box that inverts its input. If the input signal

to an inverter changes to 0, then one inverter-delay later the inverter will change its output

signal to 1. If the input signal to an inverter changes to 1, then one inverter-delay later the

inverter will change its output signal to 0. We draw an inverter symbolically as in �gure 3.24.

An and-gate, also shown in �gure 3.24, is a primitive function box with two inputs and one

output. It drives its output signal to a value that is the logical and of the inputs. That is, if both
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of its input signals become 1, then one and-gate-delay time later the and-gate will force its

output signal to be 1; otherwise the output will be 0. An or-gate is a similar two-input primitive

function box that drives its output signal to a value that is the logical or of the inputs. That

is, the output will become 1 if at least one of the input signals is 1; otherwise the output will

become 0.

Inverter And-gate Or-gate

Figure 3.24: Primitive functions in the digital logic simulator.

We can connect primitive functions together to construct more complex functions. To ac-

complish this we wire the outputs of some function boxes to the inputs of other function boxes.

For example, the half-adder circuit shown in �gure 3.25 consists of an or-gate, two and-gates,

and an inverter. It takes two input signals, A and B, and has two output signals, S and C. S will

become 1 whenever precisely one of A and B is 1, and C will become 1 whenever A and B are

both 1. We can see from the �gure that, because of the delays involved, the outputs may be

generated at di�erent times. Many of the di�culties in the design of digital circuits arise from

this fact.

D

E

A

B

S

C

Figure 3.25: A half-adder circuit.

We will now build a program for modeling the digital logic circuits we wish to study. The

program will construct computational objects modeling the wires, which will “hold” the signals.

Function boxes will be modeled by functions that enforce the correct relationships among the

signals.

One basic element of our simulation will be a function make_wire, which constructs wires.

For example, we can construct six wires as follows:

Iconst a = make_wire();
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const b = make_wire();

const c = make_wire();

const d = make_wire();

const e = make_wire();

const s = make_wire();

We attach a function box to a set of wires by calling a function that constructs that kind of

box. The arguments to the constructor function are the wires to be attached to the box. For

example, given that we can construct and-gates, or-gates, and inverters, we can wire together

the half-adder shown in �gure 3.25:

Ior_gate(a, b, d);

" ok "

Iand_gate(a, b, c);

" ok "

Iinverter(c, e);

" ok "

Iand_gate(d, e, s);

" ok "

Better yet, we can explicitly name this operation by de�ning a function half_adder that

constructs this circuit, given the four external wires to be attached to the half-adder:

Ifunction half_adder(a, b, s, c) {

const d = make_wire();

const e = make_wire();

or_gate(a, b, d);

and_gate(a, b, c);

inverter(c, e);

and_gate(d, e, s);

return "ok";

}

The advantage of making this de�nition is that we can use half_adder itself as a building

block in creating more complex circuits. Figure 3.26, for example, shows a full-adder composed

of two half-adders and an or-gate.
28

We can construct a full-adder as follows:

Ifunction full_adder(a, b, c_in, sum, c_out) {

const s = make_wire();

28
A full-adder is a basic circuit element used in adding two binary numbers. Here A and B are the bits at

corresponding positions in the two numbers to be added, and Cin is the carry bit from the addition one place to

the right. The circuit generates SUM, which is the sum bit in the corresponding position, and Cout , which is the

carry bit to be propagated to the left.
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const c1 = make_wire();

const c2 = make_wire();

half_adder(b, c_in, s, c1);

half_adder(a, s, sum, c2);

or_gate(c1, c2, c_out);

return "ok";

}

Having de�ned full_adder as a function, we can now use it as a building block for creating

still more complex circuits. (For example, see exercise 3.30.)

half-
adder

half-
adder

A

B

C

SUM

Cor

in

out

Figure 3.26: A full-adder circuit.

In essence, our simulator provides us with the tools to construct a language of circuits. If we

adopt the general perspective on languages with which we approached the study of JavaScript

in section 1.1, we can say that the primitive function boxes form the primitive elements of the

language, that wiring boxes together provides a means of combination, and that specifying

wiring patterns as functions serves as a means of abstraction.

Primitive function boxes

The primitive function boxes implement the “forces” by which a change in the signal on one

wire in�uences the signals on other wires. To build function boxes, we use the following

operations on wires:

– get_signal(wire)
returns the current value of the signal on the wire.

– set_signal(wire, new-value):

changes the value of the signal on the wire to the new value.

– add_action(wire, function-of-no-arguments):

asserts that the designated function should be run whenever the signal on the wire

changes value. Such functions are the vehicles by which changes in the signal value on

the wire are communicated to other wires.
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In addition, we will make use of a function after_delay that takes a time delay and a function

to be run and executes the given function after the given delay.

Using these functions, we can de�ne the primitive digital logic functions. To connect an

input to an output through an inverter, we use add_action to associate with the input wire a

function that will be run whenever the signal on the input wire changes value. The function

computes the logical_not of the input signal, and then, after one inverter_delay, sets the

output signal to be this new value:

Ifunction inverter(input, output) {

function invert_input() {

const new_value = logical_not(get_signal(input));

after_delay(inverter_delay,

() => set_signal(output, new_value));

}

add_action(input, invert_input);

return "ok";

}

function logical_not(s) {

return s === 0

? 1

: s === 1

? 0

: error(s, "Invalid signal");

}

An and-gate is a little more complex. The action function must be run if either of the inputs

to the gate changes. It computes the logical_and (using a function analogous to logical_not)

of the values of the signals on the input wires and sets up a change to the new value to occur

on the output wire after one and_gate_delay.

Ifunction and_gate(a1, a2, output) {

function and_action_function() {

const new_value = logical_and(get_signal(a1),

get_signal(a2));

after_delay(and_gate_delay,

() => set_signal(output, new_value));

}

add_action(a1, and_action_function);

add_action(a2, and_action_function);

return "ok";

}
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Exercise 3.28

De�ne an or-gate as a primitive function box. Your or_gate constructor should be similar to

and_gate.

Exercise 3.29

Another way to construct an or-gate is as a compound digital logic device, built from and-gates

and inverters. De�ne a function or_gate that accomplishes this. What is the delay time of the

or-gate in terms of and_gate_delay and inverter_delay?

Exercise 3.30

Figure 3.27 shows a ripple-carry adder formed by stringing together n full-adders. This is the

simplest form of parallel adder for adding two n-bit binary numbers. The inputs A1,A2,A3, . . . ,

An and B1, B2, B3, . . . , Bn are the two binary numbers to be added (each Ak and Bk is a 0 or a 1).

The circuit generates S1, S2, S3, . . . , Sn, the n bits of the sum, andC , the carry from the addition.

Write a function ripple_carry_adder that generates this circuit. The function should take

as arguments three lists of n wires each—the Ak , the Bk , and the Sk—and also another wire

C . The major drawback of the ripple-carry adder is the need to wait for the carry signals to

propagate. What is the delay needed to obtain the complete output from an n-bit ripple-carry

adder, expressed in terms of the delays for and-gates, or-gates, and inverters?

A B C A B C

S
C

SC 

FA FA

A B C

S

FA

A B C

S

FA

1 1 1 2 2 2 3 3 3 = 0n n n

1 2 3 n-1 n

Figure 3.27: A ripple-carry adder for n-bit numbers.
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Representing wires

A wire in our simulation will be a computational object with two local state variables: a

signal_value (initially taken to be 0) and a collection of action_function to be run when the

signal changes value. We implement the wire, using message-passing style, as a collection of

local functions together with a dispatch function that selects the appropriate local operation,

just as we did with the simple bank-account object in section 3.1.1:

Ifunction make_wire() {

let signal_value = 0;

let action_functions = null;

function set_my_signal(new_value) {

if (signal_value !== new_value) {

signal_value = new_value;

return call_each(action_functions);

} else {

return "done";

}

}

function accept_action_function(fun) {

action_functions = pair(fun, action_functions);

fun();

}

function dispatch(m) {

return m === "get_signal"

? signal_value

: m === "set_signal"

? set_my_signal

: m === "add_action"

? accept_action_function

: error(m, "Unknown operation -- wire");

}

return dispatch;

}

The local function set_my_signal tests whether the new signal value changes the signal on

the wire. If so, it runs each of the action functions, using the following function call_each,

which calls each of the items in a list of no-argument functions:

Ifunction call_each(functions) {

if (is_null(functions)) {

return "done";

} else {

(head(functions))();

return call_each(tail(functions));

}

}
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The local function accept_action_function adds the given function to the list of functions

to be run, and then runs the new function once. (See exercise 3.31.)

With the local dispatch function set up as speci�ed, we can provide the following functions

to access the local operations on wires:
29

Ifunction get_signal(wire) {

return wire("get_signal");

}

function set_signal(wire, new_value) {

return wire("set_signal")(new_value);

}

function add_action(wire, action_function) {

return wire("add_action")(action_function);

}

Wires, which have time-varying signals and may be incrementally attached to devices, are

typical of mutable objects. We have modeled them as functions with local state variables

that are modi�ed by assignment. When a new wire is created, a new set of state variables is

allocated (by the let statements in make_wire) and a new dispatch function is constructed

and returned, capturing the environment with the new state variables.

The wires are shared among the various devices that have been connected to them. Thus,

a change made by an interaction with one device will a�ect all the other devices attached to

the wire. The wire communicates the change to its neighbors by calling the action functions

provided to it when the connections were established.

The agenda

The only thing needed to complete the simulator is after_delay. The idea here is that we

maintain a data structure, called an agenda, that contains a schedule of things to do. The

following operations are de�ned for agendas:

– make_agenda():

returns a new empty agenda.

29
These functions are simply syntactic sugar that allow us to use ordinary functional syntax to access the local

functions of objects. It is striking that we can interchange the role of “functions” and “data” in such a simple

way. For example, if we write wire('get_signal') we think of wire as a function that is called with the message

"get_signal" as input. Alternatively, writing get_signal(wire) encourages us to think of wire as a data object

that is the input to a function get_signal. The truth of the matter is that, in a language in which we can deal

with functions as objects, there is no fundamental di�erence between “ functions ” and “data,” and we can choose

our syntactic sugar to allow us to program in whatever style we choose.
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– is_empty_agenda(agenda)
is true if the speci�ed agenda is empty.

– first_agenda_item(fagenda)
returns the �rst item on the agenda.

– remove_first_agenda_item(agenda)
modi�es the agenda by removing the �rst item.

– add_to_agenda(time, action, agenda)
modi�es the agenda by adding the given action function to be run at the speci�ed time.

– current_time(agenda)
returns the current simulation time.

The particular agenda that we use is denoted by the_agenda. The function after_delay

adds new elements to the_agenda:

Ifunction after_delay(delay, action) {

add_to_agenda(delay + current_time(the_agenda),

action, the_agenda);

}

The simulation is driven by the function propagate, which operates on the_agenda, execut-

ing each function on the agenda in sequence. In general, as the simulation runs, new items

will be added to the agenda, and propagate will continue the simulation as long as there are

items on the agenda:

Ifunction propagate() {

if (is_empty_agenda(the_agenda)) {

return "done";

} else {

const first_item = first_agenda_item(the_agenda);

first_item();

remove_first_agenda_item(the_agenda);

return propagate();

}

}

A sample simulation

The following function, which places a “probe” on a wire, shows the simulator in action. The

probe tells the wire that, whenever its signal changes value, it should print the new signal

value, together with the current time and a name that identi�es the wire. We use the primitive

function stringify to turn any value (here a number) into a string. The operator + in JavaScript

is overloaded; it can be applied to two numbers or to two strings, and in the latter case it returns

the result of concatenating the two strings.
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Ifunction probe(name, wire) {

add_action(wire,

() => display(name + " " +

stringify(current_time(the_agenda)) +

", new value = " +

stringify(get_signal(wire))));

}

We begin by initializing the agenda and specifying delays for the primitive function boxes:

Iconst the_agenda = make_agenda();

const inverter_delay = 2;

const and_gate_delay = 3;

const or_gate_delay = 5;

Now we de�ne four wires, placing probes on two of them:

Iconst input_1 = make_wire();

const input_2 = make_wire();

const sum = make_wire();

const carry = make_wire();

probe("sum", sum);

" sum 0 , new value = 0 "

Iprobe("carry", carry);

" carry 0 , new value = 0 "

Next we connect the wires in a half-adder circuit (as in �gure 3.25), set the signal on input_1

to 1, and run the simulation:

Ihalf_adder(input_1, input_2, sum, carry);

" ok "

Iset_signal(input_1, 1);

" done "

Ipropagate();

" sum 8 , new value = 1 "
" done "

The sum signal changes to 1 at time 8. We are now eight time units from the beginning of

the simulation. At this point, we can set the signal on input_2 to 1 and allow the values to

propagate:

Iset_signal(input_2, 1);
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" done "

Ipropagate();

" carry 11 , new value = 1 "
"sum 16 , new value = 0 "
" done "

The carry changes to 1 at time 11 and the sum changes to 0 at time 16.

Exercise 3.31

The internal function accept_action_function de�ned in make_wire speci�es that when a

new action function is added to a wire, the function is immediately run. Explain why this initial-

ization is necessary. In particular, trace through the half-adder example in the paragraphs above

and say how the system’s response would di�er if we had de�ned accept_action_function

as

function accept_action_function(fun) {

action_functions = pair(fun, action_functions);

}

Implementing the agenda

Finally, we give details of the agenda data structure, which holds the functions that are sched-

uled for future execution.

The agenda is made up of time segments. Each time segment is a pair consisting of a number

(the time) and a queue (see exercise 3.32) that holds the functions that are scheduled to be run

during that time segment.

Ifunction make_time_segment(time, queue) {

return pair(time, queue);

}

function segment_time(s) {

return head(s);

}

function segment_queue(s) {

return tail(s);

}

We will operate on the time-segment queues using the queue operations described in sec-

tion 3.3.2.
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The agenda itself is a one-dimensional table of time segments. It di�ers from the tables

described in section 3.3.3 in that the segments will be sorted in order of increasing time. In

addition, we store the current time (i.e., the time of the last action that was processed) at the

head of the agenda. A newly constructed agenda has no time segments and has a current time

of 0:
30

Ifunction make_agenda() {

return list(0);

}

function current_time(agenda) {

return head(agenda);

}

function set_current_time(agenda, time) {

set_head(agenda, time);

}

function segments(agenda) {

return tail(agenda);

}

function set_segments(agenda, segs) {

set_tail(agenda, segs);

}

function first_segment(agenda) {

return head(segments(agenda));

}

function rest_segments(agenda) {

return tail(segments(agenda));

}

An agenda is empty if it has no time segments:

Ifunction is_empty_agenda(agenda) {

return is_null(segments(agenda));

}

To add an action to an agenda, we �rst check if the agenda is empty. If so, we create a time

segment for the action and install this in the agenda. Otherwise, we scan the agenda, examining

the time of each segment. If we �nd a segment for our appointed time, we add the action to the

associated queue. If we reach a time later than the one to which we are appointed, we insert a

new time segment into the agenda just before it. If we reach the end of the agenda, we must

30
The agenda is a headed list, like the tables in section 3.3.3, but since the list is headed by the time, we do not

need an additional dummy header (such as the *table* symbol used with tables).
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create a new time segment at the end.

Ifunction add_to_agenda(time, action, agenda) {

function belongs_before(segs) {

return is_null(segs) ||

time < segment_time(head(segs));

}

function make_new_time_segment(time, action) {

const q = make_queue();

insert_queue(q, action);

return make_time_segment(time, q);

}

function add_to_segments(segs) {

if (segment_time(head(segs)) === time) {

insert_queue(segment_queue(head(segs)), action);

} else {

const rest = tail(segs);

if (belongs_before(rest)) {

set_tail(segs,

pair(make_new_time_segment(time, action),

tail(segs)));

} else {

add_to_segments(rest);

}

}

}

const segs = segments(agenda);

if (belongs_before(segs)) {

set_segments(agenda,

pair(make_new_time_segment(time, action),

segs));

} else {

add_to_segments(segs);

}

}

The function that removes the �rst item from the agenda deletes the item at the front of the

queue in the �rst time segment. If this deletion makes the time segment empty, we remove it

from the list of segments:
31

Ifunction remove_first_agenda_item(agenda) {

const q = segment_queue(first_segment(agenda));

delete_queue(q);

if (is_empty_queue(q)) {

set_segments(agenda, rest_segments(agenda));

31
Observe that the if expression in this function has no alternative expression. Such a “one-armed if statement”

is used to decide whether to do something, rather than to select between two expressions. An if expression

returns an unspeci�ed value if the predicate is false and there is no alternative.
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} else {}

}

The �rst agenda item is found at the head of the queue in the �rst time segment. Whenever

we extract an item, we also update the current time:
32

Ifunction first_agenda_item(agenda) {

if (is_empty_agenda(agenda)) {

error("Agenda is empty -- first_agenda_item");

} else {

const first_seg = first_segment(agenda);

set_current_time(agenda, segment_time(first_seg));

return front_queue(segment_queue(first_seg));

}

}

Exercise 3.32

The functions to be run during each time segment of the agenda are kept in a queue. Thus, the

functions for each segment are called in the order in which they were added to the agenda (�rst

in, �rst out). Explain why this order must be used. In particular, trace the behavior of an and-

gate whose inputs change from 0,1 to 1,0 in the same segment and say how the behavior would

di�er if we stored a segment’s functions in an ordinary list, adding and removing functions

only at the front (last in, �rst out).

3.3.5 Propagation of Constraints

Computer programs are traditionally organized as one-directional computations, which per-

form operations on prespeci�ed arguments to produce desired outputs. On the other hand,

we often model systems in terms of relations among quantities. For example, a mathematical

model of a mechanical structure might include the information that the de�ection d of a metal

rod is related to the force F on the rod, the length L of the rod, the cross-sectional area A, and

the elastic modulus E via the equation

dAE = FL

Such an equation is not one-directional. Given any four of the quantities, we can use it to

compute the �fth. Yet translating the equation into a traditional computer language would

force us to choose one of the quantities to be computed in terms of the other four. Thus, a

32
In this way, the current time will always be the time of the action most recently processed. Storing this

time at the head of the agenda ensures that it will still be available even if the associated time segment has been

deleted.
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function for computing the area A could not be used to compute the de�ection d , even though

the computations of A and d arise from the same equation.
33

In this section, we sketch the design of a language that enables us to work in terms of

relations themselves. The primitive elements of the language are primitive constraints, which

state that certain relations hold between quantities. For example, adder(a, b, c) speci�es

that the quantities a, b, and c must be related by the equation a +b = c , multiplier(x, y, z)

expresses the constraint xy = z, and constant(3.14, x) says that the value of x must be 3.14.

Our language provides a means of combining primitive constraints in order to express more

complex relations. We combine constraints by constructing constraint networks, in which con-

straints are joined by connectors. A connector is an object that “holds” a value that may par-

ticipate in one or more constraints. For example, we know that the relationship between

Fahrenheit and Celsius temperatures is

9C = 5(F − 32)

Such a constraint can be thought of as a network consisting of primitive adder, multiplier,

and constant constraints (�gure 3.28). In the �gure, we see on the left a multiplier box with

three terminals, labeledm1,m2, and p. These connect the multiplier to the rest of the network

as follows: Them1 terminal is linked to a connectorC , which will hold the Celsius temperature.

Them2 terminal is linked to a connectorw , which is also linked to a constant box that holds 9.

The p terminal, which the multiplier box constrains to be the product of m1 and m2, is linked

to the p terminal of another multiplier box, whosem2 is connected to a constant 5 and whose

m1 is connected to one of the terms in a sum.

m1

m2
p* p

m1

m2
*

u
v

3259

a1

a2
s+ F

C

w x y

Figure 3.28: The relation 9C = 5(F − 32) expressed as a constraint network.

Computation by such a network proceeds as follows: When a connector is given a value (by

33
Constraint propagation �rst appeared in the incredibly forward-looking SKETCHPAD system of Ivan Suther-

land (1963). A beautiful constraint-propagation system based on the Smalltalk language was developed by Alan

Borning (1977) at Xerox Palo Alto Research Center. Sussman, Stallman, and Steele applied constraint propagation

to electrical circuit analysis (Sussman and Stallman 1975; Sussman and Steele 1980). TK!Solver (Konopasek and

Jayaraman 1984) is an extensive modeling environment based on constraints.
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the user or by a constraint box to which it is linked), it awakens all of its associated constraints

(except for the constraint that just awakened it) to inform them that it has a value. Each

awakened constraint box then polls its connectors to see if there is enough information to

determine a value for a connector. If so, the box sets that connector, which then awakens

all of its associated constraints, and so on. For instance, in conversion between Celsius and

Fahrenheit, w , x , and y are immediately set by the constant boxes to 9, 5, and 32, respectively.

The connectors awaken the multipliers and the adder, which determine that there is not enough

information to proceed. If the user (or some other part of the network) sets C to a value (say

25), the leftmost multiplier will be awakened, and it will set u to 25 · 9 = 225. Then u awakens

the second multiplier, which sets v to 45, and v awakens the adder, which sets F to 77.

Using the constraint system

To use the constraint system to carry out the temperature computation outlined above, we

�rst create two connectors, C and F, by calling the constructor make_connector, and link C and

F in an appropriate network:

Iconst C = make_connector();

const F = make_connector();

celsius_fahrenheit_converter(C, F);

" ok "

The function that creates the network is de�ned as follows:

Ifunction celsius_fahrenheit_converter(c, f) {

const u = make_connector();

const v = make_connector();

const w = make_connector();

const x = make_connector();

const y = make_connector();

multiplier(c, w, u);

multiplier(v, x, u);

adder(v, y, f);

constant(9, w);

constant(5, x);

constant(32, y);

return "ok";

}

This function creates the internal connectors u, v, w, x, and y, and links them as shown

in �gure 3.28 using the primitive constraint constructors adder, multiplier, and constant.

Just as with the digital-circuit simulator of section 3.3.4, expressing these combinations of

primitive elements in terms of functions automatically provides our language with a means

of abstraction for compound objects.
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To watch the network in action, we can place probes on the connectors C and F, using a

probe function similar to the one we used to monitor wires in section 3.3.4. Placing a probe

on a connector will cause a message to be printed whenever the connector is given a value:

Iprobe("Celsius temp", C);

probe("Fahrenheit temp", F);

Next we set the value of C to 25. (The third argument to set_value tells C that this directive

comes from the user.)

Iset_value(C, 25, "user");

" Probe : C e l s i u s temp = 25 "
" Probe : Fahrenhe i t temp = 77 "
" done "

The probe on C awakens and reports the value. C also propagates its value through the

network as described above. This sets F to 77, which is reported by the probe on F.

Now we can try to set F to a new value, say 212:

Iset_value(F, 212, "user");

" Er ro r ! Con t rad i c t i on : ( 7 7 , 212) "

The connector complains that it has sensed a contradiction: Its value is 77, and someone is

trying to set it to 212. If we really want to reuse the network with new values, we can tell C to

forget its old value:

Iforget_value(C, "user");

" Probe : C e l s i u s temp = ? "
" Probe : Fahrenhe i t temp = ? "
" done "

C �nds that the "user", who set its value originally, is now retracting that value, so C agrees

to lose its value, as shown by the probe, and informs the rest of the network of this fact. This

information eventually propagates to F, which now �nds that it has no reason for continuing

to believe that its own value is 77. Thus, F also gives up its value, as shown by the probe.

Now that F has no value, we are free to set it to 212:

Iset_value(F, 212, "user");

" Probe : Fahrenhe i t temp = 212 "
" Probe : C e l s i u s temp = 100 "
" done "

This new value, when propagated through the network, forces C to have a value of 100,

and this is registered by the probe on C. Notice that the very same network is being used to
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compute C given F and to compute F given C. This nondirectionality of computation is the

distinguishing feature of constraint-based systems.

Implementing the constraint system

The constraint system is implemented via procedural objects with local state, in a manner very

similar to the digital-circuit simulator of section 3.3.4. Although the primitive objects of the

constraint system are somewhat more complex, the overall system is simpler, since there is no

concern about agendas and logic delays.

The basic operations on connectors are the following:

– has_value(connector)
tells whether the connector has a value.

– get_value(connector)
returns the connector’s current value.

– set_value(connector, new-value, informant)
indicates that the informant is requesting the connector to set its value to the new value.

– forget_value(connector, retractor)
tells the connector that the retractor is requesting it to forget its value.

– connect(connector, new-constraint)
tells the connector to participate in the new constraint.

The connectors communicate with the constraints by means of the functions inform_about_value,

which tells the given constraint that the connector has a value, and forget_value, which tells

the constraint that the connector has lost its value.

Adder constructs an adder constraint among summand connectors a1 and a2 and a sum

connector. An adder is implemented as a function with local state (the function me below):

Ifunction adder(a1, a2, sum) {

function process_new_value() {

if (has_value(a1) && has_value(a2)) {

set_value(sum, get_value(a1) + get_value(a2), me);

} else if (has_value(a1) && has_value(sum)) {

set_value(a2, get_value(sum) - get_value(a1), me);

} else if (has_value(a2) && has_value(sum)) {

set_value(a1, get_value(sum) - get_value(a2), me);

} else {

}

}

function process_forget_value() {

forget_value(sum, me);

forget_value(a1, me);
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forget_value(a2, me);

process_new_value();

}

function me(request) {

if (request === "I_have_a_value") {

process_new_value();

} else if (request === "I_lost_my_value") {

process_forget_value();

} else {

error(request, "Unknown request -- adder");

}

}

connect(a1, me);

connect(a2, me);

connect(sum, me);

return me;

}

Adder connects the new adder to the designated connectors and returns it as its value. The

function me, which represents the adder, acts as a dispatch to the local functions. The following

“syntax interfaces” (see footnote 29 in section 3.3.4) are used in conjunction with the dispatch:

Ifunction inform_about_value(constraint) {

return constraint("I_have_a_value");

}

function inform_about_no_value(constraint) {

return constraint("I_lost_my_value");

}

The adder’s local function process_new_value is called when the adder is informed that

one of its connectors has a value. The adder �rst checks to see if both a1 and a2 have values.

If so, it tells sum to set its value to the sum of the two addends. The informant argument to

set_value is me, which is the adder object itself. If a1 and a2 do not both have values, then the

adder checks to see if perhaps a1 and sum have values. If so, it sets a2 to the di�erence of these

two. Finally, if a2 and sum have values, this gives the adder enough information to set a1. If

the adder is told that one of its connectors has lost a value, it requests that all of its connectors

now lose their values. (Only those values that were set by this adder are actually lost.) Then

it runs process_new_value. The reason for this last step is that one or more connectors may

still have a value (that is, a connector may have had a value that was not originally set by the

adder), and these values may need to be propagated back through the adder.

A multiplier is very similar to an adder. It will set its product to 0 if either of the factors is

0, even if the other factor is not known.

Ifunction multiplier(m1, m2, product) {
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function process_new_value() {

if ((has_value(m1) && get_value(m1) === 0)

|| (has_value(m2) && get_value(m2) === 0)) {

set_value(product, 0, me);

} else if (has_value(m1) && has_value(m2)) {

set_value(product,

get_value(m1) * get_value(m2),

me);

} else if (has_value(product) && has_value(m1)) {

set_value(m2,

get_value(product) / get_value(m1),

me);

} else if (has_value(product) && has_value(m2)) {

set_value(m1,

get_value(product) / get_value(m2),

me);

} else {

}

}

function process_forget_value() {

forget_value(product, me);

forget_value(m1, me);

forget_value(m2, me);

process_new_value();

}

function me(request) {

if (request === "I_have_a_value") {

process_new_value();

} else if (request === "I_lost_my_value") {

process_forget_value();

} else {

error(request, "Unknown request -- multiplier");

}

}

connect(m1, me);

connect(m2, me);

connect(product, me);

return me;

}

A constant constructor simply sets the value of the designated connector. Any "I_have_a_value"

or "I_lost_my_value" message sent to the constant box will produce an error.

Ifunction constant(value, connector) {

function me(request) {

error(request, "Unknown request -- constant");

}

connect(connector, me);
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set_value(connector, value, me);

return me;

}

Finally, a probe prints a message about the setting or unsetting of the designated connector:

Ifunction probe(name, connector) {

function print_probe(value) {

display("Probe: " + name + " = " + stringify(value));

}

function process_new_value() {

print_probe(get_value(connector));

}

function process_forget_value() {

print_probe("?");

}

function me(request) {

return request === "I_have_a_value"

? process_new_value()

: request === "I_lost_my_value"

? process_forget_value()

: error(request,

"Unknown request -- probe");

}

connect(connector, me);

return me;

}

Representing connectors

A connector is represented as a procedural object with local state variables value, the current

value of the connector; informant, the object that set the connector’s value; and constraints,

a list of the constraints in which the connector participates.

Ifunction make_connector() {

let value = false;

let informant = false;

let constraints = null;

function set_my_value(newval, setter) {

if (!has_value(me)) {

value = newval;

informant = setter;

return for_each_except(setter,

inform_about_value,

constraints);

} else if (value !== newval) {

error(list(value, newval), "Contradiction");
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} else {

return "ignored";

}

}

function forget_my_value(retractor) {

if (retractor === informant) {

informant = false;

return for_each_except(retractor,

inform_about_no_value,

constraints);

} else {

return "ignored";

}

}

function connect(new_contraint) {

if (is_null(member(new_contraint,

constraints))) {

constraints = pair(new_contraint, constraints);

} else {

}

if (has_value(me)) {

inform_about_value(new_contraint);

} else {

}

return "done";

}

function me(request) {

if (request === "has_value") {

return informant !== false;

} else if (request === "value") {

return value;

} else if (request === "set_value") {

return set_my_value;

} else if (request === "forget") {

return forget_my_value;

} else if (request === "connect") {

return connect;

} else {

error(request, "Unknown operation -- connector");

}

}

return me;

}

The connector’s local function set_my_value is called when there is a request to set the

connector’s value. If the connector does not currently have a value, it will set its value and
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remember as informant the constraint that requested the value to be set.
34

Then the connector

will notify all of its participating constraints except the constraint that requested the value to

be set. This is accomplished using the following iterator, which applies a designated function

to all items in a list except a given one:

Ifunction for_each_except(exception, fun, list) {

function loop(items) {

if (is_null(items)) {

return "done";

} else if (head(items) === exception) {

return loop(tail(items));

} else {

fun(head(items));

return loop(tail(items));

}

}

return loop(list);

}

If a connector is asked to forget its value, it runs the local function forget_my_value, which

�rst checks to make sure that the request is coming from the same object that set the value

originally. If so, the connector informs its associated constraints about the loss of the value.

The local function connect adds the designated new constraint to the list of constraints if it

is not already in that list. Then, if the connector has a value, it informs the new constraint of

this fact.

The connector’s function me serves as a dispatch to the other internal functions and also

represents the connector as an object. The following functions provide a syntax interface for

the dispatch:

Ifunction has_value(connector) {

return connector("has_value");

}

function get_value(connector) {

return connector("value");

}

function set_value(connector, new_value, informant) {

return connector("set_value")(new_value, informant);

}

function forget_value(connector, retractor) {

return connector("forget")(retractor);

}

34
The setter might not be a constraint. In our temperature example, we used user as the setter.
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function connect(connector, new_constraint) {

return connector("connect")(new_constraint);

}

Exercise 3.33

Using primitive multiplier, adder, and constant constraints, de�ne a function averager that

takes three connectors a, b, and c as inputs and establishes the constraint that the value of c

is the average of the values of a and b.

Exercise 3.34

Louis Reasoner wants to build a squarer, a constraint device with two terminals such that the

value of connector b on the second terminal will always be the square of the value a on the

�rst terminal. He proposes the following simple device made from a multiplier:

function squarer(a, b) {

return multiplier(a, a, b);

}

There is a serious �aw in this idea. Explain.

Exercise 3.35

Ben Bitdiddle tells Louis that one way to avoid the trouble in exercise 3.34 is to de�ne a squarer

as a new primitive constraint. Fill in the missing portions in Ben’s outline for a function to

implement such a constraint:

Ifunction squarer(a, b) {

function process_new_value() {

if (has_value(b)) {

if (get_value(b) < 0) {

error(get_value(b),

"Square less than 0 -- squarer");

} else {

〈alternative1〉

} else {

〈alternative2〉

}

}

}

function process_forget_value() {

〈body1〉
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}

function me(request) {

〈body2〉

}

〈rest o f declaration〉
return me;

}

Exercise 3.36

Suppose we evaluate the following sequence of expressions in the program environment:

const a = make_connector();

const b = make_connector();

set_value(a, 10, "user");

At some time during evaluation of the set_value, the following expression from the connec-

tor’s local function is evaluated:

for_each_except(setter, inform_about_value, constraints);

Draw an environment diagram showing the environment in which the above expression is

evaluated.

Exercise 3.37

The celsius_fahrenheit_converter function is cumbersome when compared with a more

expression-oriented style of de�nition, such as

function celsius_fahrenheit_converter(x) {

return cplus(cmul(cdiv(cv(9), cv(5)), x), cv(32));

}

Here cplus, cmul, etc. are the “constraint” versions of the arithmetic operations. For example,

cplus takes two connectors as arguments and returns a connector that is related to these by

an adder constraint:

function cplus(x, y) {

const z = make_connector();

adder(x, y, z);

return z;

}

De�ne analogous functions cminus, cmul, cdiv, and cv (constant value) that enable us to de�ne

compound constraints as in the converter example above.
35

35
The expression-oriented format is convenient because it avoids the need to name the intermediate expressions
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3.4 Concurrency: Time Is of the Essence

We’ve seen the power of computational objects with local state as tools for modeling. Yet, as

section 3.1.3 warned, this power extracts a price: the loss of referential transparency, giving rise

to a thicket of questions about sameness and change, and the need to abandon the substitution

model of evaluation in favor of the more intricate environment model.

The central issue lurking beneath the complexity of state, sameness, and change is that by

introducing assignment we are forced to admit time into our computational models. Before

we introduced assignment, all our programs were timeless, in the sense that any expression

that has a value always has the same value. In contrast, recall the example of modeling with-

drawals from a bank account and returning the resulting balance, introduced at the beginning

of section 3.1.1:

Iwithdraw(25);

75

Iwithdraw(25);

50

Here successive evaluations of the same expression yield di�erent values. This behavior

arises from the fact that the execution of assignment statements (in this case, assignments to

the variable balance) delineates moments in time when values change. The result of evaluating

an expression depends not only on the expression itself, but also on whether the evaluation

occurs before or after these moments. Building models in terms of computational objects with

local state forces us to confront time as an essential concept in programming.

We can go further in structuring computational models to match our perception of the phys-

ical world. Objects in the world do not change one at a time in sequence. Rather we perceive

them as acting concurrently—all at once. So it is often natural to model systems as collections of

computational threads that execute concurrently. Just as we can make our programs modular

by organizing models in terms of objects with separate local state, it is often appropriate to

divide computational models into parts that evolve separately and concurrently. Even if the

programs are to be executed on a sequential computer, the practice of writing programs as

if they were to be executed concurrently forces the programmer to avoid inessential timing

constraints and thus makes programs more modular.

In addition to making programs more modular, concurrent computation can provide a speed

advantage over sequential computation. Sequential computers execute only one operation at

a time, so the amount of time it takes to perform a task is proportional to the total number of

in a computation. Our original formulation of the constraint language is cumbersome in the same way that many

languages are cumbersome when dealing with operations on compound data. For example, if we wanted to

compute the product (a + b) · (c + d), where the variables represent vectors, we could work in “imperative style,”

using functions that set the values of designated vector arguments but do not themselves return vectors as values:

v_sum("a", "b", temp1);
v_sum("c", "d", temp2);
v_prod(temp1, temp2, answer);
Alternatively, we could deal with expressions, using functions that return vectors as values, and thus avoid

explicitly mentioning temp1 and temp2:

const answer = v_prod(v_sum("a", "b"), v_sum("c", "d"));
Since JavaScript allows us to return compound objects as values of functions, we can transform our imperative-

style constraint language into an expression-oriented style as shown in this exercise. In languages that are

impoverished in handling compound objects, such as Algol, Basic, and Pascal (unless one explicitly uses Pascal

pointer variables), one is usually stuck with the imperative style when manipulating compound objects. Given the

advantage of the expression-oriented format, one might ask if there is any reason to have implemented the system

in imperative style, as we did in this section. One reason is that the non-expression-oriented constraint language

provides a handle on constraint objects (e.g., the value of the adder function) as well as on connector objects. This

is useful if we wish to extend the system with new operations that communicate with constraints directly rather

than only indirectly via operations on connectors. Although it is easy to implement the expression-oriented style

in terms of the imperative implementation, it is very di�cult to do the converse.
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operations performed.
36

However, if it is possible to decompose a problem into pieces that are relatively indepen-

dent and need to communicate only rarely, it may be possible to allocate pieces to separate

computing processors, producing a speed advantage proportional to the number of processors

available.

Unfortunately, the complexities introduced by assignment become even more problematic

in the presence of concurrency. The fact of concurrent execution, either because the world

operates in parallel or because our computers do, entails additional complexity in our under-

standing of time.

3.4.1 The Nature of Time in Concurrent Systems

On the surface, time seems straightforward. It is an ordering imposed on events.
37

For any

events A and B, either A occurs before B, A and B are simultaneous, or A occurs after B. For

instance, returning to the bank account example, suppose that Peter withdraws $10 and Paul

withdraws $25 from a joint account that initially contains $100, leaving $65 in the account.

Depending on the order of the two withdrawals, the sequence of balances in the account is

either $100→ $90→ $65 or $100→ $75→ $65. In a computer implementation of the banking

system, this changing sequence of balances could be modeled by successive assignments to a

variable balance.

In complex situations, however, such a view can be problematic. Suppose that Peter and Paul,

and other people besides, are accessing the same bank account through a network of banking

machines distributed all over the world. The actual sequence of balances in the account will

depend critically on the detailed timing of the accesses and the details of the communication

among the machines.

This indeterminacy in the order of events can pose serious problems in the design of con-

current systems. For instance, suppose that the withdrawals made by Peter and Paul are im-

plemented as two separate threads sharing a common variable balance, each thread speci�ed

by the function given in section 3.1.1:

Ifunction withdraw(amount) {

if (balance >= amount) {

balance = balance - amount;

return balance;

36
Most real processors actually execute a few operations at a time, following a strategy called pipelining.

Although this technique greatly improves the e�ective utilization of the hardware, it is used only to speed up the

execution of a sequential instruction stream, while retaining the behavior of the sequential program.

37
To quote some gra�ti seen on a Cambridge building wall: “Time is a device that was invented to keep

everything from happening at once.”

322 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=DYUwLgBARghsMDsDGIIF4IEYAM2DcAUAGYCuyYAlgPYIQDuFYAFgCYBOMdAFDALZVkwASggBvAhEkQKRCF1jxkqAHwY+AhMLESpuhYhTpocA6gC0EdYMK7dbcCTa19Sm1IC+EEMADOqcbZS9mCOtABEAJIIPiRERBRIFCCaEKQILD5hbpLuBLkEDMzsnFwATACsQngQAPQ1EAJgAA4kYABcEADs5UA


Modularity, Objects, and State 3.4.1

} else {

return "Insufficient funds";

}

}

If the two threads operate independently, then Peter might test the balance and attempt to

withdraw a legitimate amount. However, Paul might withdraw some funds in between the time

that Peter checks the balance and the time Peter completes the withdrawal, thus invalidating

Peter’s test.

Things can be worse still. Consider the expression

balance = balance - amount;

executed as part of each withdrawal process. This consists of three steps: (1) accessing the value

of the balance variable; (2) computing the new balance; (3) setting balance to this new value.

If Peter and Paul’s withdrawals execute this statement concurrently, then the two withdrawals

might interleave the order in which they access balance and set it to the new value.

The timing diagram in �gure 3.29 depicts an order of events where balance starts at 100,

Peter withdraws 10, Paul withdraws 25, and yet the �nal value of balance is 75. As shown in

the diagram, the reason for this anomaly is that Paul’s assignment of 75 to balance is made

under the assumption that the value of balance to be decremented is 100. That assumption,

however, became invalid when Peter changed balance to 90. This is a catastrophic failure for

the banking system, because the total amount of money in the system is not conserved. Before

the transactions, the total amount of money was $100. Afterwards, Peter has $10, Paul has $25,

and the bank has $75.
38

The general phenomenon illustrated here is that several threads may share a common state

variable. What makes this complicated is that more than one thread may be trying to manipu-

late the shared state at the same time. For the bank account example, during each transaction,

each customer should be able to act as if the other customers did not exist. When a customer

changes the balance in a way that depends on the balance, he must be able to assume that, just

before the moment of change, the balance is still what he thought it was.

38
An even worse failure for this system could occur if the two assignments attempt to change the balance

simultaneously, in which case the actual data appearing in memory might end up being a random combination

of the information being written by the two threads. Most computers have interlocks on the primitive memory-

write operations, which protect against such simultaneous access. Even this seemingly simple kind of protection,

however, raises implementation challenges in the design of multiprocessing computers, where elaborate cache-
coherence protocols are required to ensure that the various processors will maintain a consistent view of memory

contents, despite the fact that data may be replicated (“cached”) among the di�erent processors to increase the

speed of memory access.
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Correct behavior of concurrent programs

The above example typi�es the subtle bugs that can creep into concurrent programs. The root

of this complexity lies in the assignments to variables that are shared among the di�erent

threads. We already know that we must be careful in writing programs that use assignment,

because the results of a computation depend on the order in which the assignments occur.
39

With concurrent threads we must be especially careful about assignments, because we may

not be able to control the order of the assignments made by the di�erent threads. If several

such changes might be made concurrently (as with two depositors accessing a joint account)

we need some way to ensure that our system behaves correctly. For example, in the case of

withdrawals from a joint bank account, we must ensure that money is conserved. To make

concurrent programs behave correctly, we may have to place some restrictions on concurrent

execution.

39
The factorial program in section 3.1.3 illustrates this for a single sequential thread.
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Peter

Access balance: $100

new value: 100 – 10 = 90

update balance to $90

time

Bank Paul

$100

$90

$75

Access balance: $100

new value: 100 – 25 = 75

update balance to $75

Figure 3.29: Timing diagram showing how interleaving the order of events in two banking

withdrawals can lead to an incorrect �nal balance.

One possible restriction on concurrency would stipulate that no two operations that change

any shared state variables can occur at the same time. This is an extremely stringent require-

ment. For distributed banking, it would require the system designer to ensure that only one

transaction could proceed at a time. This would be both ine�cient and overly conservative.

Figure 3.30 shows Peter and Paul sharing a bank account, where Paul has a private account as

well. The diagram illustrates two withdrawals from the shared account (one by Peter and one

by Paul) and a deposit to Paul’s private account.
40

The two withdrawals from the shared account must not be concurrent (since both access and

update the same account), and Paul’s deposit and withdrawal must not be concurrent (since

both access and update the amount in Paul’s wallet). But there should be no problem permitting

40
The columns show the contents of Peter’s wallet, the joint account (in Bank1), Paul’s wallet, and Paul’s

private account (in Bank2), before and after each withdrawal (W) and deposit (D). Peter withdraws $10 from

Bank1; Paul deposits $5 in Bank2, then withdraws $25 from Bank1.
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Paul’s deposit to his private account to proceed concurrently with Peter’s withdrawal from

the shared account.

$100$7 $5 $300

$0 $305

$305$25$65$17

$17 $90

W

W

D

time

Peter Bank1 Paul Bank2

Figure 3.30: Concurrent deposits and withdrawals from a joint account in Bank1 and a private

account in Bank2.

A less stringent restriction on concurrency would ensure that a concurrent system produces

the same result as if the threads had run sequentially in some order. There are two important

aspects to this requirement. First, it does not require the threads to actually run sequentially,

but only to produce results that are the same as if they had run sequentially. For the example

in �gure 3.30, the designer of the bank account system can safely allow Paul’s deposit and

Peter’s withdrawal to happen concurrently, because the net result will be the same as if the two

operations had happened sequentially. Second, there may be more than one possible “correct”

result produced by a concurrent program, because we require only that the result be the same

as for some sequential order. For example, suppose that Peter and Paul’s joint account starts

out with $100, and Peter deposits $40 while Paul concurrently withdraws half the money in

the account. Then sequential execution could result in the account balance being either $70

or $90 (see exercise 3.38).
41

41
A more formal way to express this idea is to say that concurrent programs are inherently nondeterministic.
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There are still weaker requirements for correct execution of concurrent programs. A program

for simulating di�usion (say, the �ow of heat in an object) might consist of a large number of

threads, each one representing a small volume of space, that update their values concurrently.

Each thread repeatedly changes its value to the average of its own value and its neighbors’

values. This algorithm converges to the right answer independent of the order in which the

operations are done; there is no need for any restrictions on concurrent use of the shared

values.

Exercise 3.38

Suppose that Peter, Paul, and Mary share a joint bank account that initially contains $100.

Concurrently, Peter deposits $10, Paul withdraws $20, and Mary withdraws half the money in

the account, by executing the following commands:

Peter: balance = balance + 10

Paul: balance = balance - 20

Mary: balance = balance - (balance/2)

a. List all the di�erent possible values for balance after these three transactions have been

completed, assuming that the banking system forces the three threads to run sequentially

in some order.

b. What are some other values that could be produced if the system allows the threads to

be interleaved? Draw timing diagrams like the one in �gure 3.29 to explain how these

values can occur.

3.4.2 Mechanisms for Controlling Concurrency

We’ve seen that the di�culty in dealing with concurrent threads is rooted in the need to

consider the interleaving of the order of events in the di�erent threads. For example, suppose

we have two threads, one with three ordered events (a,b, c) and one with three ordered events

(x ,y, z). If the two threads run concurrently, with no constraints on how their execution is

interleaved, then there are 20 di�erent possible orderings for the events that are consistent

with the individual orderings for the two threads:

(a,b, c,x ,y, z) (a,x ,b,y, c, z) (x ,a,b, c,y, z) (x ,a,y, z,b, c)

(a,b,x , c,y, z) (a,x ,b,y, z, c) (x ,a,b,y, c, z) (x ,y,a,b, c, z)

(a,b,x ,y, c, z) (a,x ,y,b, c, z) (x ,a,b,y, z, c) (x ,y,a,b, z, c)

(a,b,x ,y, z, c) (a,x ,y,b, z, c) (x ,a,y,b, c, z) (x ,y,a, z,b, c)

(a,x ,b, c,y, z) (a,x ,y, z,b, c) (x ,a,y,b, z, c) (x ,y, z,a,b, c)

That is, they are described not by single-valued functions, but by functions whose results are sets of possible

values. In section 4.3 we will study a language for expressing nondeterministic computations.
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As programmers designing this system, we would have to consider the e�ects of each of these

20 orderings and check that each behavior is acceptable. Such an approach rapidly becomes

unwieldy as the numbers of threads and events increase.

A more practical approach to the design of concurrent systems is to devise general mecha-

nisms that allow us to constrain the interleaving of concurrent threads so that we can be sure

that the program behavior is correct. Many mechanisms have been developed for this purpose.

In this section, we describe one of them, the serializer.

Serializing access to shared state

Serialization implements the following idea: Threads will execute concurrently, but there

will be certain collections of functions that cannot be executed concurrently. More precisely,

serialization creates distinguished sets of functions such that only one execution of a function

in each serialized set is permitted to happen at a time. If some function in the set is being

executed, then a thread that attempts to execute any function in the set will be forced to wait

until the �rst execution has �nished.

We can use serialization to control access to shared variables. For example, if we want to

update a shared variable based on the previous value of that variable, we put the access to

the previous value of the variable and the assignment of the new value to the variable in the

same function. We then ensure that no other function that assigns to the variable can run

concurrently with this function by serializing all of these functions with the same serializer.

This guarantees that the value of the variable cannot be changed between an access and the

corresponding assignment.

Serializers in JavaScript

To make the above mechanism more concrete, suppose that we have extended JavaScript to

include a function called concurrent_execute:

concurrent_execute( f1, f2, . . ., fk )

Each f must be a function of one argument. The function concurrent_execute creates a

separate thread for each f, which applies f to the argument undefined. These threads all run

concurrently.
42

As an example of how this is used, consider

Ilet x = 10;

42
The function concurrent_execute is not part of the JavaScript standard, but the examples in this section

can be implemented in ECMAScript 2018.
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concurrent_execute(_ => { x = x * x; },

_ => { x = x + 1; } );

This creates two concurrent threads—T1, which sets x to x times x, andT2, which increments

x. After execution is complete, x will be left with one of �ve possible values, depending on the

interleaving of the events of T1 and T2:

101: T1 sets x to 100 and then T2 increments x to 101.

121: T2 increments x to 11 and then T1 sets x to x times x.

110: T2 changes x from 10 to 11 between the two times that T1

accesses the value of x during the evaluation of x * x.

11: T2 accesses x, then T1 sets x to 100, then T2 sets x.

100: T1 accesses x (twice), then T2 sets x to 11, then T1 sets x.

We can constrain the concurrency by using serialized functions, which are created by serial-
izers. Serializers are constructed by make_serializer, whose implementation is given below.

A serializer takes a function as argument and returns a serialized function that behaves like

the original function. All calls to a given serializer return serialized functions in the same set.

Thus, in contrast to the example above, executing

Ilet x = 10;

const s = make_serializer();

concurrent_execute( s(_ => { x = x * x; }),

s(_ => { x = x + 1; }) );

can produce only two possible values for x, 101 or 121. The other possibilities are eliminated,

because the execution of T1 and T2 cannot be interleaved.

Here is a version of the make_account function from section 3.1.1, where the deposits and

withdrawals have been serialized:

Ifunction make_account(balance) {

function withdraw(amount) {

if (balance > amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

}

function deposit(amount) {

balance = balance + amount;

return balance;

}
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const protect = make_serializer();

function dispatch(m) {

return m === "withdraw"

? protect(withdraw)

: m === "deposit"

? protect(deposit)

: m === "balance"

? balance

: error(m,

"Unknown request -- make_account");

}

return dispatch;

}

With this implementation, two threads cannot be withdrawing from or depositing into a

single account concurrently. This eliminates the source of the error illustrated in �gure 3.29,

where Peter changes the account balance between the times when Paul accesses the balance to

compute the new value and when Paul actually performs the assignment. On the other hand,

each account has its own serializer, so that deposits and withdrawals for di�erent accounts

can proceed concurrently.

Exercise 3.39

Which of the �ve possibilities in the concurrent execution shown above remain if we instead

serialize execution as follows:

Ilet x = 10;

const s = make_serializer();

concurrent_execute( _ => { x = s(_ => x * x)

(undefined); },

s( _ => { x = x + 1; } ) );

Exercise 3.40

Give all possible values of x that can result from executing

Ilet x = 10;

concurrent_execute(_ => { x = x * x; },

_ => { x = x * x * x; } );

Which of these possibilities remain if we instead use serialized functions:

Ilet x = 10;
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const s = make_serializer();

concurrent_execute( s(_ => { x = x * x; }),

s(_ => { x = x * x * x; }) );

Exercise 3.41

Ben Bitdiddle worries that it would be better to implement the bank account as follows (where

the commented line has been changed):

Ifunction make_account(balance) {

function withdraw(amount) {

if (balance > amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

}

function deposit(amount) {

balance = balance + amount;

return balance;

}

const protect = make_serializer();

function dispatch(m) {

return m === "withdraw"

? protect(withdraw)

: m === "deposit"

? protect(deposit)

: m === "balance"

? protect(_ => balance)(undefined) // serialized

: error(m,

"Unknown request -- make_account");

}

return dispatch;

}

because allowing unserialized access to the bank balance can result in anomalous behavior.

Do you agree? Is there any scenario that demonstrates Ben’s concern?

Exercise 3.42

Ben Bitdiddle suggests that it’s a waste of time to create a new serialized function in response

to every withdraw and deposit message. He says that make_account could be changed so that

the calls to protect are done outside the dispatch function. That is, an account would return
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the same serialized function (which was created at the same time as the account) each time it

is asked for a withdrawal function.

Ifunction make_account(balance) {

function withdraw(amount) {

if (balance > amount) {

balance = balance - amount;

return balance;

} else {

return "Insufficient funds";

}

}

function deposit(amount) {

balance = balance + amount;

return balance;

}

const protect = make_serializer();

const protect_withdraw = protect(withdraw);

const protect_deposit = protect(deposit);

function dispatch(m) {

return m === "withdraw"

? protect_withdraw

: m === "deposit"

? protect_deposit

: m === "balance"

? balance

: error(m,

"Unknown request -- make_account");

}

return dispatch;

}

Is this a safe change to make? In particular, is there any di�erence in what concurrency is

allowed by these two versions of make_account ?

Complexity of using multiple shared resources

Serializers provide a powerful abstraction that helps isolate the complexities of concurrent

programs so that they can be dealt with carefully and (hopefully) correctly. However, while

using serializers is relatively straightforward when there is only a single shared resource (such

as a single bank account), concurrent programming can be treacherously di�cult when there

are multiple shared resources.

To illustrate one of the di�culties that can arise, suppose we wish to swap the balances

in two bank accounts. We access each account to �nd the balance, compute the di�erence

between the balances, withdraw this di�erence from one account, and deposit it in the other
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account. We could implement this as follows:
43

Ifunction exchange(accounts) {

const account1 = head(accounts);

const account2 = tail(accounts);

const difference = account1("balance") - account2("balance");

account1("withdraw")(difference);

account2("deposit")(difference);

}

This function works well when only a single thread is trying to do the exchange. Suppose,

however, that Peter and Paul both have access to accounts a1, a2, and a3, and that Peter ex-

changes a1 and a2 while Paul concurrently exchanges a1 and a3. Even with account deposits

and withdrawals serialized for individual accounts (as in the make_account function shown

above in this section), exchange can still produce incorrect results. For example, Peter might

compute the di�erence in the balances for a1 and a2, but then Paul might change the balance

in a1 before Peter is able to complete the exchange.
44

For correct behavior, we must arrange

for the exchange function to lock out any other concurrent accesses to the accounts during

the entire time of the exchange.

One way we can accomplish this is by using both accounts’ serializers to serialize the entire

exchange function. To do this, we will arrange for access to an account’s serializer. Note that we

are deliberately breaking the modularity of the bank-account object by exposing the serializer.

The following version of make_account is identical to the original version given in section 3.1.1,

except that a serializer is provided to protect the balance variable, and the serializer is exported

via message passing:

Ifunction make_account_and_serializer(balance) {

function withdraw(amount) {

if (balance > amount) {

balance = balance - amount;

} else {

"Insufficient funds";

}

}

function deposit(amount) {

balance = balance + amount;

return balance;

}

const balance_serializer = make_serializer();

return m => m === "withdraw"

43
We have simpli�ed exchange by exploiting the fact that our deposit message accepts negative amounts.

(This is a serious bug in our banking system!)

44
If the account balances start out as $10, $20, and $30, then after any number of concurrent exchanges, the

balances should still be $10, $20, and $30 in some order. Serializing the deposits to individual accounts is not

su�cient to guarantee this. See exercise 3.43.
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? withdraw

: m === "deposit"

? deposit

: m === "balance"

? balance

: m === "serializer"

? balance_serializer

: error(m,

"Unknown request -- make_account");

}

We can use this to do serialized deposits and withdrawals. However, unlike our earlier

serialized account, it is now the responsibility of each user of bank-account objects to explicitly

manage the serialization, for example as follows:
45

Ifunction deposit(account, amount) {

const s = account("serializer");

const d = account("deposit");

s(d(amount));

}

Exporting the serializer in this way gives us enough �exibility to implement a serialized

exchange program. We simply serialize the original exchange function with the serializers for

both accounts:

Ifunction serialized_exchange(accounts) {

const account1 = head(accounts);

const account2 = tail(accounts);

const serializer1 = account1("serializer");

const serializer2 = account2("serializer");

serializer1(serializer2(exchange))(accounts);

}

Exercise 3.43

Suppose that the balances in three accounts start out as $10, $20, and $30, and that multiple

threads run, exchanging the balances in the accounts. Argue that if the threads are run se-

quentially, after any number of concurrent exchanges, the account balances should be $10,

$20, and $30 in some order. Draw a timing diagram like the one in �gure 3.29 to show how

this condition can be violated if the exchanges are implemented using the �rst version of

the account-exchange program in this section. On the other hand, argue that even with this

exchange program, the sum of the balances in the accounts will be preserved. Draw a tim-

ing diagram to show how even this condition would be violated if we did not serialize the

45
Exercise 3.45 investigates why deposits and withdrawals are no longer automatically serialized by the

account.
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transactions on individual accounts.

Exercise 3.44

Consider the problem of transferring an amount from one account to another. Ben Bitdiddle

claims that this can be accomplished with the following function, even if there are multiple peo-

ple concurrently transferring money among multiple accounts, using any account mechanism

that serializes deposit and withdrawal transactions, for example, the version of make_account

in the text above.

Ifunction transfer(from_account, to_account, amount) {

from_account("withdraw")(amount);

to_account("deposit")(amount);

}

Louis Reasoner claims that there is a problem here, and that we need to use a more sophisticated

method, such as the one required for dealing with the exchange problem. Is Louis right? If not,

what is the essential di�erence between the transfer problem and the exchange problem? (You

should assume that the balance in from_account is at least amount.)

Exercise 3.45

Louis Reasoner thinks our bank-account system is unnecessarily complex and error-prone now

that deposits and withdrawals aren’t automatically serialized. He suggests that make_account_and_serializer

should have exported the serializer (for use by such functions as serialized_exchange) in

addition to (rather than instead of) using it to serialize accounts and deposits as make_account

did. He proposes to rede�ne accounts as follows:

Ifunction make_account_and_serializer(balance) {

function withdraw(amount) {

if (balance > amount) {

balance = balance - amount;

} else {

"Insufficient funds";

}

}

function deposit(amount) {

balance = balance + amount;

return balance;

}

const balance_serializer = make_serializer();

return m => m === "withdraw"

? balance_serializer(withdraw)

: m === "deposit"

? balance_serializer(deposit)
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: m === "balance"

? balance

: m === "serializer"

? balance_serializer

: error(m,

"Unknown request -- make_account");

}

Then deposits are handled as with the original make_account:

Ifunction deposit(account, amount) {

account("deposit")(amount);

}

Explain what is wrong with Louis’s reasoning. In particular, consider what happens when

serialized_exchange is called.

Implementing serializers

We implement serializers in terms of a more primitive synchronization mechanism called a

mutex. A mutex is an object that supports two operations—the mutex can be acquired, and

the mutex can be released. Once a mutex has been acquired, no other acquire operations on

that mutex may proceed until the mutex is released.
46

In our implementation, each serializer

has an associated mutex. Given a function p, the serializer returns a function that acquires

the mutex, runs p, and then releases the mutex. This ensures that only one of the functions

produced by the serializer can be running at once, which is precisely the serialization property

that we need to guarantee.

Ifunction make_serializer() {

const mutex = make_mutex();

return p =>

arg => {

mutex("acquire");

const val = p(arg);

mutex("release");

return val;

};

}

46
The term “mutex” is an abbreviation formutual exclusion. The general problem of arranging a mechanism that

permits concurrent threads to safely share resources is called the mutual exclusion problem. Our mutex is a simple

variant of the semaphore mechanism (see exercise 3.47), which was introduced in the “THE” Multiprogramming

System developed at the Technological University of Eindhoven and named for the university’s initials in Dutch

(Dijkstra 1968a). The acquire and release operations were originally called P and V, from the Dutch words passeren
(to pass) and vrijgeven (to release), in reference to the semaphores used on railroad systems. Dijkstra’s classic

exposition (1968b) was one of the �rst to clearly present the issues of concurrency control, and showed how to

use semaphores to handle a variety of concurrency problems.
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The mutex is a mutable object (here we’ll use a one-element list, which we’ll refer to as a

cell) that can hold the value true or false. When the value is false, the mutex is available to be

acquired. When the value is true, the mutex is unavailable, and any thread that attempts to

acquire the mutex must wait.

Our mutex constructor make_mutex begins by initializing the cell contents to false. To acquire

the mutex, we test the cell. If the mutex is available, we set the cell contents to true and proceed.

Otherwise, we wait in a loop, attempting to acquire over and over again, until we �nd that the

mutex is available.
47

To release the mutex, we set the cell contents to false.

Ifunction make_mutex() {

const cell = list(false);

function the_mutex(m) {

return m === "acquire"

? ( test_and_set(cell)

? the_mutex("acquire") // retry

: true )

: m === "release"

? clear(cell)

: error(m, "Unknown request -- mutex");

}

return the_mutex;

}

function clear(cell) {

set_head(cell, false);

}

The function test_and_set tests the cell and returns the result of the test. In addition, if

the test was false, test_and_set sets the cell contents to true before returning false. We can

express this behavior as the following function:

Ifunction test_and_set(cell) {

if (head(cell)) {

return true;

} else {

set_head(cell, true);

return false;

}

}

However, this implementation of test_and_set does not su�ce as it stands. There is a crucial

subtlety here, which is the essential place where concurrency control enters the system: The

test_and_set operation must be performed atomically. That is, we must guarantee that, once

a thread has tested the cell and found it to be false, the cell contents will actually be set to true

47
In most time-shared operating systems, threads that are blocked by a mutex do not waste time “busy-waiting”

as above. Instead, the system schedules another thread to run while the �rst is waiting, and the blocked thread is

awakened when the mutex becomes available.

337 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4variant=concurrent&&prgrm=GYVwdgxgLglg9mABAWwIYGsCmB9ZIqYAeAFAJSIDeAUIrYhAgM5T2YA2biAvImzM8WCo2jTKQDcNOqEiwEiKAAsceAiWTlqdbYgBOmKCF1Jk3LjwBEqCAEcQMfRak6XtAPyJiCzM2yowACbYolDEEOxspM6uMYgeSir4RMRWtvaO5AD0mXoGugCe0bEuAFwKuiCYiFHFOmWm5pb6bJiook61Lh4QLai6YRE1ndplmLq6cP3IADSIFgCqYOhgcADuSPp2PiwAtDsoSYQWEtEAvtH6hsYKyriHkucy0PBIPa394Rya0SHYyqgBAYcWZCERiB5AA
http://source-academy.github.io/playground#chap=4variant=concurrent&&prgrm=GYVwdgxgLglg9mABFApgZygfQIZgCaZopQAUEKANhQJSIDeAUIs4jMIiQBYrZ5mU1ajFiMQAnYiDFIoYkCgDcTFgF9ElIvWWjERLN178qAGmRyU1JTuYSoUpMGwUiV1QxVA


Modularity, Objects, and State 3.4.2

before any other thread can test the cell. If we do not make this guarantee, then the mutex can

fail in a way similar to the bank-account failure in �gure 3.29. (See exercise 3.46.)

The actual implementation of test_and_set depends on the details of how our system runs

concurrent threads. For example, we might be executing concurrent threads on a sequential

processor using a time-slicing mechanism that cycles through the threads, permitting each

thread to run for a short time before interrupting it and moving on to the next thread. In

that case, test_and_set can work by disabling time slicing during the testing and setting.

Alternatively, multiprocessing computers provide instructions that support atomic operations

directly in hardware.
48

Exercise 3.46

Suppose that we implement test_and_set using an ordinary function as shown in the text,

without attempting to make the operation atomic. Draw a timing diagram like the one in

�gure 3.29 to demonstrate how the mutex implementation can fail by allowing two threads to

acquire the mutex at the same time.

Exercise 3.47

A semaphore (of size n) is a generalization of a mutex. Like a mutex, a semaphore supports

acquire and release operations, but it is more general in that up to n threads can acquire it

concurrently. Additional threads that attempt to acquire the semaphore must wait for release

operations. Give implementations of semaphores

a. in terms of mutexes

b. in terms of atomic test_and_set operations.

48
There are many variants of such instructions—including test-and-set, test-and-clear, swap, compare-and-

exchange, load-reserve, and store-conditional—whose design must be carefully matched to the machine’s proces-

sor–memory interface. One issue that arises here is to determine what happens if two threads attempt to acquire

the same resource at exactly the same time by using such an instruction. This requires some mechanism for

making a decision about which thread gets control. Such a mechanism is called an arbiter. Arbiters usually boil

down to some sort of hardware device. Unfortunately, it is possible to prove that one cannot physically construct

a fair arbiter that works 100% of the time unless one allows the arbiter an arbitrarily long time to make its decision.

The fundamental phenomenon here was originally observed by the fourteenth-century French philosopher Jean

Buridan in his commentary on Aristotle’s De caelo. Buridan argued that a perfectly rational dog placed between

two equally attractive sources of food will starve to death, because it is incapable of deciding which to go to �rst.
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Deadlock

Now that we have seen how to implement serializers, we can see that account exchanging

still has a problem, even with the serialized_exchange function above. Imagine that Peter

attempts to exchange a1 with a2 while Paul concurrently attempts to exchange a2 with a1.

Suppose that Peter’s thread reaches the point where it has entered a serialized function pro-

tecting a1 and, just after that, Paul’s thread enters a serialized function protecting a2. Now

Peter cannot proceed (to enter a serialized function protecting a2) until Paul exits the serialized

function protecting a2. Similarly, Paul cannot proceed until Peter exits the serialized function

protecting a1. Each thread is stalled forever, waiting for the other. This situation is called a

deadlock. Deadlock is always a danger in systems that provide concurrent access to multiple

shared resources.

One way to avoid the deadlock in this situation is to give each account a unique identi�cation

number and rewrite serialized_exchange so that a thread will always attempt to enter a func-

tion protecting the lowest-numbered account �rst. Although this method works well for the ex-

change problem, there are other situations that require more sophisticated deadlock-avoidance

techniques, or where deadlock cannot be avoided at all. (See exercises 3.48 and 3.49.)
49

Exercise 3.48

Explain in detail why the deadlock-avoidance method described above, (i.e., the accounts are

numbered, and each thread attempts to acquire the smaller-numbered account �rst) avoids

deadlock in the exchange problem. Rewrite serialized_exchange to incorporate this idea.

(You will also need to modify make_account so that each account is created with a number,

which can be accessed by sending an appropriate message.)

49
The general technique for avoiding deadlock by numbering the shared resources and acquiring them in

order is due to Havender (1968). Situations where deadlock cannot be avoided require deadlock-recovery methods,

which entail having threads “back out” of the deadlocked state and try again. Deadlock-recovery mechanisms

are widely used in database management systems, a topic that is treated in detail in Gray and Reuter 1993.
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Exercise 3.49

Give a scenario where the deadlock-avoidance mechanism described above does not work.

(Hint: In the exchange problem, each thread knows in advance which accounts it will need to

get access to. Consider a situation where a thread must get access to some shared resources

before it can know which additional shared resources it will require.)

Concurrency, time, and communication

We’ve seen how programming concurrent systems requires controlling the ordering of events

when di�erent threads access shared state, and we’ve seen how to achieve this control through

judicious use of serializers. But the problems of concurrency lie deeper than this, because, from

a fundamental point of view, it’s not always clear what is meant by “shared state.”

Mechanisms such as test_and_set require threads to examine a global shared �ag at arbi-

trary times. This is problematic and ine�cient to implement in modern high-speed processors,

where due to optimization techniques such as pipelining and cached memory, the contents of

memory may not be in a consistent state at every instant. In contemporary multiprocessing sys-

tems, therefore, the serializer paradigm is being supplanted by new approaches to concurrency

control.
50

The problematic aspects of shared state also arise in large, distributed systems. For instance,

imagine a distributed banking system where individual branch banks maintain local values

for bank balances and periodically compare these with values maintained by other branches.

In such a system the value of “the account balance” would be undetermined, except right after

synchronization. If Peter deposits money in an account he holds jointly with Paul, when should

we say that the account balance has changed—when the balance in the local branch changes, or

not until after the synchronization? And if Paul accesses the account from a di�erent branch,

what are the reasonable constraints to place on the banking system such that the behavior

is “correct”? The only thing that might matter for correctness is the behavior observed by

Peter and Paul individually and the “state” of the account immediately after synchronization.

Questions about the “real” account balance or the order of events between synchronizations

50
One such alternative to serialization is called barrier synchronization. The programmer permits concurrent

threads to execute as they please, but establishes certain synchronization points (“barriers”) through which no

thread can proceed until all the threads have reached the barrier. Modern processors provide machine instruc-

tions that permit programmers to establish synchronization points at places where consistency is required. The

PowerPC
TM

, for example, includes for this purpose two instructions called SYNC and EIEIO (Enforced In-order

Execution of Input/Output).
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may be irrelevant or meaningless.
51

The basic phenomenon here is that synchronizing di�erent threads, establishing shared

state, or imposing an order on events requires communication among the threads. In essence,

any notion of time in concurrency control must be intimately tied to communication.
52

It

is intriguing that a similar connection between time and communication also arises in the

Theory of Relativity, where the speed of light (the fastest signal that can be used to synchronize

events) is a fundamental constant relating time and space. The complexities we encounter in

dealing with time and state in our computational models may in fact mirror a fundamental

complexity of the physical universe.

3.5 Streams

We’ve gained a good understanding of assignment as a tool in modeling, as well as an appreci-

ation of the complex problems that assignment raises. It is time to ask whether we could have

gone about things in a di�erent way, so as to avoid some of these problems. In this section,

we explore an alternative approach to modeling state, based on data structures called streams.
As we shall see, streams can mitigate some of the complexity of modeling state.

Let’s step back and review where this complexity comes from. In an attempt to model

real-world phenomena, we made some apparently reasonable decisions: We modeled real-

world objects with local state by computational objects with local variables. We identi�ed

time variation in the real world with time variation in the computer. We implemented the

time variation of the states of the model objects in the computer with assignments to the local

variables of the model objects.

Is there another approach? Can we avoid identifying time in the computer with time in the

modeled world? Must we make the model change with time in order to model phenomena in

a changing world? Think about the issue in terms of mathematical functions. We can describe

the time-varying behavior of a quantity x as a function of time x(t). If we concentrate on x

instant by instant, we think of it as a changing quantity. Yet if we concentrate on the entire

time history of values, we do not emphasize change—the function itself does not change.
53

If time is measured in discrete steps, then we can model a time function as a (possibly in�-

51
This may seem like a strange point of view, but there are systems that work this way. International charges to

credit-card accounts, for example, are normally cleared on a per-country basis, and the charges made in di�erent

countries are periodically reconciled. Thus the account balance may be di�erent in di�erent countries.

52
For distributed systems, this perspective was pursued by Lamport (1978), who showed how to use communi-

cation to establish “global clocks” that can be used to establish orderings on events in distributed systems.

53
Physicists sometimes adopt this view by introducing the “world lines” of particles as a device for reasoning

about motion. We’ve also already mentioned (section 2.2.3) that this is the natural way to think about signal-

processing systems. We will explore applications of streams to signal processing in section 3.5.3.
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nite) sequence. In this section, we will see how to model change in terms of sequences that

represent the time histories of the systems being modeled. To accomplish this, we introduce

new data structures called streams. From an abstract point of view, a stream is simply a se-

quence. However, we will �nd that the straightforward implementation of streams as lists (as

in section 2.2.1) doesn’t fully reveal the power of stream processing. As an alternative, we

introduce the technique of delayed evaluation, which enables us to represent very large (even

in�nite) sequences as streams.

Stream processing lets us model systems that have state without ever using assignment

or mutable data. This has important implications, both theoretical and practical, because we

can build models that avoid the drawbacks inherent in introducing assignment. On the other

hand, the stream framework raises di�culties of its own, and the question of which modeling

technique leads to more modular and more easily maintained systems remains open.

3.5.1 Streams Are Delayed Lists

As we saw in section 2.2.3, sequences can serve as standard interfaces for combining pro-

gram modules. We formulated powerful abstractions for manipulating sequences, such as map,

filter, and accumulate, that capture a wide variety of operations in a manner that is both

succinct and elegant.

Unfortunately, if we represent sequences as lists, this elegance is bought at the price of severe

ine�ciency with respect to both the time and space required by our computations. When we

represent manipulations on sequences as transformations of lists, our programs must construct

and copy data structures (which may be huge) at every step of a process.

To see why this is true, let us compare two programs for computing the sum of all the prime

numbers in an interval. The �rst program is written in standard iterative style:
54

Ifunction sum_primes(a, b) {

function iter(count, accum) {

return count > b

? accum

: is_prime(count)

? iter(count + 1, count + accum)

: iter(count + 1, accum);

}

return iter(a, 0);

}

The second program performs the same computation using the sequence operations of

section 2.2.3:

54
Assume that we have a predicate is_prime (e.g., as in section 1.2.6) that tests for primality.
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Ifunction sum_primes(a, b) {

return accumulate((x, y) => x + y,

0,

filter(is_prime,

enumerate_interval(a, b)));

}

In carrying out the computation, the �rst program needs to store only the sum being accumu-

lated. In contrast, the �lter in the second program cannot do any testing until enumerate_interval

has constructed a complete list of the numbers in the interval. The �lter generates another

list, which in turn is passed to accumulate before being collapsed to form a sum. Such large

intermediate storage is not needed by the �rst program, which we can think of as enumerating

the interval incrementally, adding each prime to the sum as it is generated.

The ine�ciency in using lists becomes painfully apparent if we use the sequence paradigm to

compute the second prime in the interval from 10,000 to 1,000,000 by evaluating the expression

head(tail(filter(is_prime,

enumerate_interval(10000, 1000000))));

This expression does �nd the second prime, but the computational overhead is outrageous.

We construct a list of almost a million integers, �lter this list by testing each element for

primality, and then ignore almost all of the result. In a more traditional programming style,

we would interleave the enumeration and the �ltering, and stop when we reached the second

prime.

Streams are a clever idea that allows one to use sequence manipulations without incurring

the costs of manipulating sequences as lists. With streams we can achieve the best of both

worlds: We can formulate programs elegantly as sequence manipulations, while attaining the

e�ciency of incremental computation. The basic idea is to arrange to construct a stream only

partially, and to pass the partial construction to the program that consumes the stream. If

the consumer attempts to access a part of the stream that has not yet been constructed, the

stream will automatically construct just enough more of itself to produce the required part,

thus preserving the illusion that the entire stream exists. In other words, although we will write

programs as if we were processing complete sequences, we design our stream implementation

to automatically and transparently interleave the construction of the stream with its use.

In their most basic form, streams are similar to lists. The empty stream is null, a non-empty

stream is a pair, and the head of the pair is a data item. However, the tail of a pair that

represents a non-empty stream is not a stream, but a function of no arguments that returns
a stream. The stream returned by the function, we call the tail of the stream. If we have a

data item x and a stream s, we can construct a stream whose head is x and whose tail is s by

evaluating pair(x, () => s).
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In order to access the data item of a non-empty stream, we just use head as with lists. In

order to access the tail of a stream s, we need to apply tail(s), i.e. evaluate tail(s)(). For

convenience, we therefore de�ne

Ifunction stream_tail(stream) {

return tail(stream)();

}

The tail of a stream is “wrapped” in a function. It is a delayed expression, a “promise” to

evaluate an expression at some future time. Correspondingly, stream_tail forces the tail to

ful�ll its promise. It selects the tail of the pair and evaluates the delayed expression found

there to obtain the next pair of the stream.

We can make and use streams, in just the same way as we can make and use lists, to represent

aggregate data arranged in a sequence. In particular, we can build stream analogs of the list

operations from chapter 2, such as list_ref, map, and for_each:
55

Ifunction stream_ref(s, n) {

return n === 0

? head(s)

: stream_ref(stream_tail(s), n - 1);

}

function stream_map(f, s) {

return is_null(s)

? null

: pair(f(head(s)),

() => stream_map(f, stream_tail(s)));

}

function stream_for_each(fun, s) {

if (is_null(s)) {

return true;

} else {

fun(head(s));

return stream_for_each(fun, stream_tail(s));

}

}

The function stream_for_each is useful for viewing streams:

Ifunction display_stream(s) {

return stream_for_each(display, s);

}

The function that represents the tail of a stream is evaluated when it is accessed, using

55
This should bother you. The fact that we are de�ning such similar functions for streams and lists indicates

that we are missing some underlying abstraction. Unfortunately, in order to exploit this abstraction, we will need

to exert �ner control over the process of evaluation than we can at present. We will discuss this point further at

the end of section 3.5.4. In section 4.2, we’ll develop a framework that uni�es lists and streams.
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stream_tail. This design choice is reminiscent of our discussion of rational numbers in sec-

tion 2.1.2, where we saw that we can choose to implement rational numbers so that the re-

duction of numerator and denominator to lowest terms is performed either at construction

time or at selection time. The two rational-number implementations produce the same data

abstraction, but the choice has an e�ect on e�ciency. There is a similar relationship between

streams and ordinary lists. As a data abstraction, streams are the same as lists. The di�erence

is the time at which the elements are evaluated. With ordinary lists, both the head and the

tail are evaluated at construction time. With streams, the tail is evaluated at selection time.

Streams in action

To see how this data structure behaves, let us analyze the “outrageous” prime computation we

saw above, reformulated in terms of streams:

Ihead(stream_tail(stream_filter(

is_prime,

stream_enumerate_interval(10000,

1000000))));

We will see that it does indeed work e�ciently.

We begin by calling stream_enumerate_interval with the arguments 10,000 and 1,000,000.

The function stream_enumerate_interval is the stream analog of enumerate_interval (sec-

tion 2.2.3):

Ifunction stream_enumerate_interval(low, high) {

return low > high

? null

: pair(low,

() => stream_enumerate_interval(low + 1,

high));

}

and thus the result returned by stream_enumerate_interval, formed by the pair, is
56

Ipair(10000, () => stream_enumerate_interval(10001, 1000000));

That is, stream_enumerate_interval returns a stream represented as a pair whose head is

10,000 and whose tail is a promise to enumerate more of the interval if so requested. This

stream is now �ltered for primes, using the stream analog of the filter function (section 2.2.3):

Ifunction stream_filter(pred, s) {

return is_null(s)

56
The numbers shown here do not really appear in the delayed expression. What actually appears is the original

expression, in an environment in which the variables are bound to the appropriate numbers. For example, low + 1
with low bound to 10,000 actually appears where 10001 is shown.
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? null

: pred(head(s))

? pair(head(s),

() => stream_filter(pred,

stream_tail(s)))

: stream_filter(pred,

stream_tail(s));

}

The function stream_filter tests the head of the stream (which is 10,000). Since this is not

prime, stream_filter examines the tail of its input stream. The call to stream_tail forces

evaluation of the delayed stream_enumerate_interval, which now returns

Ipair(10001, () => stream_enumerate_interval(10002, 1000000));

The function stream_filter now looks at the head of this stream, 10,001, sees that this is

not prime either, forces another stream_tail, and so on, until stream_enumerate_interval

yields the prime 10,007, whereupon stream_filter, according to its de�nition, returns

pair(head(stream),

stream_filter(pred, stream_tail(stream)));

which in this case is

Ipair(10007,

() => stream_filter(is_prime,

pair(10008,

() => stream_enumerate_interval(10009,

1000000))

)

);

This result is now passed to stream_tail in our original expression. This forces the delayed

stream_filter, which in turn keeps forcing the delayed stream_enumerate_interval until it

�nds the next prime, which is 10,009. Finally, the result passed to head in our original expression

is

Ipair(10009,

() => stream_filter(is_prime,

pair(10010,

() => stream_enumerate_interval(10011,

1000000))

)

);

The function head returns 10,009, and the computation is complete. Only as many integers

were tested for primality as were necessary to �nd the second prime, and the interval was

enumerated only as far as was necessary to feed the prime �lter.
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In general, we can think of delayed evaluation as “demand-driven” programming, whereby

each stage in the stream process is activated only enough to satisfy the next stage. What we

have done is to decouple the actual order of events in the computation from the apparent

structure of our functions. We write functions as if the streams existed “all at once” when, in

reality, the computation is performed incrementally, as in traditional programming styles.

An optimization

When we construct stream pairs, we delay the evaluation of their tail expressions by wrapping

these expressions in a function. We force their evaluation when needed, by applying the

function.

This implementation su�ces for streams to work as advertised, but there is an important

optimization that we shall consider where needed. In many applications, we end up forcing the

same delayed object many times. This can lead to serious ine�ciency in recursive programs

involving streams. (See exercise 3.57.) The solution is to build delayed objects so that the �rst

time they are forced, they store the value that is computed. Subsequent forcings will simply

return the stored value without repeating the computation. In other words, we implement

the construction of stream pairs as a memoized function similar to the one described in exer-

cise 3.27. One way to accomplish this is to use the following function, which takes as argument

a function (of no arguments) and returns a memoized version of the function. The �rst time the

memoized function is run, it saves the computed result. On subsequent evaluations, it simply

returns the result.

Ifunction memo(fun) {

let already_run = false;

let result = undefined;

return () => {

if (!already_run) {

result = fun();

already_run = true;

return result;

} else {

return result;

}

};

}

We can make use of memo whenever we construct a stream pair. For example, instead of

Ifunction stream_map(f, s) {

return is_null(s)

? null

: pair(f(head(s)),
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() => stream_map(f, stream_tail(s)));

}

we can de�ne an optimized function stream_map as follows:
57

Ifunction stream_map_optimized(f, s) {

return is_null(s)

? null

: pair(f(head(s)),

memo( () => stream_map_optimized(

f, stream_tail(s)) ));

}

Exercise 3.50

De�ne a function stream_combine that takes a binary function and two streams as arguments

and returns a stream whose elements are the results of applying the function pairwise to the

corresponding elements of the argument streams.

function stream_combine(f, s1, s2) {

...

}

Exercise 3.51

Note that our primitive function display returns its argument after displaying it. What does

the interpreter print in response to evaluating each expression in the following sequence?
58

Ilet x = stream_map(

display, stream_enumerate_interval(0, 10));

stream_ref(x, 5);

stream_ref(x, 7);

What does the evaluator print if stream_map_optimized is used instead of stream_map?

57
There are many possible implementations of streams other than the one described in this section. Delayed

evaluation, which is the key to making streams practical, was inherent in Algol 60’s call-by-name parameter-

passing method. The use of this mechanism to implement streams was �rst described by Landin (1965). Delayed

evaluation for streams was introduced into Lisp by Friedman and Wise (1976). In their implementation, cons
always delays evaluating its arguments, so that lists automatically behave as streams. The memoizing optimization

is also known as call-by-need. The Algol community would refer to our original delayed objects as call-by-name
thunks and to the optimized versions as call-by-need thunks.

58
Exercises such as 3.51 and 3.52 are valuable for testing our understanding of how delayed evaluation works.

On the other hand, intermixing delayed evaluation with printing—and, even worse, with assignment—is extremely

confusing, and instructors of courses on computer languages have traditionally tormented their students with

examination questions such as the ones in this section. Needless to say, writing programs that depend on such

subtleties is odious programming style. Part of the power of stream processing is that it lets us ignore the order

in which events actually happen in our programs. Unfortunately, this is precisely what we cannot a�ord to do in

the presence of assignment, which forces us to be concerned with time and change.
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Ilet x = stream_map_optimized(

display, stream_enumerate_interval(0, 10));

stream_ref(x, 5);

stream_ref(x, 7);

Exercise 3.52

Consider the program

Ilet sum = 0;

function accum(x) {

sum = x + sum;

return sum;

}

const seq = stream_map(

accum,

stream_enumerate_interval(1, 20));

const y = stream_filter(is_even, seq);

const z = stream_filter(x => x % 5 === 0, seq);

stream_ref(y, 7);

display_stream(z);

What is the value of sum after each of the above statements is evaluated? What is the printed re-

sponse to evaluating the stream_ref and display_stream expressions? Would these responses

di�er if we had applied the function memo on every tail of every constructed stream pair, as

suggested in the optimization above? Explain.

3.5.2 Infinite Streams

We have seen how to support the illusion of manipulating streams as complete entities even

though, in actuality, we compute only as much of the stream as we need to access. We can

exploit this technique to represent sequences e�ciently as streams, even if the sequences are

very long. What is more striking, we can use streams to represent sequences that are in�nitely

long. For instance, consider the following de�nition of the stream of positive integers:

Ifunction integers_starting_from(n) {

return pair(n,

() => integers_starting_from(n + 1)

);

}
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Iconst integers = integers_starting_from(1);

This makes sense because integers will be a pair whose head is 1 and whose tail is a

promise to produce the integers beginning with 2. This is an in�nitely long stream, but in any

given time we can examine only a �nite portion of it. Thus, our programs will never know

that the entire in�nite stream is not there.

Using integers we can de�ne other in�nite streams, such as the stream of integers that are

not divisible by 7:

Iconst no_sevens =

stream_filter(x => ! is_divisible(x, 7),

integers);

Then we can �nd integers not divisible by 7 simply by accessing elements of this stream:

Istream_ref(no_sevens, 100);

117

In analogy with integers, we can de�ne the in�nite stream of Fibonacci numbers:

Ifunction fibgen(a, b) {

return pair(a, () => fibgen(b, a + b));

}

const fibs = fibgen(0, 1);

The function fibs is a pair whose head is 0 and whose tail is a promise to evaluate

fibgen(1, 1). When we evaluate this delayed fibgen(1, 1), it will produce a pair whose

head is 1 and whose tail is a promise to evaluate fibgen(1, 2), and so on.

For a look at a more exciting in�nite stream, we can generalize the no_sevens example

to construct the in�nite stream of prime numbers, using a method known as the sieve of
Eratosthenes.59

We start with the integers beginning with 2, which is the �rst prime. To get

the rest of the primes, we start by �ltering the multiples of 2 from the rest of the integers. This

leaves a stream beginning with 3, which is the next prime. Now we �lter the multiples of 3

from the rest of this stream. This leaves a stream beginning with 5, which is the next prime,

and so on. In other words, we construct the primes by a sieving process, described as follows:

To sieve a stream S, form a stream whose �rst element is the �rst element of S and the rest

of which is obtained by �ltering all multiples of the �rst element of S out of the rest of S and

sieving the result. This process is readily described in terms of stream operations:

59
Eratosthenes, a third-century b.c . Alexandrian Greek philosopher, is famous for giving the �rst accurate

estimate of the circumference of the Earth, which he computed by observing shadows cast at noon on the day

of the summer solstice. Eratosthenes’s sieve method, although ancient, has formed the basis for special-purpose

hardware “sieves” that, until the 1970s, were the most powerful tools in existence for locating large primes. Since

then, however, these methods have been superseded by outgrowths of the probabilistic techniques discussed in

section 1.2.6.
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Ifunction sieve(stream) {

return pair(head(stream),

() => sieve(stream_filter(

x => !is_divisible(x,

head(stream)),

stream_tail(stream))

)

);

}

const primes = sieve(integers_starting_from(2));

Now to �nd a particular prime we need only ask for it:

Istream_ref(primes, 50);

233

It is interesting to contemplate the signal-processing system set up by sieve, shown in the

“Henderson diagram” in �gure 3.31.
60

The input stream feeds into an “unpairer” that separates

the �rst element of the stream from the rest of the stream. The �rst element is used to construct

a divisibility �lter, through which the rest is passed, and the output of the �lter is fed to another

sieve box. Then the original �rst element is paired onto the output of the internal sieve to

form the output stream. Thus, not only is the stream in�nite, but the signal processor is also

in�nite, because the sieve contains a sieve within it.

filter:
not
divisible?

sieve

sieve

head

tail
pair

Figure 3.31: The prime sieve viewed as a signal-processing system.

60
We have named these �gures after Peter Henderson, who was the �rst person to show us diagrams of this

sort as a way of thinking about stream processing. Each solid line represents a stream of values being transmitted.

The dashed line from the head to the pair and the filter indicates that this is a single value rather than a stream.
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Defining streams implicitly

The integers and fibs streams above were de�ned by specifying “generating” functions that

explicitly compute the stream elements one by one. An alternative way to specify streams is to

take advantage of delayed evaluation to de�ne streams implicitly. For example, the following

expression de�nes the stream ones to be an in�nite stream of ones:

Iconst ones = pair(1, () => ones);

This works much like the de�nition of a recursive function: ones is a pair whose head is 1

and whose tail is a promise to evaluate ones. Evaluating the tail gives us again a 1 and a

promise to evaluate ones, and so on.

We can do more interesting things by manipulating streams with operations such as add_streams,

which produces the elementwise sum of two given streams:
61

Ifunction add_streams(s1, s2) {

return stream_combine((x1, x2) => x1 + x2, s1, s2);

}

Now we can de�ne the integers as follows:

Iconst integers = pair(1, () => add_streams(ones, integers));

This de�nes integers to be a stream whose �rst element is 1 and the rest of which is the

sum of ones and integers. Thus, the second element of integers is 1 plus the �rst element

of integers, or 2; the third element of integers is 1 plus the second element of integers, or

3; and so on. This de�nition works because, at any point, enough of the integers stream has

been generated so that we can feed it back into the de�nition to produce the next integer.

We can de�ne the Fibonacci numbers in the same style:

Iconst fibs = pair(0,

() => pair(1,

() => add_streams(

stream_tail(fibs),

fibs))

);

This de�nition says that fibs is a stream beginning with 0 and 1, such that the rest of the

stream can be generated by adding fibs to itself shifted by one place:

1 1 2 3 5 8 13 21 . . . = stream_tail(fibs)

0 1 1 2 3 5 8 13 . . . = fibs

0 1 1 2 3 5 8 13 21 34 . . . = fibs

61
This uses the function stream_combine from exercise 3.50.
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The function scale_stream is also useful in formulating such stream de�nitions. This mul-

tiplies each item in a stream by a given constant:

Ifunction scale_stream(stream, factor) {

return stream_map(x => x * factor,

stream);

}

For example,

Iconst double = pair(1, () => scale_stream(double, 2));

produces the stream of powers of 2: 1, 2, 4, 8, 16, 32, . . . .

An alternate de�nition of the stream of primes can be given by starting with the integers

and �ltering them by testing for primality. We will need the �rst prime, 2, to get started:

Iconst primes = pair(2,

() => stream_filter(

is_prime,

integers_starting_from(3))

);

This de�nition is not so straightforward as it appears, because we will test whether a number

n is prime by checking whether n is divisible by a prime (not by just any integer) less than or

equal to

√
n:

Ifunction is_prime(n) {

function iter(ps) {

return square(head(ps)) > n

? true

: is_divisible(n, head(ps))

? false

: iter(stream_tail(ps));

}

return iter(primes);

}

This is a recursive de�nition, since primes is de�ned in terms of the is_prime predicate,

which itself uses the primes stream. The reason this function works is that, at any point,

enough of the primes stream has been generated to test the primality of the numbers we need

to check next. That is, for every n we test for primality, either n is not prime (in which case

there is a prime already generated that divides it) or n is prime (in which case there is a prime

already generated—i.e., a prime less than n—that is greater than

√
n).

62

62
This last point is very subtle and relies on the fact that pn+1 ≤ p2

n . (Here,pk denotes the kth prime.) Estimates

such as these are very di�cult to establish. The ancient proof by Euclid that there are an in�nite number of

primes shows that pn+1 ≤ p1p2 · · · pn + 1, and no substantially better result was proved until 1851, when the

Russian mathematician P. L. Chebyshev established that pn+1 ≤ 2pn for all n. This result, originally conjectured
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Exercise 3.53

Without running the program, describe the elements of the stream de�ned by

Iconst s = pair(1, () => add_streams(s, s));

Exercise 3.54

De�ne a function mul_streams, analogous to add_streams, that produces the elementwise

product of its two input streams. Use this together with the stream of integers to complete

the following de�nition of the stream whose nth element (counting from 0) is n + 1 factorial:

const factorials = pair(1, () => mul_streams(〈??〉, 〈??〉));

Exercise 3.55

De�ne a function partial_sums that takes as argument a stream S and returns the stream

whose elements are S0, S0 + S1, S0 + S1 + S2, . . . . For example, partial_sums(integers) should

be the stream 1, 3, 6, 10, 15, . . ..

Exercise 3.56

A famous problem, �rst raised by R. Hamming, is to enumerate, in ascending order with no

repetitions, all positive integers with no prime factors other than 2, 3, or 5. One obvious way

to do this is to simply test each integer in turn to see whether it has any factors other than 2,

3, and 5. But this is very ine�cient, since, as the integers get larger, fewer and fewer of them

�t the requirement. As an alternative, let us call the required stream of numbers S and notice

the following facts about it.

– S begins with 1.

– The elements of scale_stream(S, 2) are also elements of S.

– The same is true for scale_stream(S, 3) and scale_stream(5, S).

– These are all the elements of S.

Now all we have to do is combine elements from these sources. For this we de�ne a func-

tion merge that combines two ordered streams into one ordered result stream, eliminating

repetitions:

Ifunction merge(s1, s2) {

if (is_null(s1)) {

return s2;

in 1845, is known as Bertrand’s hypothesis. A proof can be found in section 22.3 of Hardy and Wright 1960.
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} else if (is_null(s2)) {

return s1;

} else {

const s1head = head(s1);

const s2head = head(s2);

return s1head < s2head

? pair(s1head,

() => merge(stream_tail(s1), s2))

: s1head > s2head

? pair(s2head,

() => merge(s1, stream_tail(s2)))

: pair(s1head,

() => merge(stream_tail(s1), stream_tail(s2)));

}

}

Then the required stream may be constructed with merge, as follows:

const S = pair(1, () => merge(〈??〉, 〈??〉));

Fill in the missing expressions in the places marked 〈??〉 above.

Exercise 3.57

How many additions are performed when we compute thenth Fibonacci number using the def-

inition of fibs based on the add_streams function, implemented using pair(..., () => ...)

as described in the beginning of section 3.5.1? Show that the number of additions is ex-

ponentially greater than if we had implemented add_streams using the optimization using

pair(..., memo( () => ... )) described in the last part of section 3.5.1.
63

Exercise 3.58

Give an interpretation of the stream computed by the function

function expand(num, den, radix) {

return pair(quotient(num * radix, den),

expand((num * radix) % den, den, radix));

}

where quotient computes integer division, in which the fractional part (remainder) is dis-

carded. What are the successive elements produced by expand(1, 7, 10)? What is produced

by expand(3, 8, 10)?

63
This exercise shows how call-by-need is closely related to ordinary memoization as described in exercise 3.27.

In that exercise, we used assignment to explicitly construct a local table. Our call-by-need stream optimization

e�ectively constructs such a table automatically, storing values in the previously forced parts of the stream.
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Exercise 3.59

In section 2.5.3 we saw how to implement a polynomial arithmetic system representing

polynomials as lists of terms. In a similar way, we can work with power series, such as

ex = 1 + x +
x2

2

+
x3

3 · 2
+

x4

4 · 3 · 2
+ · · · ,

cosx = 1 −
x2

2

+
x4

4 · 3 · 2
− · · · ,

sinx = x −
x3

3 · 2
+

x5

5 · 4 · 3 · 2
− · · · ,

represented as in�nite streams. We will represent the series a0 +a1x +a2x
2 +a3x

3 + · · · as the

stream whose elements are the coe�cients a0,a1,a2,a3, . . . .

a. The integral of the series a0 + a1x + a2x
2 + a3x

3 + · · · is the series

c + a0x +
1

2

a1x
2 +

1

3

a2x
3 +

1

4

a3x
4 + · · ·

where c is any constant. De�ne a function integrate_series that takes as input a

stream a0,a1,a2, . . . representing a power series and returns the stream a0,
1

2
a1,

1

3
a2, . . .

of coe�cients of the non-constant terms of the integral of the series. (Since the result has

no constant term, it doesn’t represent a power series; when we use integrate-series,

we will pair with the appropriate constant.)

b. The function x 7→ ex is its own derivative. This implies that ex and the integral of ex

are the same series, except for the constant term, which is e0 = 1. Accordingly, we can

generate the series for ex as

const exp_series =

pair(1, () => integrate_series(exp_series));

Show how to generate the series for sine and cosine, starting from the facts that the

derivative of sine is cosine and the derivative of cosine is the negative of sine:

const cosine_series = pair(1, 〈??〉);

const sine_series = pair(0, 〈??〉);

Exercise 3.60

With power series represented as streams of coe�cients as in exercise 3.59, adding series is im-

plemented by add-streams. Complete the de�nition of the following function for multiplying

series:
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function mul_series(s1, s2) {

pair(〈??〉, add_streams(〈??〉, 〈??〉));

}

You can test your function by verifying that sin2x + cos2x = 1, using the series from exer-

cise 3.59.

Exercise 3.61

Let S be a power series (exercise 3.59) whose constant term is 1. Suppose we want to �nd the

power series 1/S , that is, the series X such that S ·X = 1. Write S = 1+ SR where SR is the part

of S after the constant term. Then we can solve for X as follows:

S · X = 1

(1 + SR) · X = 1

X + SR · X = 1

X = 1 − SR · X

In other words, X is the power series whose constant term is 1 and whose higher-order terms

are given by the negative of SR times X . Use this idea to write a function invert_unit_series

that computes 1/S for a power series S with constant term 1. You will need to use mul_series

from exercise 3.60.

Exercise 3.62

Use the results of exercises 3.60 and 3.61 to de�ne a function div_series that divides

two power series. The function div_series should work for any two series, provided that

the denominator series begins with a nonzero constant term. (If the denominator has a zero

constant term, then div_series should signal an error.) Show how to use div_series together

with the result of exercise 3.59 to generate the power series for tangent.

3.5.3 Exploiting the Stream Paradigm

Streams with delayed evaluation can be a powerful modeling tool, providing many of the

bene�ts of local state and assignment. Moreover, they avoid some of the theoretical tangles

that accompany the introduction of assignment into a programming language.

The stream approach can be illuminating because it allows us to build systems with di�erent

module boundaries than systems organized around assignment to state variables. For example,

we can think of an entire time series (or signal) as a focus of interest, rather than the values of

357 Generated 2020-08-18 16:40:02Z



Modularity, Objects, and State 3.5.3

the state variables at individual moments. This makes it convenient to combine and compare

components of state from di�erent moments.

Formulating iterations as stream processes

In section 1.2.1, we introduced iterative processes, which proceed by updating state variables.

We know now that we can represent state as a “timeless” stream of values rather than as a set

of variables to be updated. Let’s adopt this perspective in revisiting the square-root function

from section 1.1.7. Recall that the idea is to generate a sequence of better and better guesses

for the square root of x by applying over and over again the function that improves guesses:

Ifunction sqrt_improve(guess, x) {

return average(guess, x / guess);

}

In our original sqrt function, we made these guesses be the successive values of a state

variable. Instead we can generate the in�nite stream of guesses, starting with an initial guess

of 1:
64

Ifunction sqrt_stream(x) {

const guesses =

pair(1.0,

() => stream_map(guess => sqrt_improve(guess, x),

guesses));

return guesses;

}

Idisplay_stream(sqrt_stream(2));

1
1 . 5
1 .4166666666666665
1 .4142156862745097
1 .4142135623746899
. . .

We can generate more and more terms of the stream to get better and better guesses. If we

like, we can write a function that keeps generating terms until the answer is good enough.

(See exercise 3.64.)

Another iteration that we can treat in the same way is to generate an approximation to π ,

based upon the alternating series that we saw in section 1.3.1:

π

4

= 1 −
1

3

+
1

5

−
1

7

+ · · ·

64
We can’t use let to bind the local variable guesses, because the value of guesses depends on guesses itself.

Exercise 3.63 addresses why we want a local variable here.
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We �rst generate the stream of summands of the series (the reciprocals of the odd integers,

with alternating signs). Then we take the stream of sums of more and more terms (using the

partial_sums function of exercise 3.55) and scale the result by 4:

Ifunction pi_summands(n) {

return pair(1.0 / n,

() => stream_map(x => -x,

pi_summands(n + 2))

);

}

const pi_stream =

scale_stream(partial_sums(pi_summands(1)), 4);

Idisplay_stream(pi_stream);

4
2 .666666666666667
3 .466666666666667
2 .8952380952380956
3 .3396825396825403
2 .9760461760461765
3 .2837384837384844
3 .017071817071818
. . .

This gives us a stream of better and better approximations to π , although the approximations

converge rather slowly. Eight terms of the sequence bound the value of π between 3.284 and

3.017.

So far, our use of the stream of states approach is not much di�erent from updating state

variables. But streams give us an opportunity to do some interesting tricks. For example, we

can transform a stream with a sequence accelerator that converts a sequence of approximations

to a new sequence that converges to the same value as the original, only faster.

One such accelerator, due to the eighteenth-century Swiss mathematician Leonhard Euler,

works well with sequences that are partial sums of alternating series (series of terms with

alternating signs). In Euler’s technique, if Sn is the nth term of the original sum sequence, then

the accelerated sequence has terms

Sn+1 −
(Sn+1 − Sn)

2

Sn−1 − 2Sn + Sn+1

Thus, if the original sequence is represented as a stream of values, the transformed sequence

is given by

Ifunction euler_transform(s) {
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const s0 = stream_ref(s, 0);

const s1 = stream_ref(s, 1);

const s2 = stream_ref(s, 2);

return pair(

s2 - square(s2 - s1) / (s0 + (-2) * s1 + s2),

memo(() => euler_transform(stream_tail(s))));

}

Note that we make use of the memoization optimization of section 3.5.1, because in the

following we will rely on repeated evaluation of the resulting stream.

We can demonstrate Euler acceleration with our sequence of approximations to π :

Idisplay_stream(euler_transform(pi_stream));

3 .166666666666667
3 .1333333333333337
3 .1452380952380956
3 .13968253968254
3 .1427128427128435
3 .1408813408813416
3 .142071817071818
3 .1412548236077655
. . .

Even better, we can accelerate the accelerated sequence, and recursively accelerate that, and

so on. Namely, we create a stream of streams (a structure we’ll call a tableau) in which each

stream is the transform of the preceding one:

Ifunction make_tableau(transform, s) {

return pair(s, () => make_tableau(transform, transform(s)));

}

The tableau has the form

s00 s01 s02 s03 s04 . . .

s10 s11 s12 s13 . . .

s20 s21 s22 . . .

. . .

Finally, we form a sequence by taking the �rst term in each row of the tableau:

Ifunction accelerated_sequence(transform, s) {

return stream_map(head, make_tableau(transform, s));

}

We can demonstrate this kind of “super-acceleration” of the π sequence:

Idisplay_stream(accelerated_sequence(euler_transform,

pi_stream));
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4
3 .166666666666667
3 .142105263157895
3 .141599357319005
3 .1415927140337785
3 .1415926539752927
3 .1415926535911765
3 .141592653589778
. . .

The result is impressive. Taking eight terms of the sequence yields the correct value of π to

14 decimal places. If we had used only the original π sequence, we would need to compute on

the order of 10
13

terms (i.e., expanding the series far enough so that the individual terms are

less then 10
−13

) to get that much accuracy!

We could have implemented these acceleration techniques without using streams. But the

stream formulation is particularly elegant and convenient because the entire sequence of states

is available to us as a data structure that can be manipulated with a uniform set of operations.

Exercise 3.63

Louis Reasoner asks why the sqrt_stream function was not written in the following more

straightforward way, without the local variable guesses:

function sqrt_stream(x) {

return pair(1.0,

() => stream_map(guess =>

sqrt_improve(guess, x),

sqrt_stream(x))

);

}

Alyssa P. Hacker replies that this version of the function is considerably less e�cient if the

memoization optimization in section 3.5.1 is used. Is Alyssa’s answer correct? Do the two

versions di�er in e�ciency without using the optimization provided by memo?

Exercise 3.64

Write a function stream_limit that takes as arguments a stream and a number (the tolerance).

It should examine the stream until it �nds two successive elements that di�er in absolute value

by less than the tolerance, and return the second of the two elements. Using this, we could

compute square roots up to a given tolerance by

function sqrt(x, tolerance) {

return stream_limit(sqrt_stream(x), tolerance);
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}

Exercise 3.65

Use the series

ln 2 = 1 −
1

2

+
1

3

−
1

4

+ · · ·

to compute three sequences of approximations to the natural logarithm of 2, in the same way

we did above for π . How rapidly do these sequences converge?

Infinite streams of pairs

In section 2.2.3, we saw how the sequence paradigm handles traditional nested loops as pro-

cesses de�ned on sequences of pairs. If we generalize this technique to in�nite streams, then

we can write programs that are not easily represented as loops, because the “looping” must

range over an in�nite set.

For example, suppose we want to generalize the prime_sum_pairs function of section 2.2.3 to

produce the stream of pairs of all integers (i, j) with i ≤ j such that i + j is prime. If int_pairs

is the sequence of all pairs of integers (i, j) with i ≤ j, then our required stream is simply
65

Istream_filter(pair => is_prime(head(pair) + head(tail(pair))),

int_pairs);

Our problem, then, is to produce the stream int_pairs. More generally, suppose we have

two streams S = (Si) and T = (Tj), and imagine the in�nite rectangular array

(S0,T0) (S0,T1) (S0,T2) . . .

(S1,T0) (S1,T1) (S1,T2) . . .

(S2,T0) (S2,T1) (S2,T2) . . .

. . .

We wish to generate a stream that contains all the pairs in the array that lie on or above the

diagonal, i.e., the pairs

(S0,T0) (S0,T1) (S0,T2) . . .

(S1,T1) (S1,T2) . . .

(S2,T2) . . .

. . .

(If we take both S and T to be the stream of integers, then this will be our desired stream

int_pairs.)

65
As in section 2.2.3, we represent a pair of integers as a list rather than a pair.
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Call the general stream of pairs pairs(S, T), and consider it to be composed of three parts:

the pair (S0,T0), the rest of the pairs in the �rst row, and the remaining pairs:
66

(S0,T0) (S0,T1) (S0,T2) . . .

(S1,T1) (S1,T2) . . .

(S2,T2) . . .

. . .

Observe that the third piece in this decomposition (pairs that are not in the �rst row) is

(recursively) the pairs formed from stream_tail(S) and stream_tail(T). Also note that the

second piece (the rest of the �rst row) is

stream_map(x => list(head(s), x),

stream_tail(t));

Thus we can form our stream of pairs as follows:

function pairs(s, t) {

return pair(list(head(s), head(t)),

() => combine_in_some_way(

stream_map(x => list(head(s), x),

stream_tail(t)),

pairs(stream_tail(s), stream_tail(t)))

);

}

In order to complete the function, we must choose some way to combine the two inner

streams. One idea is to use the stream analog of the append function from section 2.2.1:

Ifunction stream_append(s1, s2) {

return is_null(s1)

? s2

: pair(head(s1),

() => stream_append(stream_tail(s1), s2)

);

}

This is unsuitable for in�nite streams, however, because it takes all the elements from the

�rst stream before incorporating the second stream. In particular, if we try to generate all pairs

of positive integers using

Ipairs(integers, integers);

our stream of results will �rst try to run through all pairs with the �rst integer equal to 1, and

hence will never produce pairs with any other value of the �rst integer.

66
See exercise 3.68 for some insight into why we chose this decomposition.
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To handle in�nite streams, we need to devise an order of combination that ensures that

every element will eventually be reached if we let our program run long enough. An elegant

way to accomplish this is with the following interleave function:
67

Ifunction interleave(s1, s2) {

return is_null(s1)

? s2

: pair(head(s1),

() => interleave(s2, stream_tail(s1))

);

}

Since interleave takes elements alternately from the two streams, every element of the

second stream will eventually �nd its way into the interleaved stream, even if the �rst stream

is in�nite.

We can thus generate the required stream of pairs as

Ifunction pairs(s, t) {

return pair(list(head(s), head(t)),

() => interleave(stream_map(x => list(head(s), x),

stream_tail(t)),

pairs(stream_tail(s),

stream_tail(t))));

}

Exercise 3.66

Examine the stream pairs(integers, integers). Can you make any general comments about

the order in which the pairs are placed into the stream? For example, approximately how many

pairs precede the pair (1,100)? the pair (99,100)? the pair (100,100)? (If you can make precise

mathematical statements here, all the better. But feel free to give more qualitative answers if

you �nd yourself getting bogged down.)

Exercise 3.67

Modify the pairs function so that pairs(integers, integers) will produce the stream of all
pairs of integers (i, j) (without the condition i ≤ j). Hint: You will need to mix in an additional

stream.

67
The precise statement of the required property on the order of combination is as follows: There should be a

function f of two arguments such that the pair corresponding to element i of the �rst stream and element j of

the second stream will appear as element number f (i, j) of the output stream. The trick of using interleave to

accomplish this was shown to us by David Turner, who employed it in the language KRC (Turner 1981).
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Exercise 3.68

Louis Reasoner thinks that building a stream of pairs from three parts is unnecessarily com-

plicated. Instead of separating the pair (S0,T0) from the rest of the pairs in the �rst row, he

proposes to work with the whole �rst row, as follows:

function pairs(s, t) {

return interleave(stream_map(x => list(head(s), x),

t),

pair(stream_tail(s), stream_tail(t)));

}

Does this work? Consider what happens if we evaluate pairs(integers, integers) using

Louis’s de�nition of pairs.

Exercise 3.69

Write a function triples that takes three in�nite streams, S ,T , andU , and produces the stream

of triples (Si ,Tj ,Uk) such that i ≤ j ≤ k . Use triples to generate the stream of all Pythagorean

triples of positive integers, i.e., the triples (i, j,k) such that i ≤ j and i2 + j2 = k2
.

Exercise 3.70

It would be nice to be able to generate streams in which the pairs appear in some useful

order, rather than in the order that results from an ad hoc interleaving process. We can use a

technique similar to the merge function of exercise 3.56, if we de�ne a way to say that one pair of

integers is “less than” another. One way to do this is to de�ne a “weighting function”W (i, j) and

stipulate that (i1, j1) is less than (i2, j2) ifW (i1, j1) <W (i2, j2). Write a function merge_weighted

that is like merge, except that merge_weighted takes an additional argument weight, which is

a function that computes the weight of a pair, and is used to determine the order in which

elements should appear in the resulting merged stream.
68

Using this, generalize pairs to a

function weighted_pairs that takes two streams, together with a function that computes a

weighting function, and generates the stream of pairs, ordered according to weight. Use your

function to generate

a. the stream of all pairs of positive integers (i, j) with i ≤ j ordered according to the sum

i + j

b. the stream of all pairs of positive integers (i, j)with i ≤ j, where neither i nor j is divisible

by 2, 3, or 5, and the pairs are ordered according to the sum 2i + 3j + 5ij.

68
We will require that the weighting function be such that the weight of a pair increases as we move out along

a row or down along a column of the array of pairs.
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Exercise 3.71

Numbers that can be expressed as the sum of two cubes in more than one way are sometimes

called Ramanujan numbers, in honor of the mathematician Srinivasa Ramanujan.
69

Ordered

streams of pairs provide an elegant solution to the problem of computing these numbers. To

�nd a number that can be written as the sum of two cubes in two di�erent ways, we need

only generate the stream of pairs of integers (i, j) weighted according to the sum i3 + j3 (see

exercise 3.70), then search the stream for two consecutive pairs with the same weight. Write

a function to generate the Ramanujan numbers. The �rst such number is 1,729. What are the

next �ve?

Exercise 3.72

In a similar way to exercise 3.71 generate a stream of all numbers that can be written as the

sum of two squares in three di�erent ways (showing how they can be so written).

Streams as signals

We began our discussion of streams by describing them as computational analogs of the “sig-

nals” in signal-processing systems. In fact, we can use streams to model signal-processing

systems in a very direct way, representing the values of a signal at successive time intervals

as consecutive elements of a stream. For instance, we can implement an integrator or summer
that, for an input stream x = (xi), an initial valueC , and a small increment dt , accumulates the

sum

Si = C +
i∑

j=1

xj dt

and returns the stream of values S = (Si). The following integral function is reminiscent of

the “implicit style” de�nition of the stream of integers (section 3.5.2):

Ifunction integral(integrand, initial_value, dt) {

const integ = pair(

initial_value,

() => add_streams(

scale_stream(integrand, dt),

integ)

);

69
To quote from G. H. Hardy’s obituary of Ramanujan (Hardy 1921): “It was Mr. Littlewood (I believe) who

remarked that “every positive integer was one of his friends.” I remember once going to see him when he was

lying ill at Putney. I had ridden in taxi-cab No. 1729, and remarked that the number seemed to me a rather dull

one, and that I hoped it was not an unfavorable omen. “No,” he replied, “it is a very interesting number; it is the

smallest number expressible as the sum of two cubes in two di�erent ways.”” The trick of using weighted pairs

to generate the Ramanujan numbers was shown to us by Charles Leiserson.
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return integ;

}

add

pair

initial_value

integral
scale: dt

input

Figure 3.32: The integral function viewed as a signal-processing system.

Figure 3.32 is a picture of a signal-processing system that corresponds to the integral

function. The input stream is scaled by dt and passed through an adder, whose output is

passed back through the same adder. The self-reference in the de�nition of integ is re�ected

in the �gure by the feedback loop that connects the output of the adder to one of the inputs.

Exercise 3.73

vi

R
C

i

+ --v

scale: R

integral

addscale:
C

v
v = v  +  1     i dt + R iC

Z
0

0
0

t

1

Figure 3.33: An RC circuit and the associated signal-�ow diagram.
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We can model electrical circuits using streams to represent the values of currents or voltages

at a sequence of times. For instance, suppose we have an RC circuit consisting of a resistor of

resistance R and a capacitor of capacitance C in series. The voltage response v of the circuit

to an injected current i is determined by the formula in �gure 3.33, whose structure is shown

by the accompanying signal-�ow diagram.

Write a function RC that models this circuit. RC should take as inputs the values of R, C , and

dt and should return a function that takes as inputs a stream representing the current i and

an initial value for the capacitor voltage v0 and produces as output the stream of voltages v .

For example, you should be able to use RC to model an RC circuit with R = 5 ohms, C = 1

farad, and a 0.5-second time step by evaluating const RC1 = RC(5, 1, 0.5). This de�nes RC1

as a function that takes a stream representing the time sequence of currents and an initial

capacitor voltage and produces the output stream of voltages.

Exercise 3.74

Alyssa P. Hacker is designing a system to process signals coming from physical sensors. One

important feature she wishes to produce is a signal that describes the zero crossings of the

input signal. That is, the resulting signal should be +1 whenever the input signal changes from

negative to positive, −1 whenever the input signal changes from positive to negative, and 0

otherwise. (Assume that the sign of a 0 input is positive.) For example, a typical input signal

with its associated zero-crossing signal would be

... 1 2 1.5 1 0.5 -0.1 -2 -3 -2 -0.5 0.2 3 4 ...

... 0 0 0 0 0 -1 0 0 0 0 1 0 0 ...

In Alyssa’s system, the signal from the sensor is represented as a stream sense_data and the

stream zero_crossings is the corresponding stream of zero crossings. Alyssa �rst writes a

function sign_change_detector that takes two values as arguments and compares the signs of

the values to produce an appropriate 0, 1, or −1. She then constructs her zero-crossing stream

as follows:

function make_zero_crossings(input_stream, last_value) {

return pair(sign_change_detector(head(input_stream),

last_value),

() => make_zero_crossings(

stream_tail(input_stream),

head(input_stream)));

}

const zero_crossings = make_zero_crossings(sense_data, 0);

Alyssa’s boss, Eva Lu Ator, walks by and suggests that this program is approximately equivalent

to the following one, which uses the function combine_streams from exercise 3.50:
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const zero_crossing = combine_streams(sign_change_detector,

sense_data,

expression);

Complete the program by supplying the indicated expression.

Exercise 3.75

Unfortunately, Alyssa’s zero-crossing detector in exercise 3.74 proves to be insu�cient, be-

cause the noisy signal from the sensor leads to spurious zero crossings. Lem E. Tweakit, a

hardware specialist, suggests that Alyssa smooth the signal to �lter out the noise before ex-

tracting the zero crossings. Alyssa takes his advice and decides to extract the zero crossings

from the signal constructed by averaging each value of the sense data with the previous value.

She explains the problem to her assistant, Louis Reasoner, who attempts to implement the idea,

altering Alyssa’s program as follows:

function make_zero_crossings(input_stream, last_value) {

const avpt = (head(input_stream) + last_value) / 2;

return pair(sign_change_detector(avpt, last_value),

() => make_zero_crossings(

stream_tail(input_stream),

avpt);

);

}

This does not correctly implement Alyssa’s plan. Find the bug that Louis has installed and �x

it without changing the structure of the program. (Hint: You will need to increase the number

of arguments to make_zero_crossings.)

Exercise 3.76

Eva Lu Ator has a criticism of Louis’s approach in exercise 3.75. The program he wrote is not

modular, because it intermixes the operation of smoothing with the zero-crossing extraction.

For example, the extractor should not have to be changed if Alyssa �nds a better way to

condition her input signal. Help Louis by writing a function smooth that takes a stream as

input and produces a stream in which each element is the average of two successive input

stream elements. Then use smooth as a component to implement the zero-crossing detector in

a more modular style.
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3.5.4 Streams and Delayed Evaluation

The integral function at the end of the preceding section shows how we can use streams to

model signal-processing systems that contain feedback loops. The feedback loop for the adder

shown in �gure 3.32 is modeled by the fact that integral’s internal stream integ is de�ned

in terms of itself:

const integ = pair(initial_value,

() => add_streams(

scale_stream(integrand, dt),

integ)

);

The interpreter’s ability to deal with such an implicit de�nition depends on the delay result-

ing from wrapping the call of add_streams into a lambda expression. Without this delay, the

interpreter could not construct integ before evaluating both arguments to pair, which would

require that integ already be de�ned. In general, such a delay is crucial for using streams

to model signal-processing systems that contain loops. Without a delay, our models would

have to be formulated so that the inputs to any signal-processing component would be fully

evaluated before the output could be produced. This would outlaw loops.

Unfortunately, stream models of systems with loops may require uses of a delay beyond the

stream programming pattern seen so far. For instance, �gure 3.34 shows a signal-processing

system for solving the di�erential equation dy/dt = f (y) where f is a given function. The

�gure shows a mapping component, which applies f to its input signal, linked in a feedback

loop to an integrator in a manner very similar to that of the analog computer circuits that are

actually used to solve such equations.

y

dy y
integralmap: f

0

Figure 3.34: An “analog computer circuit” that solves the equation

Assuming we are given an initial value y0 for y, we could try to model this system using the

function

function solve(f, y0, dt) {

const y = integral(dy, y0, dt);
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const dy = stream_map(f, y);

return y;

}

This function does not work, because in the �rst line of solve the call to integral requires

that the input dy be de�ned, which does not happen until the second line of solve.

On the other hand, the intent of our de�nition does make sense, because we can, in principle,

begin to generate the y stream without knowing dy. Indeed, integral and many other stream

operations can generate part of the answer given only partial information about the arguments.

For integral, the �rst element of the output stream is the speci�ed initial_value. Thus, we

can generate the �rst element of the output stream without evaluating the integrand dy. Once

we know the �rst element of y, the stream_map in the second line of solve can begin working

to generate the �rst element of dy, which will produce the next element of y, and so on.

To take advantage of this idea, we will rede�ne integral to expect the integrand stream to

be a delayed argument. The function integral will force the integrand to be evaluated only

when it is required to generate more than the �rst element of the output stream:

Ifunction integral(delayed_integrand, initial_value, dt) {

const integ =

pair(initial_value,

() => {

const integrand = delayed_integrand();

return add_streams(scale_stream(integrand, dt),

integ);

});

return integ;

}

Now we can implement our solve function by delaying the evaluation of dy in the de�nition

of y:

Ifunction solve(f, y0, dt) {

const y = integral( () => dy, y0, dt);

const dy = stream_map(f, y);

return y;

}

In general, every caller of integral must now delay the integrand argument. We can demon-

strate that the solve function works by approximating e ≈ 2.718 by computing the value at

y = 1 of the solution to the di�erential equation dy/dt = y with initial condition y(0) = 1:
70

Istream_ref(solve(y => y, 1, 0.001), 1000);

70
This calculations necessitates the use of the memoization optimization from section 3.5.1 in the functions

stream_combine and integral.
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2 .716923932235896

Exercise 3.77

The integral function used above was analogous to the “implicit” de�nition of the in�nite

stream of integers in section 3.5.2. Alternatively, we can give a de�nition of integral that is

more like integers-starting-from (also in section 3.5.2):

Ifunction integral(integrand, initial_value, dt) {

return pair(initial_value,

is_null(integrand) ? null

: integral(stream_tail(integrand),

dt * head(integrand) + initial_value,

dt));

}

When used in systems with loops, this function has the same problem as does our original ver-

sion of integral. Modify the function so that it expects the integrand as a delayed argument

and hence can be used in the solve function shown above.

Exercise 3.78

y00

y

scale: b

integral

scale: a

add

dyddy
integral

dy

Figure 3.35: Signal-�ow diagram for the solution to a second-order linear di�erential equation.
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Consider the problem of designing a signal-processing system to study the homogeneous

second-order linear di�erential equation

d2y

dt2
− a

dy

dt
− by = 0

The output stream, modeling y, is generated by a network that contains a loop. This is because

the value of d2y/dt2
depends upon the values of y and dy/dt and both of these are determined

by integrating d2y/dt2
. The diagram we would like to encode is shown in �gure 3.35. Write

a function solve_2nd that takes as arguments the constants a, b, and dt and the initial values

y0 and dy0 for y and dy/dt and generates the stream of successive values of y.

Exercise 3.79

Generalize the solve_2nd function of exercise 3.78 so that it can be used to solve general

second-order di�erential equations d2y/dt2 = f (dy/dt , y).

Exercise 3.80

A series RLC circuit consists of a resistor, a capacitor, and an inductor connected in series, as

shown in �gure 3.36. If R, L, and C are the resistance, inductance, and capacitance, then the

relations between voltage (v) and current (i) for the three components are described by the

equations

vR = iRR

vL = L
diL
dt

iC = C
dvC
dt

and the circuit connections dictate the relations

iR = iL = −iC

vC = vL +vR

Combining these equations shows that the state of the circuit (summarized by vC , the voltage

across the capacitor, and iL, the current in the inductor) is described by the pair of di�erential

equations

dvC
dt

= −
iL
C

diL
dt

=
1

L
vC −

R

L
iL
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The signal-�ow diagram representing this system of di�erential equations is shown in �g-

ure 3.37.

+ --v

R
i

L v

+

--

i

C
i

v

+

--

C

C

R L

L

R

Figure 3.36: A series RLC circuit.
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C0

C

L

L0

L

C

Figure 3.37: A signal-�ow diagram for the solution to a series RLC circuit.

Write a function RLC that takes as arguments the parameters R, L, and C of the circuit and

the time increment dt . In a manner similar to that of the RC function of exercise 3.73, RLC

should produce a function that takes the initial values of the state variables, vC0
and iL0

, and
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produces a pair (using pair) of the streams of states vC and iL. Using RLC, generate the pair of

streams that models the behavior of a series RLC circuit with R = 1 ohm, C = 0.2 farad, L = 1

henry, dt = 0.1 second, and initial values iL0
= 0 amps and vC0

= 10 volts.

Normal-order evaluation

The examples in this section illustrate how delayed evaluation provides great programming

�exibility, but the same examples also show how this can make our programs more complex.

Our new integral function, for instance, gives us the power to model systems with loops, but

we must now remember that integral should be called with a delayed integrand, and every

function that uses integral must be aware of this. In e�ect, we have created two classes of

functions: ordinary functions and functions that take delayed arguments. In general, creating

separate classes of functions forces us to create separate classes of higher-order functions as

well.
71

One way to avoid the need for two di�erent classes of functions is to make all functions

take delayed arguments. We could adopt a model of evaluation in which all arguments to

functions are automatically delayed and arguments are forced only when they are actually

needed (for example, when they are required by a primitive operation). This would transform

our language to use normal-order evaluation, which we �rst described when we introduced

the substitution model for evaluation in section 1.1.5. Converting to normal-order evaluation

provides a uniform and elegant way to simplify the use of delayed evaluation, and this would

be a natural strategy to adopt if we were concerned only with stream processing. In section 4.2,

after we have studied the evaluator, we will see how to transform our language in just this

way. Unfortunately, including delays in function calls wreaks havoc with our ability to design

programs that depend on the order of events, such as programs that use assignment, mutate

data, or perform input or output. Even a single delay in the tail of a pair can cause great

confusion, as illustrated by exercise 3.51 and 3.52. As far as anyone knows, mutability and

delayed evaluation do not mix well in programming languages, and devising ways to deal with

both of these at once is an active area of research.

71
This is a small re�ection, in JavaScript, of the di�culties that conventional strongly typed languages such

as Pascal have in coping with higher-order functions. In such languages, the programmer must specify the data

types of the arguments and the result of each function: number, logical value, sequence, and so on. Consequently,

we could not express an abstraction such as “map a given function fun over all the elements in a sequence” by a

single higher-order function such as stream_map. Rather, we would need a di�erent mapping function for each

di�erent combination of argument and result data types that might be speci�ed for a fun. Maintaining a practical

notion of “data type” in the presence of higher-order functions raises many di�cult issues. One way of dealing

with this problem is illustrated by the language ML (Gordon, Milner, and Wadsworth 1979), whose “polymorphic

data types” include templates for higher-order transformations between data types. Moreover, data types for

most functions in ML are never explicitly declared by the programmer. Instead, ML includes a type-inferencing
mechanism that uses information in the environment to deduce the data types for newly de�ned functions.
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3.5.5 Modularity of Functional Programs and Modularity of Objects

As we saw in section 3.1.2, one of the major bene�ts of introducing assignment is that we can

increase the modularity of our systems by encapsulating, or “hiding,” parts of the state of a large

system within local variables. Stream models can provide an equivalent modularity without

the use of assignment. As an illustration, we can reimplement the Monte Carlo estimation of

π , which we examined in section 3.1.2, from a stream-processing point of view.

The key modularity issue was that we wished to hide the internal state of a random-number

generator from programs that used random numbers. We began with a function rand_update,

whose successive values furnished our supply of random numbers, and used this to produce a

random-number generator:

Ifunction make_rand() {

let x = random_init;

return () => {

x = rand_update(x);

return x;

};

}

const rand = make_rand();

In the stream formulation there is no random-number generator per se, just a stream of

random numbers produced by successive calls to rand_update:

Iconst random_numbers =

pair(random_init,

() => stream_map(rand_update, random_numbers));

We use this to construct the stream of outcomes of the Cesàro experiment performed on

consecutive pairs in the random_numbers stream:

Ifunction map_successive_pairs(f, s) {

return pair(f(head(s), head(stream_tail(s))),

() => map_successive_pairs(

f,

stream_tail(stream_tail(s))));

}

const cesaro_stream =

map_successive_pairs( (r1, r2) => gcd(r1, r2) === 1,

random_numbers);

The cesaro_stream is now fed to a monte_carlo function, which produces a stream of es-

timates of probabilities. The results are then converted into a stream of estimates of π . This

version of the program doesn’t need a parameter telling how many trials to perform. Better

estimates of π (from performing more experiments) are obtained by looking farther into the

376 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=PTAEEFQNwUwJwJ6gM4EsC2AHANjUcBDAOwBMB9AV0xIIBc8AzCogY1tQHsjQWOsL6yUAVBEK6AEbwAUCFAM4fUAAZQAClStsFNLACUoWh1AAmZcoCsANmUAWAJzKAjAGYn6kdgJwA5nkxwGDB6smAKSiJQBNp4AB6gEkjoFNjsOAiaPqCotKAA7jkAFsI8XMi0xLkEADShwiQkmSW8ROWVCdXCpIaFMNwVANZNtL34MOgEmiQychwMoI1QqI1EWTkJSCN4Xr7+gegwAHSgAOp4OjAk2bm9cHh1DBxw2dja5YTsXKBc2AidxFcSMYiBxciwvBgukg6m12OVUCxoqAAhxMPB2DBkIdpC1yqB0KAALymczWOyOVxOADcoBxZSqRNATicyhcFicFhMtgsVLprVyEkZThMLm5vOkTFYn24hFIlGodBgaliBgA3tJQJqxrQKHBuGoRAAqUDxADUCQMAFJ8byAL58vGyoHoMiadbE4Wi6wAdgAHPZeZK2JxuBMBjAyE61GqNZrcLl4sSnXxXUQcrytXcdXr1AZCQA+UDqrUlxP4AHymj0ZV6DMlzVZ3XcWJ10C2u0O3JOxlhiNR2vSaSNZA4AgINT9gfD0fjye86deWcA6O1oA
http://source-academy.github.io/playground#chap=4&prgrm=PTAEEFQNwUwJwJ6gM4EsC2AHANjUcBDAOwBMB9AV0xIIBc8AzCogY1tQHsjQWOsL6yUAVBEK6AEbwAUCFAM4fUAAZQAClStsFNLACUoWh1AAmZcoCsANmUAWAJzKAjAGYn6kdgJwA5nkxwGDB6smAKSiJQBNp4AB6gEkjoFNjsOAiaPqCotKAA7jkAFsI8XMi0xLkEADShwiQkmSW8ROWVCdXCpIaFMNwVANZNtL34MOgEmiQychwMoI1QqI1EWTkJSCN4Xr7+gegwAHSgAOp4OjAk2bm9cHh1DBxw2dja5YTsXKBc2AidxFcSMYiBxciwvBgukg6m12OVUCxoqAAhxMPB2DBkIdpC1yqB0KAALymczWOyOVxOADcoBxZSqRNATicyhcFicFhMtgsVLprVyEkZThMLm5vOkTFYn24hFIlGodBgaliBgA3tJQJqxrQKHBuGoRAAqUDxADUCQMAFJ8byAL58vGyoHoMiadbE4Wi6wAdgAHPZebjck6+GQxJJ4EJCRqtZhJnA1CGXW7aLUtenNWoDISAHwoWh3AguiaYRMA+U0eidJNh8RSODIPR6cUwKLYMjvGBFsukUPh+vIToWZtAA
http://source-academy.github.io/playground#chap=4&prgrm=PTAEEFQNwUwJwJ6gM4EsC2AHANjUcBDAOwBMB9AV0xIIBc8AzCogY1tQHsjQWOsL6yUAVBEK6AEbwAUCFAM4fUAAZQAClStsFNLACUoWh1AAmZcoCsANmUAWAJzKAjAGYn6kdgJwA5nkxwGDB6smAKSiJQBNp4AB6gEkjoFNjsOAiaPqCotKAA7jkAFsI8XMi0xLkEADShwiQkmSW8ROWVCdXCpIaFMNwVANZNtL34MOgEmiQychwMoI1QqI1EWTkJSCN4Xr7+gegwAHSgAOp4OjAk2bm9cHh1DBxw2dja5YTsXKBc2AidxFcSMYiBxciwvBgukg6m12OVUCxoqAAhxMPB2DBkIdpC1yqB0KAALymczWOyOVxOADcoBxZSqRNATicyhcFicFhMtgsVLprVyEkZThMLm5vOkTFYn24hFIlGodBgaliBgA3tJQJqxrQKHBuGoRAAqUDxADUCQMAFJ8byAL58vGyoHoMiadbE4Wi6wAdgAHPZebjck6+GQxJJ4EJCRqtZhJnA1CGXW7aLUtenNWoDISAHwoWh3AguiaYRMA+U0eidJNh8RSODIPR6XmSticbg+FgkA2dCRqmOau46vUJImE4mqAD8JQAXKBO92JP9QNa+3aJcw218S2RkBQWCxMboYGQ46gG2oGJ1G6B1emh7ruGeEww1L0CN3G5135+CzAi2QFSoNgaiNk2nQZgOGbQZm2Z5jue4HkeqCwKe8bIGoUEwdhGZXrSOEERm7z-i6QEgcRAFkaBTZNuuQY8Ji3gcLuf5FkSUEIfuh7IMeaHnhh6hwE41YmHB85domwn4KJY4emmhEKYOAKhuG9aNuKMBRNgLGFugajcUxOkkZ0ZjNkAA


Modularity, Objects, and State 3.5.5

pi stream:

Ifunction monte_carlo(experiment_stream, passed, failed) {

function next(passed, failed) {

return pair(passed / (passed + failed),

() => monte_carlo(stream_tail(experiment_stream),

passed, failed));

}

return head(experiment_stream)

? next(passed + 1, failed)

: next(passed, failed + 1);

}

const pi = stream_map(p => math_sqrt(6 / p),

monte_carlo(cesaro_stream, 0, 0));

There is considerable modularity in this approach, because we still can formulate a general

monte_carlo function that can deal with arbitrary experiments. Yet there is no assignment or

local state.

Exercise 3.81

Exercise 3.6 discussed generalizing the random-number generator to allow one to reset the

random-number sequence so as to produce repeatable sequences of “random” numbers. Pro-

duce a stream formulation of this same generator that operates on an input stream of requests

to generate a new random number or to reset the sequence to a speci�ed value and that

produces the desired stream of random numbers. Don’t use assignment in your solution.

Exercise 3.82

Redo exercise 3.5 on Monte Carlo integration in terms of streams. The stream version of

estimate_integral will not have an argument telling how many trials to perform. Instead, it

will produce a stream of estimates based on successively more trials.

A functional-programming view of time

Let us now return to the issues of objects and state that were raised at the beginning of this

chapter and examine them in a new light. We introduced assignment and mutable objects to

provide a mechanism for modular construction of programs that model systems with state. We

constructed computational objects with local state variables and used assignment to modify

these variables. We modeled the temporal behavior of the objects in the world by the temporal

behavior of the corresponding computational objects.
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Now we have seen that streams provide an alternative way to model objects with local

state. We can model a changing quantity, such as the local state of some object, using a stream

that represents the time history of successive states. In essence, we represent time explicitly,

using streams, so that we decouple time in our simulated world from the sequence of events

that take place during evaluation. Indeed, because of the presence of delayed evaluation there

may be little relation between simulated time in the model and the order of events during the

evaluation.

In order to contrast these two approaches to modeling, let us reconsider the implementation

of a “withdrawal processor” that monitors the balance in a bank account. In section 3.1.3 we

implemented a simpli�ed version of such a processor:

function make_simplified_withdraw(balance) {

return amount => {

balance = balance - amount;

return balance;

};

}

Calls to make_simplified_withdraw produce computational objects, each with a local state

variable balance that is decremented by successive calls to the object. The object takes an

amount as an argument and returns the new balance. We can imagine the user of a bank

account typing a sequence of inputs to such an object and observing the sequence of returned

values shown on a display screen.

Alternatively, we can model a withdrawal processor as a function that takes as input a

balance and a stream of amounts to withdraw and produces the stream of successive balances

in the account:

Ifunction stream_withdraw(balance, amount_stream) {

return pair(balance,

() => stream_withdraw(

balance - head(amount_stream),

stream_tail(amount_stream)));

}

The function stream_withdraw implements a well-de�ned mathematical function whose

output is fully determined by its input. Suppose, however, that the input amount_stream is

the stream of successive values typed by the user and that the resulting stream of balances is

displayed. Then, from the perspective of the user who is typing values and watching results,

the stream process has the same behavior as the object created by make_simplified_withdraw.

However, with the stream version, there is no assignment, no local state variable, and conse-

quently none of the theoretical di�culties that we encountered in section 3.1.3. Yet the system

has state!
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This is really remarkable. Even though stream_withdraw implements a well-de�ned mathe-

matical function whose behavior does not change, the user’s perception here is one of inter-

acting with a system that has a changing state. One way to resolve this paradox is to realize

that it is the user’s temporal existence that imposes state on the system. If the user could step

back from the interaction and think in terms of streams of balances rather than individual

transactions, the system would appear stateless.
72

From the point of view of one part of a complex process, the other parts appear to change

with time. They have hidden time-varying local state. If we wish to write programs that model

this kind of natural decomposition in our world (as we see it from our viewpoint as a part

of that world) with structures in our computer, we make computational objects that are not

functional—they must change with time. We model state with local state variables, and we

model the changes of state with assignments to those variables. By doing this we make the

time of execution of a computation model time in the world that we are part of, and thus we

get “objects” in our computer.

Modeling with objects is powerful and intuitive, largely because this matches the perception

of interacting with a world of which we are part. However, as we’ve seen repeatedly throughout

this chapter, these models raise thorny problems of constraining the order of events and of

synchronizing multiple processes. The possibility of avoiding these problems has stimulated

the development of functional programming languages, which do not include any provision

for assignment or mutable data. In such a language, all functions implement well-de�ned

mathematical functions of their arguments, whose behavior does not change. The functional

approach is extremely attractive for dealing with concurrent systems.
73

On the other hand, if we look closely, we can see time-related problems creeping into func-

tional models as well. One particularly troublesome area arises when we wish to design in-

teractive systems, especially ones that model interactions between independent entities. For

instance, consider once more the implementation a banking system that permits joint bank

accounts. In a conventional system using assignment and objects, we would model the fact

that Peter and Paul share an account by having both Peter and Paul send their transaction

requests to the same bank-account object, as we saw in section 3.1.3. From the stream point of

view, where there are no “objects” per se, we have already indicated that a bank account can be

modeled as a process that operates on a stream of transaction requests to produce a stream of

responses. Accordingly, we could model the fact that Peter and Paul have a joint bank account

by merging Peter’s stream of transaction requests with Paul’s stream of requests and feeding

72
Similarly in physics, when we observe a moving particle, we say that the position (state) of the particle is

changing. However, from the perspective of the particle’s world line in space-time there is no change involved.

73
John Backus, the inventor of Fortran, gave high visibility to functional programming when he was awarded

the ACM Turing award in 1978. His acceptance speech (Backus 1978) strongly advocated the functional approach.

A good overview of functional programming is given in Henderson 1980 and in Darlington, Henderson, and

Turner 1982.
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the result to the bank-account stream process, as shown in �gure 3.38.

merge bank
accountPaul's requests

Peter's requests

Figure 3.38: A joint bank account, modeled by merging two streams of transaction requests.

The trouble with this formulation is in the notion of merge. It will not do to merge the

two streams by simply taking alternately one request from Peter and one request from Paul.

Suppose Paul accesses the account only very rarely. We could hardly force Peter to wait for

Paul to access the account before he could issue a second transaction. However such a merge

is implemented, it must interleave the two transaction streams in some way that is constrained

by “real time” as perceived by Peter and Paul, in the sense that, if Peter and Paul meet, they

can agree that certain transactions were processed before the meeting, and other transactions

were processed after the meeting.
74

This is precisely the same constraint that we had to deal with in section 3.4.1, where we

found the need to introduce explicit synchronization to ensure a “correct” order of events

in concurrent processing of objects with state. Thus, in an attempt to support the functional

style, the need to merge inputs from di�erent agents reintroduces the same problems that the

functional style was meant to eliminate.

We began this chapter with the goal of building computational models whose structure

matches our perception of the real world we are trying to model. We can model the world as a

collection of separate, time-bound, interacting objects with state, or we can model the world as

a single, timeless, stateless unity. Each view has powerful advantages, but neither view alone

is completely satisfactory. A grand uni�cation has yet to emerge.
75

74
Observe that, for any two streams, there is in general more than one acceptable order of interleaving. Thus,

technically, “merge” is a relation rather than a function—the answer is not a deterministic function of the inputs.

We already mentioned (footnote 41) that nondeterminism is essential when dealing with concurrency. The merge

relation illustrates the same essential nondeterminism, from the functional perspective. In section 4.3, we will

look at nondeterminism from yet another point of view.

75
The object model approximates the world by dividing it into separate pieces. The functional model does not

modularize along object boundaries. The object model is useful when the unshared state of the “objects” is much

larger than the state that they share. An example of a place where the object viewpoint fails is quantum mechanics,

where thinking of things as individual particles leads to paradoxes and confusions. Unifying the object view with

the functional view may have little to do with programming, but rather with fundamental epistemological issues.
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Chapter 4

Metalinguistic Abstraction

. . . It’s in words that the magic is—Abracadabra, Open Sesame, and the

rest—but the magic words in one story aren’t magical in the next. The

real magic is to understand which words work, and when, and for what;

the trick is to learn the trick.

. . . And those words are made from the letters of our alphabet: a couple-

dozen squiggles we can draw with the pen. This is the key! And the

treasure, too, if we can only get our hands on it! It’s as if—as if the key

to the treasure is the treasure!

— John Barth, Chimera

In our study of program design, we have seen that expert programmers control the complex-

ity of their designs with the same general techniques used by designers of all complex systems.

They combine primitive elements to form compound objects, they abstract compound objects

to form higher-level building blocks, and they preserve modularity by adopting appropriate

large-scale views of system structure. In illustrating these techniques, we have used JavaScript

as a language for describing processes and for constructing computational data objects and pro-

cesses to model complex phenomena in the real world. However, as we confront increasingly

complex problems, we will �nd that JavaScript, or indeed any �xed programming language,

is not su�cient for our needs. We must constantly turn to new languages in order to express

our ideas more e�ectively. Establishing new languages is a powerful strategy for controlling

complexity in engineering design; we can often enhance our ability to deal with a complex

problem by adopting a new language that enables us to describe (and hence to think about) the

problem in a di�erent way, using primitives, means of combination, and means of abstraction

that are particularly well suited to the problem at hand.
1

1
The same idea is pervasive throughout all of engineering. For example, electrical engineers use many di�erent

languages for describing circuits. Two of these are the language of electrical networks and the language of

381



Programming is endowed with a multitude of languages. There are physical languages, such

as the machine languages for particular computers. These languages are concerned with the

representation of data and control in terms of individual bits of storage and primitive machine

instructions. The machine-language programmer is concerned with using the given hardware

to erect systems and utilities for the e�cient implementation of resource-limited computa-

tions. High-level languages, erected on a machine-language substrate, hide concerns about the

representation of data as collections of bits and the representation of programs as sequences

of primitive instructions. These languages have means of combination and abstraction, such

as function de�nition, that are appropriate to the larger-scale organization of systems.

Metalinguistic abstraction—establishing new languages—plays an important role in all branches

of engineering design. It is particularly important to computer programming, because in pro-

gramming not only can we formulate new languages but we can also implement these lan-

guages by constructing evaluators. An evaluator (or interpreter) for a programming language

is a function that, when applied to a statement or expression of the language, performs the

actions required to evaluate that statements or expression.

It is no exaggeration to regard this as the most fundamental idea in programming:

The evaluator, which determines the meaning of statements and expressions in a

programming language, is just another program.

To appreciate this point is to change our images of ourselves as programmers. We come to see

ourselves as designers of languages, rather than only users of languages designed by others.

In fact, we can regard almost any program as the evaluator for some language. For instance,

the polynomial manipulation system of section 2.5.3 embodies the rules of polynomial arith-

metic and implements them in terms of operations on list-structured data. If we augment

this system with functions to read and print polynomial expressions, we have the core of a

special-purpose language for dealing with problems in symbolic mathematics. The digital-

logic simulator of section 3.3.4 and the constraint propagator of section 3.3.5 are legitimate

languages in their own right, each with its own primitives, means of combination, and means of

abstraction. Seen from this perspective, the technology for coping with large-scale computer

systems merges with the technology for building new computer languages, and computer

electrical systems. The network language emphasizes the physical modeling of devices in terms of discrete

electrical elements. The primitive objects of the network language are primitive electrical components such

as resistors, capacitors, inductors, and transistors, which are characterized in terms of physical variables called

voltage and current. When describing circuits in the network language, the engineer is concerned with the physical

characteristics of a design. In contrast, the primitive objects of the system language are signal-processing modules

such as �lters and ampli�ers. Only the functional behavior of the modules is relevant, and signals are manipulated

without concern for their physical realization as voltages and currents. The system language is erected on the

network language, in the sense that the elements of signal-processing systems are constructed from electrical

networks. Here, however, the concerns are with the large-scale organization of electrical devices to solve a given

application problem; the physical feasibility of the parts is assumed. This layered collection of languages is

another example of the strati�ed design technique illustrated by the picture language of section 2.2.4.
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science itself becomes no more (and no less) than the discipline of constructing appropriate

descriptive languages.

We now embark on a tour of the technology by which languages are established in terms of

other languages. In this chapter we shall use JavaScript as a base, implementing evaluators as

JavaScript functions. JavaScript is particularly well suited to this task, because of its ability to

represent and manipulate symbolic expressions. We will take the �rst step in understanding

how languages are implemented by building an evaluator for JavaScript itself. The language

implemented by our evaluator will be a subset of JavaScript. Although the evaluator described

in this chapter is written for a particular subset of JavaScript, it contains the essential structure

of an evaluator for any language designed for writing programs for a sequential machine. (In

fact, most language processors contain, deep within them, a little evaluator.) The evaluator

has been simpli�ed for the purposes of illustration and discussion, and some features have

been left out that would be important to include in a production-quality JavaScript system.

Nevertheless, this simple evaluator is adequate to execute most of the programs in this book.
2

An important advantage of making the evaluator accessible as a JavaScript program is that

we can implement alternative evaluation rules by describing these as modi�cations to the

evaluator program. One place where we can use this power to good e�ect is to gain extra

control over the ways in which computational models embody the notion of time, which was

so central to the discussion in chapter 3. There, we mitigated some of the complexities of state

and assignment by using streams to decouple the representation of time in the world from

time in the computer. Our stream programs, however, were sometimes cumbersome, because

they were constrained by the applicative-order evaluation of JavaScript. In section 4.2, we’ll

change the underlying language to provide for a more elegant approach, by modifying the

evaluator to provide for normal-order evaluation.

Section 4.3 implements a more ambitious linguistic change, whereby statements and expres-

sions have many values, rather than just a single value. In this language of nondeterministic
computing, it is natural to express processes that generate all possible values for statements

and expressions and then search for those values that satisfy certain constraints. In terms of

models of computation and time, this is like having time branch into a set of “possible futures”

and then searching for appropriate time lines. With our nondeterministic evaluator, keeping

track of multiple values and performing searches are handled automatically by the underlying

mechanism of the language.

In section 4.4 we implement a logic-programming language in which knowledge is expressed

in terms of relations, rather than in terms of computations with inputs and outputs. Even

2
The most important features that our evaluator leaves out are mechanisms for handling errors and supporting

debugging. For a more extensive discussion of evaluators, see Friedman, Wand, and Haynes 1992, which gives an

exposition of programming languages that proceeds via a sequence of evaluators written in the Scheme dialect

of Lisp.
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though this makes the language drastically di�erent from JavaScript, or indeed from any

conventional language, we will see that the logic-programming evaluator shares the essential

structure of the JavaScript evaluator.

4.1 The Metacircular Evaluator

Our evaluator for JavaScript will be implemented as a JavaScript program. It may seem circular

to think about evaluating JavaScript programs using an evaluator that is itself implemented

in JavaScript. However, evaluation is a process, so it is appropriate to describe the evaluation

process using JavaScript, which, after all, is our tool for describing processes.
3

An evaluator

that is written in the same language that it evaluates is said to be metacircular.

The metacircular evaluator is essentially a JavaScript formulation of the environment model

of evaluation described in section 3.2. Recall that the model speci�es the evaluation of function

application in two basic steps:

1. To evaluate a function application, evaluate the subexpressions and then apply the value

of the function subexpression to the values of the argument subexpressions.

2. To apply a compound function to a set of arguments, evaluate the body of the function

in a new environment. To construct this environment, extend the environment part of

the function object by a frame in which the parameters of the function are bound to the

arguments to which the function is applied.

These two rules describe the essence of the evaluation process, a basic cycle in which state-

ments and expressions to be evaluated in environments are reduced to functions to be applied

to arguments, which in turn are reduced to new expressions statements and expressions to be

evaluated in new environments, and so on, until we get down to symbols, whose values are

looked up in the environment, and to operators and primitive functions, which are applied

directly (see �gure 4.1).
4

This evaluation cycle will be embodied by the interplay between the

3
Even so, there will remain important aspects of the evaluation process that are not elucidated by our evaluator.

The most important of these are the detailed mechanisms by which functions call other functions and return

values to their callers. We will address these issues in chapter 5, where we take a closer look at the evaluation

process by implementing the evaluator as a simple register machine.

4
If we grant ourselves the ability to apply primitives, then what remains for us to implement in the evaluator?

The job of the evaluator is not to specify the primitives of the language, but rather to provide the connective

tissue—the means of combination and the means of abstraction—that binds a collection of primitives to form a

language. Speci�cally:

– The evaluator enables us to deal with nested expressions. For example, although simply applying primitives

would su�ce for evaluating the expression 1 + 6, it is not adequate for handling 1 + (2 * 3). As far

as the operator + is concerned, its arguments must be numbers, and it would choke if we passed it the

expression 2 * 3 as an argument. One important role of the evaluator is to choreograph composition so

that 2 * 3 is reduced to 6 before being passed as an argument to +.

– The evaluator allows us to use names. For example, the addition operator has no way to deal with expres-

sions such as x + 1. We need an evaluator to keep track of name and obtain their values before invoking
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two critical functions in the evaluator, evaluate and apply, which are described in section 4.1.1

(see �gure 4.1).

The implementation of the evaluator will depend upon functions that de�ne the syntax
of the expressions to be evaluated. We will use data abstraction to make the evaluator in-

dependent of the representation of the language. For example, rather than committing to a

choice that an assignment is to be represented by a list beginning with the symbol assignment

we use an abstract predicate is_assignment to test for an assignment, and we use abstract

selectors assignment_name and assignment_value to access the parts of an assignment. Imple-

mentation of expressions will be described in detail in section 4.1.2. There are also operations,

described in section 4.1.3, that specify the representation of functions and environments. For

example, make_function constructs compound functions, lookup_name_value accesses the val-

ues of names, and apply_primitive_function applies a primitive function to a given list of

arguments.

4.1.1 The Core of the Evaluator

Evaluate ApplyFunction, 
Arguments

Expression,
Environment

Figure 4.1: The evaluate–apply cycle exposes the essence of a computer language.

The evaluation process can be described as the interplay between two functions: evaluate

and apply.

the operators.

– The evaluator allows us to de�ne compound functions. This involves keeping track of function de�nitions,

knowing how to use these de�nitions in evaluating expressions, and providing a mechanism that enables

functions to accept arguments.

– The evaluator provides the other constructs of the language such as conditional expressions and blocks.
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The function evaluate

The function evaluate takes as arguments a statement or an expression
5

and an environment.

It classi�es the statement/expression and directs its evaluation. The function evaluate is struc-

tured as a case analysis of the syntactic type of the statement/expression to be evaluated. In

order to keep the function general, we express the determination of the type of a statement/-

expression abstractly, making no commitment to any particular representation for the various

types of statements/expressions. Each type of statement/expression has a predicate that tests

for it and an abstract means for selecting its parts. This abstract syntax makes it easy to see how

we can change the syntax of the language by using the same evaluator, but with a di�erent

collection of syntax functions.

Primitive expressions

– For self-evaluating expressions, such as numbers, evaluate returns the expression itself.

– The function evaluate must look up names in the environment to �nd their values.

Language constructs

– An assignment to (or a declaration of) a name must recursively call evaluate to compute

the new value to be associated with the name. The environment must be modi�ed to

change the binding of the name.

– A conditional expression requires special processing of its parts, so as to evaluate the

consequent if the predicate is true, and otherwise to evaluate the alternative.

– A lambda expression must be transformed into an applicable function by packaging

together the parameters and body speci�ed by the lambda expression with the environ-

ment of the evaluation.

– A sequence of statements requires evaluating its component statements in the order in

which they appear.

– A block requires evaluating its body, while ensuring that declarations within the block

remain local to the block.

– When evaluate encounters a return statement, the return expression is evaluated and

marked as a return value.

Combinations

– An operator combination is treated as a function application. The operator symbol is the

5
We see no need to distinguish between expressions and statements in our evaluator. For example, we do

not need to di�erentiate between expressions and expression statements; we represent them identically and

consequently they are handled in the same way by the evaluate function. JavaScript is syntactically restricted

such that statements cannot appear inside of expressions except in function bodies, but our evaluator is going to

ignore such restrictions. For example, JavaScript does not allow nesting of return statements inside of expressions,

but our evaluator would happily accept programs in which such nesting occurs, provided that we represent them

appropriately, according to section 4.1.2.
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name of the function being applied, and the operands are the arguments. Thus evaluate

does not need any rules for operators combinations.

– For a function application, evaluate must recursively evaluate the function expression

and the arguments of the application. The resulting function and arguments are passed

to apply, which handles the actual function application.

Here is the de�nition of evaluate:

Ifunction evaluate(stmt, env) {

return is_self_evaluating(stmt)

? stmt

: is_name(stmt)

? lookup_symbol_value(symbol_of_name(stmt), env)

: is_constant_declaration(stmt)

? eval_constant_declaration(stmt, env)

: is_variable_declaration(stmt)

? eval_variable_declaration(stmt, env)

: is_assignment(stmt)

? eval_assignment(stmt, env)

: is_conditional_expression(stmt)

? eval_conditional_expression(stmt, env)

: is_lambda_expression(stmt)

? make_function(lambda_parameters(stmt),

lambda_body(stmt),

env)

: is_sequence(stmt)

? eval_sequence(sequence_statements(stmt), env)

: is_block(stmt)

? eval_block(stmt, env)

: is_return_statement(stmt)

? eval_return_statement(stmt, env)

: is_application(stmt)

? apply(evaluate(function_expression(stmt), env),

list_of_values(args(stmt), env))

: error(stmt, "Unknown syntax -- evaluate");

}

For clarity, evaluate has been implemented as a case analysis using conditional expressions.

The disadvantage of this is that our function handles only a few distinguishable types of

statements and expressions, and no new ones can be de�ned without editing the de�nition

of evaluate. In most interpreter implementations, dispatching on the type of a statement or

expression is done in a data-directed style. This allows a user to add new types of statements

and expressions that evaluate can distinguish, without modifying the de�nition of evaluate

itself. (See exercise 4.3.)
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Metalinguistic Abstraction 4.1.1

Apply

The function apply takes two arguments, a function and a list of arguments to which the

function should be applied. The function apply classi�es functions into two kinds: It calls

apply_primitive_function to apply primitives; it applies compound functions by sequen-

tially evaluating the statements that make up the body of the function. The environment for

the evaluation of the body of a compound function is constructed by extending the base envi-

ronment carried by the function to include a frame that binds the parameters of the function

to the arguments to which the function is to be applied. Here is the de�nition of apply:

Ifunction apply(fun, args) {

if (is_primitive_function(fun)) {

return apply_primitive_function(fun, args);

} else if (is_compound_function(fun)) {

const result = evaluate(function_body(fun),

extend_environment(

function_parameters(fun),

args,

function_environment(fun)));

return is_return_value(result)

? return_value_content(result)

: undefined;

} else {

error(fun, "Unknown function type -- apply");

}

}

In order to return a value, JavaScript functions need to evaluate a return statement. If a function

terminates without return, the value undefined is returned. Thus, if the evaluation of the

function body yields a return value, the content of the return value is retrieved, and otherwise

the value undefined is returned.

Function arguments

When evaluate processes a function application, it uses list_of_values to produce the list

of arguments to which the function is to be applied. The function list_of_values takes as an

argument the arguments of the application. It evaluates each argument and returns a list of

the corresponding values:
6

Ifunction list_of_values(exps, env) {

6
We could have simpli�ed the is_application function clause in evaluate by using map (and stipulating

that args returns a list) rather than writing an explicit list_of_values function. We chose not to use map here

to emphasize the fact that the evaluator can be implemented without any use of higher-order functions (and

thus could be written in a language that doesn’t have higher-order functions), even though the language that it

supports will include higher-order functions.
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Metalinguistic Abstraction 4.1.1

return no_args(exps)

? null

: pair(evaluate(first_arg(exps), env),

list_of_values(rest_args(exps), env));

}

Conditional expressions

The function eval_conditional_expression evaluates the predicate part of a conditional

expression in the given environment. If the result is true, the consequent is evaluated, otherwise

the alternative:

Ifunction eval_conditional_expression(stmt, env) {

return is_true(evaluate(cond_expr_pred(stmt), env))

? evaluate(cond_expr_cons(stmt), env)

: evaluate(cond_expr_alt(stmt), env);

}

The use of is_true in eval_conditional_expression highlights the issue of the connec-

tion between an implemented language and an implementation language. The predicate is

evaluated in the language being implemented and thus yields a value in that language. The

interpreter predicate is_true translates that value into a value that can be tested by the con-

ditional expression in the implementation language: The metacircular representation of truth

might not be the same as that of the underlying JavaScript.
7

Sequences

The function eval_sequence is used by evaluate to evaluate a sequence of statements at the

toplevel, or in a block. It takes as arguments a sequence of statements and an environment,

and evaluates the statements in the order in which they occur. The value returned is the value

of the �nal statement, except if the result of evaluating any statement in the sequence yields a

return value, that value is returned and the subsequent statements are ignored.
8

Ifunction eval_sequence(stmts, env) {

if (is_empty_sequence(stmts)) {

return undefined;

} else if (is_last_statement(stmts)) {

return evaluate(first_statement(stmts),env);

7
In this case, the language being implemented and the implementation language are the same. Contemplation

of the meaning of is_true here yields expansion of consciousness without the abuse of substance.

8
The treatment of return statements in eval_sequence re�ects the proper result of evaluating function

applications in JavaScript, but the evaluator presented here does not comply with the ECMAScript speci�cation

for the value of programs that consist of sequences of statements outside of any function body. Exercise 4.9

addresses this gap.
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Metalinguistic Abstraction 4.1.1

} else {

const first_stmt_value =

evaluate(first_statement(stmts),env);

if (is_return_value(first_stmt_value)) {

return first_stmt_value;

} else {

return eval_sequence(

rest_statements(stmts),env);

}

}

}

Blocks

The function eval_block is used by evaluate to evaluate block statements. The constants

and variables declared in the block need to be local to the block. The evaluation of block

statements evaluates the body of the block with respect to an environment that extends the

current environment with a binding of the local names of the block body to a special value

"*unassigned*".

Ifunction list_of_unassigned(names) {

return is_null(names)

? null

: pair("*unassigned*", list_of_unassigned(tail(names)));

}

Ifunction eval_block(stmt, env) {

const body = block_body(stmt);

const locals = scan_out_declarations(body);

const unassigneds = list_of_unassigned(locals);

return evaluate(body,

extend_environment(locals, unassigneds, env));

}

The function scan_out_declarations collects the list of all names declared in the body state-

ments. For a name to be included in the list, it needs to be declared outside of any other

block.

Ifunction scan_out_declarations(stmt) {

if (is_sequence(stmt)) {

const stmts = sequence_statements(stmt);

return is_empty_sequence(stmts)

? null

: append(scan_out_declarations(first_statement(stmts)),

scan_out_declarations(make_sequence(

rest_statements(stmts))));

} else {
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Metalinguistic Abstraction 4.1.1

return is_constant_declaration(stmt)

? list(constant_declaration_symbol(stmt))

: is_variable_declaration(stmt)

? list(variable_declaration_symbol(stmt))

: null;

}

}

The purpose of the lambda expression is purely to create a unique identity; the function will

never be applied and its return value (here null) is irrelevant.

Return statements

The function eval_return_statement is used by evaluate to evaluate return statements. As

seen in the evaluation of sequences, the result of evaluation of return statements needs to be

identi�able so that the evaluation of function bodies can return immediately, even if there are

statements after the return statement. For this purpose, the evaluation of a return statement

wraps the result of evaluating the return expression in a return value object.

Ifunction eval_return_statement(stmt, env) {

return make_return_value(

evaluate(return_expression(stmt),

env));

}

Assignments and declarations

The following function handles assignments to variables. It calls evaluate to �nd the value to

be assigned and transmits the variable and the resulting value to assign_symbol_to_value to

be installed in the designated environment.

Ifunction eval_assignment(stmt, env) {

const value = evaluate(assignment_value(stmt), env);

assign_symbol_value(assignment_symbol(stmt), value, env);

return value;

}

Declarations of constants and variables are treated similar to assignments; they replace the

current value of the name in the environment (which must be "*unassigned*") by the result

of evaluating the value statement. Exercise 4.12 explains how we distinguish variables from

constants and how we prevent assignment to constants.

Ifunction eval_variable_declaration(stmt, env) {

assign_symbol_value(variable_declaration_symbol(stmt),

evaluate(variable_declaration_value(stmt), env),
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env);

}

function eval_constant_declaration(stmt, env) {

assign_symbol_value(constant_declaration_symbol(stmt),

evaluate(constant_declaration_value(stmt), env),

env);

}

Exercise 4.1

Notice that we cannot tell whether the metacircular evaluator evaluates arguments from left

to right or from right to left. Its evaluation order is inherited from the function map of the

underlying JavaScript environment: If the arguments to pair in map are evaluated from left to

right, then evaluate will evaluate arguments from left to right; and if the arguments to pair

are evaluated from right to left, then evaluate will evaluate arguments from right to left.

Write a version of evaluate that evaluates arguments from left to right regardless of the order

of evaluation in the underlying JavaScript. Also write a version of evaluate that evaluates

arguments from right to left.

4.1.2 Representing Statements and Expressions

The evaluator is reminiscent of the symbolic di�erentiation program discussed in section 2.3.2.

Both programs operate on symbolic expressions. In both programs, the result of operating on

a compound expression is determined by operating recursively on the pieces of the expres-

sion and combining the results in a way that depends on the type of the expression. In both

programs we used data abstraction to decouple the general rules of operation from the details

of how expressions are represented. In the di�erentiation program this meant that the same

di�erentiation function could deal with algebraic expressions in pre�x form, in in�x form,

or in some other form. For the evaluator, this means that the syntax of the language being

evaluated is determined solely by the functions that classify and extract pieces of expressions.

Here is the speci�cation of the syntax of our language:

– The self-evaluating items are numbers, strings, boolean values, and null.

Ifunction is_self_evaluating(stmt) {

return is_number(stmt) ||

is_string(stmt) ||

is_boolean(stmt) ||

is_null(stmt) ||

is_undefined(stmt);

}
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– The function is_name tests whether the given statement is a name expression, and the

function symbol_of_name accesses the JavaScript string that represents the name.

Ifunction is_name(stmt) {

return is_tagged_list(stmt, "name");

}

function symbol_of_name(stmt) {

return head(tail(stmt));

}

The function is_name is de�ned in terms of the function is_tagged_list, which identi-

�es lists beginning with a designated string that we call tag:

Ifunction is_tagged_list(stmt, the_tag) {

return is_pair(stmt) && head(stmt) === the_tag;

}

– Assignments have the form name = value:

Ifunction is_assignment(stmt) {

return is_tagged_list(stmt, "assignment");

}

function assignment_symbol(stmt) {

return head(tail(head(tail(stmt))));

}

function assignment_value(stmt) {

return head(tail(tail(stmt)));

}

– Declarations have the form

const name = value;

or

let name = value;

or

function name(parameter1, . . ., parametern) {

body
}

Here, we treat the latter form (function declarations) as syntactic sugar
9

for

const name = (parameter1, . . ., parametern) => { body; };

The corresponding syntax functions are the following:

Ifunction is_constant_declaration(stmt) {

return is_tagged_list(stmt, "constant_declaration");

}

function constant_declaration_symbol(stmt) {

return head(tail(head(tail(stmt))));

9
In JavaScript, there is a subtle di�erence between the two forms, see footnote 52 in chapter 1.
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}

function constant_declaration_value(stmt) {

return head(tail(tail(stmt)));

}

function is_variable_declaration(stmt) {

return is_tagged_list(stmt, "variable_declaration");

}

function variable_declaration_symbol(stmt) {

return head(tail(head(tail(stmt))));

}

function variable_declaration_value(stmt) {

return head(tail(tail(stmt)));

}

– Lambda expressions are lists that begin with the string "lambda_expression":

Ifunction is_lambda_expression(stmt) {

return is_tagged_list(stmt, "lambda_expression");

}

function lambda_parameters(stmt) {

return map(symbol_of_name, head(tail(stmt)));

}

function lambda_body(stmt) {

return head(tail(tail(stmt)));

}

– return statements are objects tagged with the string "return":

Ifunction is_return_statement(stmt) {

return is_tagged_list(stmt, "return_statement");

}

function return_expression(stmt) {

return head(tail(stmt));

}

– Conditional expressions are tagged with "conditional_expression" and have a predi-

cate, a consequent, and an alternative.

Ifunction is_conditional_expression(stmt) {

return is_tagged_list(stmt,

"conditional_expression");

}

function cond_expr_pred(stmt) {

return list_ref(stmt, 1);

}

function cond_expr_cons(stmt) {

return list_ref(stmt, 2);

}

function cond_expr_alt(stmt) {

return list_ref(stmt, 3);

}
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– A sequence statement packages a sequence of statements into a single statement. We

include syntax operations on sequences to extract the actual sequence from the sequence

statement, selectors that return the �rst statement and the rest of the statements in

the sequence, and predicates that test whether a sequence is empty or has only one

statement.
10

Ifunction is_sequence(stmt) {

return is_tagged_list(stmt, "sequence");

}

function make_sequence(stmts) {

return list("sequence", stmts);

}

function sequence_statements(stmt) {

return head(tail(stmt));

}

function first_statement(stmts) {

return head(stmts);

}

function rest_statements(stmts) {

return tail(stmts);

}

function is_empty_sequence(stmts) {

return is_null(stmts);

}

function is_last_statement(stmts) {

return is_null(tail(stmts));

}

– A block contains its body statement.

Ifunction is_block(stmt) {

return is_tagged_list(stmt, "block");

}

function make_block(stmt) {

return list("block", stmt);

}

function block_body(stmt) {

return head(tail(stmt));

}

– A function application is an object tagged with the string "application". We provide

access functions for the operator, the operands, and three functions for iterating through

the operand list:

Ifunction is_application(stmt) {

return is_tagged_list(stmt, "application");

10
These selectors for a list of statements—and the corresponding ones for a list of operands—are not intended

as a data abstraction. They are introduced as mnemonic names for the basic list operations in order to make it

easier to understand the explicit-control evaluator in section 5.4.
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}

function function_expression(stmt) {

return head(tail(stmt));

}

function args(stmt) {

return head(tail(tail(stmt)));

}

function no_args(ops) {

return is_null(ops);

}

function first_arg(ops) {

return head(ops);

}

function rest_args(ops) {

return tail(ops);

}

Exercise 4.2

In this section, we assume that the given program is represented using tagged list notation.

Of course, for actually writing our programs we prefer the JavaScript syntax. The JavaScript

environment for this book provides a function parse that translates a given string in JavaScript

syntax into the corresponding tagged list notation.

Iparse("const x = 1;");

l i s t ( " c on s t an t_d e c l a r a t i on " , l i s t ( "name" , " x " ) , 1 )

a. Verify experimentally that the parse function in your JavaScript environment treats

function declarations as constant declarations, ignoring the subtle di�erence between

the two mentioned in footnote 52 of chapter 1.

b. Explore how parse treats the variant of lambda expressions introduced in footnote 21

of chapter 2 by comparing the results of

Iparse("x => 1;");

and

Iparse("x => { return 1; };");

c. Verify experimentally that parse treats operator combinations as applications of primi-

tive functions. Why does this not lead to any confusion in the interpreter?

d. Explore how parse treats conditional statements if (...) \{...\} else \{...\} in-

troduced in section 1.3.2. Install conditional statements for the evaluator by de�ning ap-

propriate syntax functions and the evaluation function eval_conditional_statement.

e. The inverse of the function parse is called unparse. It takes a tagged list as produced

by parse as argument and returns a string that adheres to JavaScript notation. Write
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a function unparse by following the structure of evaluate (without the environment

parameter), but producing a string that represents the given statement, rather than eval-

uating it. Recall from section 3.3.4 that the the operator + can be applied to two strings

to concatenate them and that the primitive function stringify turns values such as 1.5,

true, null and undefined into strings. Unparsing application expressions needs to check

whether the function expression is an operator name, and in that case use in�x or pre�x

notation. Take care to respect operator precedences by surrounding resulting strings

with parentheses (always or whenever necessary).

f. Your unparse function will come in handy when solving later exercises in this section.

Improve unparse by adding blank " " and newline "\n" characters to the result string,

to follow the indentation style used in the JavaScript programs of this book. The activity

of adding/removing such characters to and from a program text is called pretty-printing.

Hint: Passing a string as second argument of the display function will cause the output

to include an actual new line for each newline character.

Exercise 4.3

Rewrite evaluate so that the dispatch is done in data-directed style. Compare this with the

data-directed di�erentiation function of exercise 2.73. (You may use the head of a compound

expression as the type of the expression, as is appropriate for the syntax implemented in this

section.)

Exercise 4.4

Recall the de�nitions of the logical composition operations && and || from chapter 1:

– expression
1
&& expression

2
: The expression expression

1
is evaluated �rst. If it evaluates to

false, false is returned; the expression expression
2

is not evaluated. If it evaluates to true,

the value of expression
2

is returned.

– expression
1
|| expression

2
: The expression expression

1
is evaluated �rst. If it evaluates to

true, true is returned; the expression expression
2

is not evaluated. If it evaluates to false,

the value of expression
2

is returned.

Explore how parse represents && and || expressions. Explain why we should not treat these

expressions as applications of primitive functions, similar to operator combinations. Install &&

and || operations for the evaluator by de�ning appropriate syntax functions and evaluation

functions eval_and and eval_or.
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Exercise 4.5

In JavaScript, lambda expressions must not have duplicate parameters. The evaluate function

in section 4.1.1 does not check for this.

– Modify the evaluate function such that any attempt to apply a function with duplicate

parameters raises an error.

– Implement a verify function that checks whether any lambda expression in a given

program contains duplicate parameters. With such a function, we could check the entire

given program before we pass it to evaluate.

In order to implement this check in a JavaScript interpreter, which one of these two approaches

would you prefer? Why?

The names declared in the body of a lambda expression outside of a block must be distinct

from each other, and also distinct from the names of the parameters of the lambda expression.

Use your preferred approach above to check for this, as well.

Exercise 4.6

The language Scheme includes a variant of let called let*. We could approximate the seman-

tics of let* in JavaScript by stipulating that a let* declaration implicitly introduces a new

block whose body includes the declaration and all subsequent statements of the statement

sequence in which the declaration occurs. For example, the program

display(1);

let* x = 2;

let* y = x + 3;

display(x + y);

could be seen as a shorthand for

display(1);

{

let x = 2;

{

let y = x + 3;

display(x + y);

}

}

a. Write programs in such an extended JavaScript language that behave di�erently when

some occurrences of the keyword let are replaced with let*.

b. De�ne appropriate syntax functions for this let* variant.

c. Write a function let_star_to_nested_let that that transforms any occurrence of let*
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in a given program as described above. We can then evaluate programs p in the extended

language by running evaluate(let_star_to_nested_let(p));.

d. Consider the alternative of implementing let* as we implemented let and const, namely

by introducing an evaluation function eval_let_star_declaration. Why does this ap-

proach not work?

Exercise 4.7

The language JavaScript supports while loops that execute a given statement repeatedly. More

speci�cally,

Iwhile ( predicate ) { body }

evaluates the predicate, and if it holds, it evaluates the body, followed by evaluating the whole

while loop again. Once the result of evaluating the condition is false, the while loop terminates.

Using this syntax, we can for example compute the greatest common divisor of two numbers

using the following function:

Ifunction gcd(a, b) {

while (a !== b) {

if(a > b) {

a = a - b;

} else {

b = b - a;

}

}

return a;

}

a. Declare a function while_loop that takes as arguments a predicate and a body—both

represented by functions of no arguments—and simulates the behavior of the while loop.

The gcd function would then look as follows:

Ifunction gcd(a, b) {

while_loop( () => a !== b,

() => { if (a > b) {

a = a - b;

} else {

b = b - a;

}

}

);

return a;

}

Make sure that your function while_loop generates an iterative process, see section 1.2.1.

b. Explore how parse represents while loops.
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c. Install while loops for the evaluator by de�ning appropriate syntax functions and a trans-

formation function while_to_function_call that makes use of your function while_loop.

d. What problem arises with this approach for implementing while loops, when the pro-

grammer decides within the body of the loop to return from the function that contains

the loop?

e. Change your approach to address the problem. How about directly installing while loops

for the evaluator, using a function eval_while?

f. Following this direct approach, implement a break; statement that immediately termi-

nates the loop in which it is evaluated.

g. Implement a continue; statement that terminates only the loop iteration in which it is

evaluated, and continues with evaluating the while loop predicate.

Exercise 4.8

Another kind of loop available in JavaScript is the for loop, which combines an initialization,

a predicate, an update statement and a body in a single construct. Similar to the while loop, the

body is repeatedly executed as long as the predicate holds. After every execution, the update

statement is evaluated. Here is a function that reverses a list, using a for loop.

Ifunction reverse(xs) {

let result = null;

for (let current = xs; ! is_null(current); current = tail(current)) {

result = pair(head(current), result);

}

return result;

}

a. Explore how parse represents for loops.

b. Following the approach for while loops in exercise 4.7, �rst implement a function

for_loop that takes as arguments four functions of no arguments, and simulates the

behavior of the for loop. Then install for loops for the evaluator by de�ning appropriate

syntax functions and a transformation function for_to_function_call that makes use

of your function for_loop. Finally, install for loops directly in the interpreter, using a

function eval_for.

c. Assume the you have solved the last part of exercise 4.7. Would this allow for a particu-

larly elegant way to install for loops for the evaluator?

d. Eva Lu Ator tries to combine for loops with lambda expressions in the following pro-

gram.

Ifunction reverse_functions(xs) {

let result = null;

for (let curr = xs; ! is_null(curr); curr = tail(curr)) {
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result = pair(() => head(curr), result);

}

return result;

}

To her surprise, all functions in the list returned by reverse_functions are useless: They

apply head to null and thus give an error because after execution of the for loop, the

value of the variable curr is null. Alyssa P. Hacker proposes to give each iteration of

any for loop with a declaration of a variable its own “instance” of the variable. Modify

your solution to part (b) to follow Alyssa’s approach, and verify that Eva’s program now

works as expected.

e. The designers of JavaScript decided to follow Alyssa’s approach. Discuss this decision.

Exercise 4.9

Following up on footnote 8, this exercise addresses the question what should be the result of

evaluating a JavaScript program that consists of a sequence containing declarations, blocks, ex-

pression statements, conditional statements and assignments outside of any function body. For

this, JavaScript statically
11

distinguishes between value-producing and non-value-producing
statements. All declarations are non-value-producing, and all expression statements, condi-

tional statements and assignments are value-producing. A block is value-producing if its body

statement is value-producing, and then its value is the value of its body statement. A sequence

is value-producing if any of its component statements is value-producing, and then its value

is the value of its last value-producing component statement. The value of an expression state-

ment is the value of the expression. The value of a conditional statement is the value of the

branch that gets executed, or the value undefined if that branch is not value-producing. The

value of an assignment is the value of the expression to the right of its = sign. Finally, if the

whole program is not value-producing, its value is the value undefined.

a. According to this speci�cation, what are the values of the following programs?

– I1; 2; 3;

– I1; { if (true) { } else { 2; } }

– I1; const x = 2;

– I1; { let x = 2; { x = x + 3; } }

b. Modify the evaluate function of the previous section to adhere to this speci�cation.

11
Here “statically” means that we can make the distinction by inspecting the program rather than by running

it.
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4.1.3 Evaluator Data Structures

In addition to de�ning the external syntax of expressions, the evaluator implementation must

also de�ne the data structures that the evaluator manipulates internally, as part of the execution

of a program, such as the representation of functions and environments and the representation

of true and false.

Testing of predicates

To enter the consequent of a conditional, we expect the predicate to evaluate to the value true,

and thus we de�ne the evaluator function is_true as follows:

Ifunction is_true(x) {

return x === true;

}

With the de�nition of the function eval_conditional_expression of section 4.1.1, this means

that our evaluator evaluates the alternative statement for any predicate value other than true.

Representing functions

To handle primitives, we assume that we have available the following functions:

– apply_primitive_function( fun, args ) applies the given primitive function to the ar-

gument values in the list args and returns the result of the application.

– is_primitive_function(fun) tests whether fun is a primitive function.

These mechanisms for handling primitives are further described in section 4.1.4.

Compound functions are constructed from parameters, function bodies, and environments

using the constructor make_function:

Ifunction make_function(parameters, body, env) {

return list("compound_function",

parameters, body, env);

}

function is_compound_function(f) {

return is_tagged_list(f, "compound_function");

}

function function_parameters(f) {

return list_ref(f, 1);

}

function function_body(f) {

return list_ref(f, 2);

}
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function function_environment(f) {

return list_ref(f, 3);

}

Representing return values

We saw in section 4.1.1 that the evaluation of sequences terminates when the �rst return state-

ment encountered, and that the evaluation of function applications needs to return the value

undefined if the evaluation of the function body does not encounter a return statement. In

order to identify the evaluation of return statements, we introduce return values as evaluator

data structures.

Ifunction make_return_value(content) {

return list("return_value", content);

}

function is_return_value(value) {

return is_tagged_list(value, "return_value");

}

function return_value_content(value) {

return head(tail(value));

}

Operations on Environments

The evaluator needs operations for manipulating environments. As explained in section 3.2,

an environment is a sequence of frames, where each frame is a table of bindings that associate

names with their corresponding values. We use the following operations for manipulating

environments:

– lookup_symbol_value( symbol, env ) returns the value that is bound to the symbol in

the environment env, or signals an error if the symbol is unbound.

– extend_environment( symbols, values, base-env ) returns a new environment, consisting

of a new frame in which the symbols in the list symbols are bound to the corresponding

elements in the list values, where the enclosing environment is the environment base-env.

– assign_symbol_value( symbol, value, env ) �nds the innermost frame of env in which

the symbol is bound, and changes that frame so that the symbol is now bound to the

given value.

To implement these operations we represent an environment as a list of frames. The enclosing

environment of an environment is the tail of the list. The empty environment is simply the

empty list.

Ifunction enclosing_environment(env) {
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return tail(env);

}

function first_frame(env) {

return head(env);

}

function enclose_by(frame, env) {

return pair(frame, env);

}

const the_empty_environment = null;

Each frame of an environment is represented as a pair of lists: a list of the variables bound

in that frame and a list of the associated values.
12

Ifunction make_frame(symbols, values) {

return pair(symbols, values);

}

function frame_symbols(frame) {

return head(frame);

}

function frame_values(frame) {

return tail(frame);

}

To extend an environment by a new frame that associates symbols with values, we make

a frame consisting of the list of symbols and the list of values, and we adjoin this to the

environment. We signal an error if the number of symbols does not match the number of

values.

Ifunction extend_environment(symbols, vals, base_env) {

return length(symbols) === length(vals)

? pair(make_frame(symbols, vals), base_env)

: error(pair(symbols, vals),

length(symbols) < length(vals)

? "Too many arguments supplied"

: "Too few arguments supplied");

}

The function extend_environment is used by apply in section 4.1.1 to bind the parameters of

a function to its arguments.

To look up a symbol in an environment, we scan the list of symbols in the �rst frame. If we

�nd the desired symbol, we return the corresponding element in the list of values. If we do

not �nd the symbol in the current frame, we search the enclosing environment, and so on. If

we reach the empty environment, we signal an “unbound name” error.

12
Frames are not really a data abstraction in the following code: The function assign_symbol_value uses

set_head to directly modify the values in a frame. The purpose of the frame functions is to make the environment-

manipulation functions easy to read.
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Ifunction lookup_symbol_value(symbol, env) {

function env_loop(env) {

function scan(symbols, vals) {

return is_null(symbols)

? env_loop(

enclosing_environment(env))

: symbol === head(symbols)

? head(vals)

: scan(tail(symbols), tail(vals));

}

if (env === the_empty_environment) {

error(symbol, "Unbound name");

} else {

const frame = first_frame(env);

return scan(frame_symbols(frame),

frame_values(frame));

}

}

return env_loop(env);

}

To assign a name to a new value in a speci�ed environment, we scan for the symbol of the

name, just as in lookup_symbol_value, and change the corresponding value when we �nd it.

Ifunction assign_symbol_value(symbol, val, env) {

function env_loop(env) {

function scan(symbols, vals) {

return is_null(symbols)

? env_loop(

enclosing_environment(env))

: symbol === head(symbols)

? set_head(vals, val)

: scan(tail(symbols), tail(vals));

}

if (env === the_empty_environment) {

error(symbol, "Unbound name -- assignment");

} else {

const frame = first_frame(env);

return scan(frame_symbols(frame),

frame_values(frame));

}

}

return env_loop(env);

}

The method described here is only one of many plausible ways to represent environments.

Since we used data abstraction to isolate the rest of the evaluator from the detailed choice of

representation, we could change the environment representation if we wanted to. (See exer-
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cise 4.10.) In a production-quality JavaScript system, the speed of the evaluator’s environment

operations—especially that of symbol lookup—has a major impact on the performance of the

system. The representation described here, although conceptually simple, is not e�cient and

would not ordinarily be used in a production system.
13

Exercise 4.10

Instead of representing a frame as a pair of lists, we can represent a frame as a list of bindings,

where each binding is a symbol-value pair. Rewrite the environment operations to use this

alternative representation.

Exercise 4.11

The functions lookup_symbol_value and assign_symbol_value can be expressed in terms of

a more abstract function for traversing the environment structure. De�ne an abstraction that

captures the common pattern and rede�ne the two functions in terms of this abstraction.

Exercise 4.12

Our language distinguishes constants from variables by using two di�erent keywords: const

and let. However, our interpreter does not make use of this distinction; the function assign_symbol_value

will happily assign a new value to a given symbol, regardless whether it is declared as a con-

stant or a variable. Correct this �aw by calling the function error whenever an attempt is

made to use a constant on the left hand side of an assignment. You may proceed as follows:

– Change the functions scan_out_declarations and (if necessary) extend_environment

such that constants are distinguishable from variables in the frames in which they are

bound.

– Change the function assign_symbol_value such that it checks whether the given symbol

has been declared as a variable or as a constant, and in the latter case signals an error

that assignment operations are not allowed on contants.

13
The drawback of this representation (as well as the variant in exercise 4.10) is that the evaluator may have

to search through many frames in order to �nd the binding for a given variable. (Such an approach is referred to

as deep binding.) One way to avoid this ine�ciency is to make use of a strategy called lexical addressing, which

will be discussed in section 5.5.6.
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Exercise 4.13

Prior to ECMAScript 2015’s strict mode that we are using in this book, variables in JavaScript

worked quite di�erently from Scheme, which would have made this adaptation considerably

less compelling.

a. Before ECMAScript 2015, the only way to declare a local variable in JavaScript was

using the keyword var instead of the keyword let. The scope of variables declared with

var is the entire body of the immediately surrounding function declaration or lambda

expression, rather than just the immediately enclosing block. Modify scan_out_names

and eval_block such that names declared with const and let follow the scoping rules

of var.

b. When not using the strict mode, JavaScript permits undeclared names to appear on the

left of the = sign in assignments. The meaning of such an assignment is that the new

binding is added to the global environment. Modify the function assign_symbol_value

to make assignment behave this way. The strict mode was introduced in JavaScript in

order to make programs more secure. What security issue is addressed by removing the

ability of assignment to add bindings to the global environment?

4.1.4 Running the Evaluator as a Program

Given the evaluator, we have in our hands a description (expressed in JavaScript) of the process

by which JavaScript statements and expressions are evaluated. One advantage of expressing

the evaluator as a program is that we can run the program. This gives us, running within

JavaScript, a working model of how JavaScript itself evaluates expressions. This can serve as

a framework for experimenting with evaluation rules, as we shall do later in this chapter.

Our evaluator program reduces expressions ultimately to the application of primitive func-

tions. Therefore, all that we need to run the evaluator is to create a mechanism that calls on

the underlying JavaScript system to model the application of primitive functions.

There must be a binding for each primitive function name, so that when evaluate evalu-

ates the function expression of an application of a primitive, it will �nd an object to pass to

apply. We thus set up a global environment that associates unique objects with the names of

the primitive functions that can appear in the expressions we will be evaluating. The global

environment also includes bindings for undefined and other names, so that they can be used

as constants in expressions to be evaluated.

Ifunction setup_environment() {

return extend_environment(

append(primitive_function_symbols,

primitive_constant_symbols),
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append(primitive_function_objects,

primitive_constant_values),

the_empty_environment);

}

Ilet the_global_environment = setup_environment();

It does not matter how we represent primitive function objects, so long as apply can identify

and apply them using the functions is_primitive_function and apply_primitive_function.

We have chosen to represent a primitive function as a list beginning with the string "primitive"

and containing a function in the underlying JavaScript that implements that primitive.

Ifunction is_primitive_function(fun) {

return is_tagged_list(fun, "primitive");

}

function primitive_implementation(fun) {

return head(tail(fun));

}

The function setup_environment will get the primitive names and implementation functions

from a list:
14

Iconst primitive_functions = list(

list("head", head ),

list("tail", tail ),

list("pair", pair ),

list("is_null", is_null ),

list("+", (x, y) => x + y ),

// more primitive functions

);

const primitive_function_symbols =

map(head, primitive_functions);

const primitive_function_objects =

map(fun => list("primitive", head(tail(fun))),

primitive_functions);

Similar to primitive functions, we de�ne primitive values that are installed in the global

environment by the function setup_environment.

Iconst primitive_constants = list(list("undefined", undefined),

list("math_PI", math_PI)

// more primitive constants

);

const primitive_constant_symbols =

14
Any function de�ned in the underlying JavaScript can be used as a primitive for the metacircular evaluator.

The name of a primitive installed in the evaluator need not be the same as the name of its implementation in the

underlying JavaScript; the names are the same here because the metacircular evaluator implements JavaScript

itself. Thus, for example, we could put list("first", head) or list("square", x => x * x) in the list of

primitive_functions.
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map(f => head(f), primitive_constants);

const primitive_constant_values =

map(f => head(tail(f)), primitive_constants);

To apply a primitive function, we simply apply the implementation function to the argu-

ments, using the underlying JavaScript system:
15

Ifunction apply_primitive_function(fun, arglist) {

return apply_in_underlying_javascript(

primitive_implementation(fun),

arglist);

}

For convenience in running the metacircular evaluator, we provide a driver loop that models

the the read-evaluate-print loop of the underlying JavaScript system. It prints a prompt and

reads an input program as a string. It then transforms the program string into a tagged-list

representation of the statement according to the description in section 4.1.2—a process called

parsing and accomplished by the primitive function parse (see exercise 4.2). We precede each

printed result by an output prompt so as to distinguish the value of the program from other

output that may be printed. The driver loop gets the program environment of the previous

program as argument. Following section 3.2.4, the new program environment is constructed

by extending the given environment with bindings of the names declared at toplevel to their

initial value "*unassigned*". The driver loop evaluates the program in the new program

environment and prints the result.

Iconst input_prompt = "M-evaluate input: ";

const output_prompt = "M-evaluate value: ";

function driver_loop(env) {

const input = user_read(input_prompt);

if (input === null) {

display("evaluator terminated");

} else {

const program = parse(input);

15
JavaScript’s apply method of function objects expects arguments in a vector. (Confusingly, vectors are called

arrays in JavaScript. For more on vectors, see section 5.3.1.) Thus, the arglist is transformed into a vector—here

in style using a while loop (see exercise 4.7):

function apply_in_underlying_javascript(prim, arglist) {
const arg_array = []; // empty vector
let i = 0;
while (!is_null(arglist)) {

arg_array[i] = head(arglist); // vector_set (see 5.3.1)
i = i + 1;
arglist = tail(arglist);

}
return prim.apply(prim, arg_array); // apply is accessed via prim

}
We have made use of apply_in_underlying_javascript to de�ne the function apply in section 2.4.3.
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const locals = scan_out_declarations(program);

const unassigneds = list_of_unassigned(locals);

const program_env = extend_environment(locals, unassigneds, env);

const output = evaluate(program, program_env);

user_print(output_prompt, output);

driver_loop(program_env);

}

}

We use a special printing function user_print, to avoid printing the environment part of a

compound function, which may be a very long list (or may even contain cycles).

Ifunction user_print(string, object) {

function prepare(object) {

return is_compound_function(object)

? "< compound-function >"

: is_primitive_function(object)

? "< primitive-function >"

: is_pair(object)

? pair(prepare(head(object)),

prepare(tail(object)))

: object;

}

display(prepare(object), string);

}

We use JavaScript’s prompt function in order to request the input string from the user:

Ifunction user_read(prompt_string) {

return prompt(prompt_string);

}

Now all we need to do to run the evaluator is to initialize the global environment and start

the driver loop. Here is a sample interaction:

Iconst the_global_environment = setup_environment();

driver_loop(the_global_environment);

M−eva lua te input :

Ifunction append(xs, ys) {

return is_null(xs)

? ys

: pair(head(xs), append(tail(xs), ys));

}

M−eva lua te value :
undef ined

M−eva lua te input :

410 Generated 2020-08-18 16:40:02Z
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Metalinguistic Abstraction 4.1.5

Iappend(list('a', 'b', 'c'), list('d', 'e', 'f'));

M−eva lua te value :
[ ' a ' , [ ' b ' , [ ' c ' , [ ' d ' , [ ' e ' , [ ' f ' , nu l l ] ] ] ] ] ]

Exercise 4.14

Eva Lu Ator and Louis Reasoner are each experimenting with the metacircular evaluator. Eva

types in the de�nition of map, and runs some test programs that use it. They work �ne. Louis,

in contrast, has installed the system version of map as a primitive for the metacircular evaluator.

When he tries it, things go terribly wrong. Explain why Louis’s map fails even though Eva’s

works.

4.1.5 Data as Programs

In thinking about a JavaScript program that evaluates JavaScript statements and expressions, an

analogy might be helpful. One operational view of the meaning of a program is that a program

is a description of an abstract (perhaps in�nitely large) machine. For example, consider the

familiar program to compute factorials:

Ifunction factorial(n) {

return n === 1

? 1

: factorial(n - 1) * n;

}

We may regard this program as the description of a machine containing parts that decrement,

multiply, and test for equality, together with a two-position switch and another factorial ma-

chine. (The factorial machine is in�nite because it contains another factorial machine within

it.) Figure 4.2 is a �ow diagram for the factorial machine, showing how the parts are wired

together.
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Figure 4.2: The factorial program, viewed as an abstract machine.

In a similar way, we can regard the evaluator as a very special machine that takes as input

a description of a machine. Given this input, the evaluator con�gures itself to emulate the

machine described. For example, if we feed our evaluator the de�nition of factorial, as shown

in �gure 4.3, the evaluator will be able to compute factorials.

function factorial(n) {
    return n === 1
           ? 1
           : factorial(n - 1) * n;
}

eval6 720

Figure 4.3: The evaluator emulating a factorial machine.

From this perspective, our evaluator is seen to be a universal machine. It mimics other ma-

chines when these are described as JavaScript programs.
16

16
The fact that the machines are described in JavaScript is inessential. If we give our evaluator a JavaScript

program that behaves as an evaluator for some other language, say C, the JavaScript evaluator will emulate the

C evaluator, which in turn can emulate any machine described as a C program. Similarly, writing a JavaScript

evaluator in C produces a C program that can execute any JavaScript program. The deep idea here is that any

evaluator can emulate any other. Thus, the notion of “what can in principle be computed” (ignoring practicalities
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This is striking. Try to imagine an analogous evaluator for electrical circuits. This would be

a circuit that takes as input a signal encoding the plans for some other circuit, such as a �lter.

Given this input, the circuit evaluator would then behave like a �lter with the same description.

Such a universal electrical circuit is almost unimaginably complex. It is remarkable that the

program evaluator is a rather simple program.
17

Another striking aspect of the evaluator is that it acts as a bridge between the data objects

that are manipulated by our programming language and the programming language itself.

Imagine that the evaluator program (implemented in JavaScript) is running, and that a user

is typing programs to the evaluator and observing the results. From the perspective of the

user, an input program such as x * x; is a program in the programming language, which

the evaluator should execute. From the perspective of the evaluator, however, the expression

is simply a string or—after parsing—a tagged-list representation that is to be manipulated

according to a well-de�ned set of rules.

That the user’s programs are the evaluator’s data need not be a source of confusion. In

fact, it is sometimes convenient to ignore this distinction, and to give the user the ability to

explicitly evaluate a string as a JavaScript expression, using JavaScript’s primitive function

eval that takes as argument a string. It parses the string and—provided that it syntactically

correct—evaluates the resulting representation in the environment in which eval is applied.

Thus,

Ieval("5 * 5;");

and

Ievaluate(parse("5 * 5;"), the_global_environment);

will both return 25.
18

of time and memory required) is independent of the language or the computer, and instead re�ects an underlying

notion of computability. This was �rst demonstrated in a clear way by Alan M. Turing (1912–1954), whose 1936

paper laid the foundations for theoretical computer science. In the paper, Turing presented a simple computa-

tional model—now known as a Turing machine—and argued that any “e�ective process” can be formulated as a

program for such a machine. (This argument is known as the Church-Turing thesis.) Turing then implemented a

universal machine, i.e., a Turing machine that behaves as an evaluator for Turing-machine programs. He used

this framework to demonstrate that there are well-posed problems that cannot be computed by Turing machines

(see exercise 4.15), and so by implication cannot be formulated as “e�ective processes.” Turing went on to make

fundamental contributions to practical computer science as well. For example, he invented the idea of structuring

programs using general-purpose subroutines. See Hodges 1983 for a biography of Turing.

17
Some people �nd it counterintuitive that an evaluator, which is implemented by a relatively simple function,

can emulate programs that are more complex than the evaluator itself. The existence of a universal evaluator

machine is a deep and wonderful property of computation. Recursion theory, a branch of mathematical logic,

is concerned with logical limits of computation. Douglas Hofstadter’s beautiful book Gödel, Escher, Bach (1979)

explores some of these ideas.

18
Note that eval may not be available in the JavaScript environment that you are using, or its use may be

restricted for security reasons.
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Exercise 4.15

Given a one-argument function p and an object a, p is said to “halt” on a if evaluating the

expression p(a) returns a value (as opposed to terminating with an error message or running

forever). Show that it is impossible to write a function halts that correctly determines whether

p halts on a for any function p and object a. Use the following reasoning: If you had such a

function halts, you could implement the following program:

function run_forever() {

return run_forever();

}

function strange(p) {

return halts(p, p)

? run_forever();

: "halted";

}

Now consider evaluating the expression strange(strange) and show that any possible out-

come (either halting or running forever) violates the intended behavior of halts.
19

4.1.6 Internal Declarations

Our environment model of evaluation (section 3.2.4) and our metacircular evaluator (sec-

tion 4.1.1) evaluate blocks by extending an environment with bindings for the local names that

occur in the body of the block. Initially, the names refer to the special value "*unassigned*",

but evaluation of their declaration statement assigns them to their proper values. Correct

JavaScript programs never attempt to access the value of names before their declaration has

been evaluated. In this section, we explore alternative solutions to problem of local declarations

in programming languages.

Consider a function with internal declarations, such as

Ifunction f(x) {

function is_even(n) {

return n === 0

? true

: is_odd(n - 1);

}

function is_odd(n) {

return n === 0

? false

19
Although we stipulated that halts is given a function object, notice that this reasoning still applies even if

halts can gain access to the function’s text and its environment. This is Turing’s celebrated Halting Theorem,

which gave the �rst clear example of a non-computable problem, i.e., a well-posed task that cannot be carried out

as a computational function.
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: is_even(n - 1);

}

〈rest o f body o f f〉

}

Our intention here is that the name is_odd in the body of the function is_even should refer

to the function is_odd that is declared after is_even. The scope of the name is_odd is the body

block of f, not just the portion of the body of f starting at the point where the declaration of

is_odd occurs. Indeed, when we consider that is_odd is itself de�ned in terms of is_even—so

that is_even and is_odd are mutually recursive functions—we see that the only satisfactory

interpretation of the two declarations is to regard them as if the names is_even and is_odd

were being added to the environment simultaneously. More generally, in block structure, the

scope of a local name is the entire block in which the declaration is evaluated.

The evaluator in section 4.1.1 �nds all locally declared names of a block using scan_out_declarations,

and binds them to the value "*unassigned*", whenever the block is evaluated. For lambda

expressions with local declarations, we can achieve the same e�ect by transforming their bod-

ies into immediately invoked lambda expressions (see section 3.2.3). For example, the lambda

expression

( vars ) => {

let u = e1;

let v = e2;

statements
}

would be transformed into

( vars ) => {

return ( (u, v) => {

u = e1;

v = e2;

statements
})("*unassigned*", "*unassigned*");

}

An alternative strategy for scanning out internal declarations is shown in exercise 4.17.

Unlike the transformation shown above, this enforces the restriction that the declared names’

values can be evaluated without using any of the names’ values.

Exercise 4.16

In this exercise we implement the method just described for interpreting internal declarations

of lambda expressions as syntactic sugar for immediately invoked functions that carry out

assignments.

415 Generated 2020-08-18 16:40:02Z



Metalinguistic Abstraction 4.1.6

a. Write a function transform_lambda that transforms any lambda expression as shown

above.

b. Install transform_lambda in the interpreter by modifying the function evaluate in an

appropriate way.

c. JavaScript’s semantics requires that any attempt to access the value "*unassigned*"

leads to a runtime error. Change lookup_symbol_value (section 4.1.3) to signal an error

if the value it �nds is "*unassigned*".

d. Even with this protection in place, there is a loophole: A program could declare a variable

in a block and assign a value to the variable before its let declaration is evaluated.

Change the evaluator of section 4.1.1 such that any assignment to a variable declared

with let leads to an error if the declaration has not been evaluated yet.

Exercise 4.17

Consider an alternative strategy for scanning out declarations that translates the example in

the text to

( vars ) => {

return ( (u, v) => {

return ( (a, b) => {

u = a;

v = b;

statements
})(e1, e2);

})("*unassigned*", "*unassigned*");

}

Here a and b are meant to represent new names, created by the interpreter, that do not appear

in the user’s program. Consider the solve function from section 3.5.4:

Ifunction solve(f, y0, dt) {

const y = integral( () => dy, y0, dt);

const dy = stream_map(f, y);

return y;

}

Will this function work if internal de�nitions are scanned out as shown in this exercise? What

if they are scanned out as shown in the text? Explain.

Exercise 4.18

Our implementation of blocks in section 4.1.1 imposes a runtime burden: It needs to scan

the body of the block for locally declared names. We shall devise a simpler mechanism in

this exercise. We can achieve the desired result in many cases by changing the evaluation of
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constant and variable declaration such that they force into the innermost frame of the given

environment a binding of the declared name to the result of evaluating the expression on the

right hand side of the declaration.

a. Simplify the declaration of eval_block in section 4.1.1 to ignore local declarations.

b. Declare a function

Iadd_binding_to_frame(name, value, f rame)

that permanently changes the given frame such that after calling the function, the given

name refers to the given value.
c. Change the functions eval_constant_declaration and eval_variable_declaration

such that they make use of add_binding_to_frame instead of set_name_value.

d. Can you �nd programs that behave di�erently with this treatment of local declarations,

compared to the implementation in section 4.1.1?

Exercise 4.19

Draw diagrams of the environment in e�ect when evaluating the statements in the function in

the text, comparing how this will be structured when declarations are interpreted sequentially

as described in exercise 4.18 with how it is structured if declarations are scanned out as

described in section 4.1.1. Why is there an extra frame in the latter case? JavaScript forbids

the re-declaration of parameters as local names in the body block of any function. With this

restriction, can you achieve the scoping for local names in lambda expressions of section 4.1.1,

without constructing the extra frame?

Exercise 4.20

Ben Bitdiddle, Alyssa P. Hacker, and Eva Lu Ator are arguing about the desired result of

evaluating the expression

Ilet a = 1;

function f(x) {

let b = a + x;

let a = 5;

return a + b;

}

f(10);

Ben asserts that the result should be obtained using the sequential implementation for let

as given in exercise 4.18: b is declared to be 11, then a is declared to be 5, so the result is 16.

Alyssa objects that mutual recursion requires the simultaneous scope rule for internal function

declarations, and that it is unreasonable to treat function names di�erently from other names.
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Thus, she argues for the mechanism implemented in section 4.1.1. This would lead to a being

unassigned at the time that the value for b is to be computed. Hence, in Alyssa’s view the

function should produce an error. Eva has a third opinion. She says that if the declarations of a

and b are truly meant to be simultaneous, then the value 5 for a should be used in evaluating b.

Hence, in Eva’s view a should be 5, b should be 15, and the result should be 20. Which (if any)

of these viewpoints do you support? Can you devise a way to implement internal declarations

so that they behave as Eva prefers?
20

Exercise 4.21

Recursive functions are obtained in a roundabout way in our interpreter: First declare the

name that will refer to the recursive function and assign it to the special value "*unassigned*".

Then de�ne the recursive function in the scope of that name, and �nally assign the name to

the de�ned function. By the time the recursive function gets applied, any occurrences of the

name in the body properly refer to the recursive function. Amazingly, it is possible to specify

recursive functions without using assignment. The following program computes 10 factorial

by applying a recursive factorial function:
21

I(n => (fact => fact(fact, n))

( (ft, k) => k === 1

? 1

: k * ft(ft, k - 1)

)

)

(10);

a. Check (by evaluating the expression) that this really does compute factorials. Devise an

analogous expression for computing Fibonacci numbers.

b. Consider the following function, which includes mutually recursive internal de�nitions:

Ifunction f(x) {

function is_even(n) {

return n === 0

? true

: is_odd(n - 1);

}

function is_odd(n) {

20
The designers of JavaScript support Alyssa on the following grounds: Eva is in principle correct—the de�ni-

tions should be regarded as simultaneous. But it seems di�cult to implement a general, e�cient mechanism that

does what Eva requires. In the absence of such a mechanism, it is better to generate an error in the di�cult cases

of simultaneous de�nitions (Alyssa’s notion) than to produce an incorrect answer (as Ben would have it).

21
This example illustrates a programming trick for formulating recursive functions without using assignment.

The most general trick of this sort is the Y operator, which can be used to give a “pure λ-calculus” implementation

of recursion. (See Stoy 1977 for details on the lambda calculus, and Gabriel 1988 for an exposition of theY operator

in the language Scheme.)
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return n === 0

? false

: is_even(n - 1);

}

return is_even(x);

}

Fill in the missing expressions to complete an alternative declaration of f, which uses

neither const nor let nor internal function declarations:

function f(x) {

return (

(is_even, is_odd) =>

is_even(is_even, is_odd, x)

)

( (ev, od, n) =>

n === 0 ? true : od(〈??〉, 〈??〉, 〈??〉),

(ev, od, n) =>

n === 0 ? false : ev(〈??〉, 〈??〉, 〈??〉)

);

}

4.1.7 Separating Syntactic Analysis from Execution

The evaluator implemented above is simple, but it is very ine�cient, because the syntactic

analysis of expressions is interleaved with their execution. Thus if a program is executed many

times, its syntax is analyzed many times. Consider, for example, evaluating factorial(4) using

the following de�nition of factorial:

Ifunction factorial(n) {

return n === 1

? 1

: factorial(n - 1) * n;

}

Each time factorial is called, the evaluator must determine that the body is a conditional

expression and extract the predicate. Only then can it evaluate the predicate and dispatch on

its value. Each time it evaluates the expression factorial(n - 1) * n, or the subexpressions

factorial(n - 1) and n - 1, the evaluator must perform the case analysis in evaluate to

determine that the expression is an application, and must extract its operator and operands.

This analysis is expensive. Performing it repeatedly is wasteful.

We can transform the evaluator to be signi�cantly more e�cient by arranging things so that

syntactic analysis is performed only once.
22

We split evaluate, which takes an expression and

22
This technique is an integral part of the compilation process, which we shall discuss in chapter 5. Jonathan

Rees wrote a Scheme interpreter like this in about 1982 for the T project (Rees and Adams 1982). Marc Feeley
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an environment, into two parts. The function analyze takes only the expression. It performs

the syntactic analysis and returns a new function, the execution function, that encapsulates

the work to be done in executing the analyzed expression. The execution function takes an

environment as its argument and completes the evaluation. This saves work because analyze

will be called only once on an expression, while the execution function may be called many

times.

With the separation into analysis and execution, evaluate now becomes

Ifunction evaluate(exp, env) {

return analyze(exp)(env);

}

The result of calling analyze is the execution function to be applied to the environment.

The analyze function is the same case analysis as performed by the original evaluate of

section 4.1.1, except that the functions to which we dispatch perform only analysis, not full

evaluation:

Ifunction analyze(stmt) {

return is_self_evaluating(stmt)

? analyze_self_evaluating(stmt)

: is_name(stmt)

? analyze_name(stmt)

: is_constant_declaration(stmt)

? analyze_constant_declaration(stmt)

: is_variable_declaration(stmt)

? analyze_variable_declaration(stmt)

: is_assignment(stmt)

? analyze_assignment(stmt)

: is_conditional_expression(stmt)

? analyze_conditional_expression(stmt)

: is_lambda_expression(stmt)

? analyze_lambda_expression(stmt)

: is_sequence(stmt)

? analyze_sequence(sequence_statements(stmt))

: is_block(stmt)

? analyze_block(stmt)

: is_return_statement(stmt)

? analyze_return_statement(stmt)

: is_application(stmt)

? analyze_application(stmt)

: error(stmt, "Unknown syntax -- analyze");

}

Here is the simplest syntactic analysis function, which handles self-evaluating expressions.

It returns an execution function that ignores its environment argument and just returns the

1986 (see also Feeley and Lapalme 1987) independently invented this technique in his master’s thesis.
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Metalinguistic Abstraction 4.1.7

expression:

Ifunction analyze_self_evaluating(stmt) {

return env => stmt;

}

Looking up the value of a name must still be done in the execution phase, since this depends

upon knowing the environment.
23

Ifunction analyze_name(stmt) {

return env => lookup_symbol_value(

symbol_of_name(stmt), env);

}

The function analyze_assignment also must defer actually setting the variable until the exe-

cution, when the environment has been supplied. However, the fact that the assignment_value

expression can be analyzed (recursively) during analysis is a major gain in e�ciency, because

the assignment_value expression will now be analyzed only once. The same holds true for

constant and variable declarations.

Ifunction analyze_assignment(stmt) {

const symbol = assignment_symbol(stmt);

const vfun = analyze(assignment_value(stmt));

return env => {

const value = vfun(env);

assign_symbol_value(symbol, value, env);

return value;

};

}

function analyze_variable_declaration(stmt) {

const symbol = variable_declaration_symbol(stmt);

const vfun = analyze(variable_declaration_value(stmt));

return env =>

assign_symbol_value(symbol, vfun(env), env);

}

function analyze_constant_declaration(stmt) {

const symbol = constant_declaration_symbol(stmt);

const vfun = analyze(constant_declaration_value(stmt));

return env =>

assign_symbol_value(symbol, vfun(env), env);

}

For conditional expressions, we extract and analyze the predicate, consequent, and alternative

at analysis time.

23
There is, however, an important part of the search for a name that can be done as part of the syntactic analysis.

As we will show in section 5.5.6, one can determine the position in the environment structure where the value

of the variable will be found, thus obviating the need to scan the environment for the entry that matches the

variable.
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Metalinguistic Abstraction 4.1.7

Ifunction analyze_conditional_expression(stmt) {

const pfun = analyze(cond_expr_pred(stmt));

const cfun = analyze(cond_expr_cons(stmt));

const afun = analyze(cond_expr_alt(stmt));

return env =>

is_true(pfun(env)) ? cfun(env) : afun(env);

}

Analyzing a lambda expression also achieves a major gain in e�ciency: We analyze the

lambda body only once, even though functions resulting from evaluation of the lambda ex-

pression may be applied many times.

Ifunction analyze_lambda_expression(stmt) {

const parameters = lambda_parameters(stmt);

const body = lambda_body(stmt);

const bfun = analyze(body);

return env =>

make_function(parameters, bfun, env);

}

Analysis of a sequence of statements is more involved.
24

Each statement in the sequence is

analyzed, yielding an execution function. These execution functions are combined to produce

an execution function that takes an environment as argument and sequentially calls each

individual execution function with the environment as argument.

Ifunction analyze_sequence(stmts) {

function sequentially(fun1, fun2) {

return env => {

const fun1_val = fun1(env);

return is_return_value(fun1_val)

? fun1_val

: fun2(env);

};

}

function loop(first_fun, rest_funs) {

return is_null(rest_funs)

? first_fun

: loop(sequentially(first_fun,

head(rest_funs)),

tail(rest_funs));

}

const funs = map(analyze, stmts);

return is_null(funs)

? env => undefined

: loop(head(funs), tail(funs));

}

24
See exercise 4.23 for some insight into the processing of sequences.
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Metalinguistic Abstraction 4.1.7

For return statements, we analyze the return expression and apply the resulting execution

function in the execution function for the return statement.

Ifunction analyze_return_statement(stmt) {

const rfun = analyze(return_expression(stmt));

return env => make_return_value(rfun(env));

}

The bodies of blocks are scanned only once for local declarations, and their bindings are

installed in the environment, once the execution function for the block is called.

Ifunction analyze_block(stmt) {

const body = block_body(stmt);

const locals = scan_out_declarations(body);

const unassigneds = list_of_unassigned(locals);

const bfun = analyze(body);

return env => bfun(extend_environment(locals, unassigneds, env));

}

To analyze an application, we analyze the function expression and arguments and construct

an execution function that calls the execution function of the function expression (to obtain

the actual function to be applied) and the argument execution functions (to obtain the actual

arguments). We then pass these to execute_application, which is the analog of apply in

section 4.1.1. The function execute_application di�ers from apply in that the function body

for a compound function has already been analyzed, so there is no need to do further analysis.

Instead, we just call the execution function for the body on the extended environment.

Ifunction analyze_application(stmt) {

const ffun = analyze(function_expression(stmt));

const afuns = map(analyze, args(stmt));

return env =>

execute_application(ffun(env),

map(afun => afun(env), afuns));

}

function execute_application(fun, args) {

if (is_primitive_function(fun)) {

return apply_primitive_function(fun, args);

} else if (is_compound_function(fun)) {

const parameters = function_parameters(fun);

const body = function_body(fun);

const result = body(extend_environment(parameters, args,

function_environment(fun)));

return is_return_value(result)

? return_value_content(result)

: undefined;

} else {

error(fun, "unknown function type -- execute_application");
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}

}

Our new evaluator uses the same data structures, syntax functions, and run-time support

functions as in sections 4.1.2, 4.1.3, and 4.1.4.

Exercise 4.22

Extend the evaluator in this section to support while loops. (See exercise 4.7.)

Exercise 4.23

Alyssa P. Hacker doesn’t understand why analyze_sequence needs to be so complicated. All

the other analysis functions are straightforward transformations of the corresponding evalua-

tion functions (or evaluate clauses) in section 4.1.1. She expected analyze_sequence to look

like this:

Ifunction analyze_sequence(stmts) {

function execute_sequence(funs, env) {

if (is_null(funs)) {

return undefined;

} else if (is_null(tail(funs))) {

return head(funs)(env);

} else {

const head_val = head(funs)(env);

return is_return_value(head_val)

? head_val

: execute_sequence(tail(funs), env);

}

}

const funs = map(analyze, stmts);

return execute_sequence(funs, env);

}

Eva Lu Ator explains to Alyssa that the version in the text does more of the work of evaluating

a sequence at analysis time. Alyssa’s sequence_execution function, rather than having the

calls to the individual execution functions built in, loops through the functions in order to call

them: In e�ect, although the individual expressions in the sequence have been analyzed, the

sequence itself has not been.

Compare the two versions of sequence_execution. For example, consider the common case

(typical of function bodies) where the sequence has just one expression. What work will the

execution function produced by Alyssa’s program do? What about the execution function

produced by the program in the text above? How do the two versions compare for a sequence

424 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=PTAEDMFcDsGMBcCWB7aBnCAnZBbUBlASQGEAFUAKX1ABYA6ARkYCgo4lVQAbRNeAfWTh+MAIZo0iAObQApgBMAFNFE5ZaAJSgA3s1D7QmWfEiZooXv2iQuXZavUa9BlwH5Q1285f6AXKAAHUURMRQAiACoxCWk5eQiwgBpuXgEhERUYmQVFeGC7FTVNDQ0AbgBIF2YAX2YQCBgEFHQsXAIScipaRjoAJlZGjnNLNFkuYVkAN1EuSFEkaClFPhx4LV0XIxMzCzQrSBwAI1lQlbX9AB8L7x8DEfhMREXl+FWtUCub293+Q+RkLiyUTQF5vD7Xb4uSyeOxnd6XCGQ-SWGDyWTgJ45OGlGoDdjNH55KRSBT8Hh8UHwZLwAAWsn4RPWNy2pmGeyCIUpWgAZNzQHTREo4aAALxi0C0+lEnG1NhNTjQhxcnTM4yswmiYmk8nwSnJMKFWRhMq4uVDUBoACeRwBgmEhuVGwMLJ2AqUeUQsNeaxNssGBMs4kkMjU0F1wqdhjVO0sRJJ8jJqT1oDCQdiofgxplePl5jTIdkYf4VptXrBkZd5jduXyimrHrLPpK2bNBPz0Az-Gms1kju8lf5QPdtYbXObpv9Cr2sFQfGBAjRsC4okw82afed0bZDM18cTFLO+pn6DyRcXy9XQyzE-xnGPc7PsiXK7XqGL1r+jaZm+2VaHNc9Ot-1HOESl9HNzXvU8FyfC9X2gLsZkgXsI37LdB0FAC7BA70wJbSdt2mR5REOQF+HPF8hg3fQB1jXdtSTQ8UyIxASLIijL2aa8-VvcwWLY+kOPg99S2oqNfww4dAPrWtQPHHjc1AfjSME2DKOaRCezEgcZMAnC3nkiCAz2ZcjnkUR+FkAAPAIjBiVBtPQuitQTHVkzCUzDnMyybLsyRUG4ozOE87yglXNR4BONBHIknBRACZYP1tdJDWSXSv0M1tgtULyLL+eRLRi9V0qwsdwKy7dK2LPJIozIqYz2OMGIPb19SqudasLTNyoI8TWR82z1H8kFUJ-YrgNk3Cet4n5j3kRAhhmAa-PXUaaKcxr6NcxjWtAL4kX0MI5oW5oluswb7OgQKKtAOblv4QahVwlUxp2HV+CMcBkwYabFLu87MH4e96vMd7PuTXpfsg1AEwB-gZnDZ6K3QsH0WTABmKHjOLWQAEdkLgFCkbQiTnL3NymLCUZ8cLWAjSxzg4oAa3pamCbpylNBe9aJLcqm8fZo1kjOTR8JmtnadZmrZAzaKIwMEnxsw-SfTFxSMUwPhqvmGWus578eaVp7VlFm9FLsgQOt1sM5e9LnkYklXTYU81LBlgJ4EtHGacJ-Xub6hr9lsfW1ddkzxEt6W6pFg2A+3GFSpjhnt1I5BYCZsS441Fz90R1Z9VT9Prt65n6ULjO1qzvny6SC1cNDgly9+ZACsznSJsA0CG6neGAgCHhYHgkHs-Jnb85TeL+8QQer2ThpeOWobVuJ16-2VyaDO7vNMCkW3y0V10O+wjemy3jxkHhnfouQAJ7YP+ObDsG-naC8wNa1lclmf2P28w7+z4tpfXeihv7+wHKOf+uI6hgAqhgcA2A8BEDIJQag9AmDo1foSTAyFFBWVjlnKyopxQPGQmfUu-AKqKDCg4SKmtkj5UtMkQskx8EDj5jOHAARkCogoQRJI+0DrUIilFehLdGGgGYXPSwHCuE8MoeAVhG0dw5zcuAI8uBZHQATBVYuM0KoPRfMIzWigFH+yrqkD6aM1GgB+mffRDCTGKN5hY8G1jIZ2IIpZaAkwQioDqqYyM5itauOSJjMhogWaWN-JpHBx5IphiceqPmVVuzIVrnErqUi9gpKQr2VJshEmByattCk+S2pbhifTABFT8lA1QPE3U+TClryknYJpc9aZcGQJIRYXifHYA7HrSRZjwG1kkXYkIWt4FKmGYE3+Shxlm3NJ07pZdCrTLUEw7x6wqibHQhyUIGzZBbJYdmKCEo6SWU4Z7PpvjBlhlFB4R+OIbrkKOYlUsaBkj5LvnsiSByPmfi+UpXJL8bpHJEkCkx4UCk6F2avSS0KHBzwhT8pFagdkKz+eqUcRyOlWXibDbxdzo5JS4MC7swLDjiHpLM1UvNCxSFpICgEXMxQim4Iy5llKnAHVAO4AFbyYUsvJd8mYmh6E0r6byg6-hASLGZSWIFWgAA8nKFU0kUDygRtx3AnGwKEMIAAVf4oA4rQEtKAT+BwuoYDQJAPuPAFD+DCKAAA1HtPlB0+CPEWIgcAhUlWsq0B62urqPU6q9XXX1Uh-WFR5TKvl-h9XIENSa5AEBZAAHcrU7xtTbC0Dqp7OpTO6z1Ubvg+qeLGgNIquahv1GWyNXqq1+trQms+XTkBMwdZC20+SRUnPwTdZhZJ-gJTpZCG6aBB4jTJRS8V+DIS0T2AnIN5LE0Vv0Hq7xY6b6KGbVGlZPSpC3IGXVSRm6t3+HXUQjl1Z12aEPQddw1ZtVbtuDe2did50aGpLWDtOraiQn9aARQzC70XNpdcr2zCSWZLMZCFNpwyX6gAKrQD+KiDwDhryQmqBI8lshEPfHOUcx578BDvMWV6gcM7gTotZvOxjf7n1etRaCljJp8M3GAwi0dXaJ3bLPu2PtXBKmDpBVwIdZiR27sE+B7ZJH9DTu-Y+sVG7lM+BXUHWEv62MGB3ZMPdCUDO3GPdWs9fihnbKvUmi0ZLIMPv0x+7dFpjD8DfeKjTdmvVfoYyBX9-7AKAfw+W24oHFOTEg5KK5HtYPEvPQhwJSHMAGsk2EDDWGtE4bUKAAAtPlq1WR7ndRxGFsYowtMuDIzCijkyqPCpo3yuj36IWPpY4kMzSIOM9mini7j3w+P6GG1nAT46ovgWgfPXMcCEHtGQV0NBdAaCYMsLZRAOATqTHpPImAP8lHFNziYmA+oNtbaQDt3RilzvbfpJt-u1sarrjYAdiSJVXvgXObdy7u2CIYA5W5ARfM3S1wMG6KNrHvh8wbGD-QDZIddeh0mMIBy4eBGCJgRHwOUc6nRzqbHyOKRhGhI-WupPbAHSh7cPm800D91EJaWudOGeWqRNTnwfNkNw+Q16jnLg+ZxVpPDQ4aAkhC5pCLjAkJ+cGD5m69HBhcHJEtFoEUAA+UAhCPVs9l-oPm+XFf6GV6AVXopNeEKK7rpHNOUcJGSLcE3ZuNda9ABEU3+g9cpGJ8AI3YGrIq7Vxb0AYBrc4+JwAUj907oPruI8e9AF7vm7LFcx-N679lpuk8o4AIRilTwHrP6fCF545arm3nOUcquj4X53we1X6HL+H3UYQVUiiN2nl3hC2+N+z8T9XNfA-F9AJr3vFeBco-V+3h3LhO-B6n2P5v4Qc9+9dy4F3+gc8GDwQIk033HgXcQDt3hC9H2ih1XFBKbpkg-aP393ipt9+bbuyf3MghDgACsnzwABxf+KJ3zAXc+Zb8rs0oj4ACwJx9IQQD79Zs99Zx4BAgD8X8oJ5wAdvddQ+ZUR0RMR5Ba5sCMQ4gvdXMkQ+ZCBoBCCFomcHdyDKDPZiCSCicW8Jd+BSBCA4cWC2CGDGDK9icWCABRdHAQ7gnguXFHAAOVEHEL90kPEN81EJcHgJPCQOf1+zqRPHnDE1-0hEvxMXT2rAURv2QLUNQJtiUL4BUMP2P1MIEB+XPx0P-3AH0PAIUT-UsJQIQLQJNBukni4C9hgNfyojYGSE-h1GaStUdS9ieAyDREwD8Msw-1EGmBnUeA9gPQ-QCIe0BAzCHleygL5VCNSDKB8CWQJFGBMACCs1K0UHCOskJSqLqjM0nkLCUACP0XU3C0YICJsK0JEJcGaK0SoWMLv0CI0mQE-2-2BW61uG6M8KLB+T6IMFi3dhuTgySwSWzEBEQNiykC6WpXEzWOsweQ5XKN7UOOqJNGm1gVaEQQ6BQW6CYAAHZMFgQZhLQAAvVmMYCYVJNcZ4eWEo7FHYCDF3M4ETFQPwz4qwJUAE+FQ2YE7xdPLtHtSo9dCTaYnwNElKGE3CIdcEt4qE9saOFeAwc5W9DlIkrqMTLkcrUkhApSNgR5V4yE3sSk+Y3JMcWk+E8wEEzXFLA6c5fJR5SYNgSbLkr1UTNEgdddDTZCPEszAcfJcUobfElkxCYiFSciNSTiByCMSofQG4MkxzDlZSdibU4SddGkw0+kkUmAJkiEj4vJFcViTUoSIYCTLueldUXkzo74SUslD01DBkmASbeUl2NsB0qEnot05ecsfUzoo00sR5aM8090y07Ea05Q20wAq1SM3sFM58HUhCaUqacUgcH0w9f00sQM0sb5UUyRMMl4vM9Q+aRaA43yJeXUpGcoTMiwgIRkikvMxQf6XyB6IwY2VWXsxA2AAc3Mgk-MmGe6YGT0mrek0QWc5kx04cxcuGBGTkr0hE6LDXQ9WMbBXsfskMy9flW6espTfwdcy84TUozgejBCbhGCQs+CPec4QJSLEYAWSWMcLTMku2R5CWQmbWTqG2K05dJRFYr2cCjmGOZ9dwGEZ9e8vuFo5YWdQQSAD8uCIYfrBrSCp7fWRYyEV83C-C9SWcRQchRC3sDE1zQBK2WWMi8cFwAjSrYjfk7k2aOY6iosrkFCjA7cjQx8T8tMslMcdCn4U01SSS2MtYAzdwNyeSrUxSt8dMqaAzfwGEcU2ocMzgTcqEkKCyAGTskaEk-Qb7QxYwKKR5MygxGFWhb8wbGy+khhRynKbyBxDM1c5Qw4DcochhdysbRE48vlN5AiKhOy1y+hYIiRJ8oyvMZshiv2QJadACsMViWwdZGABgZINgSGLTcsiKvk59MjAqzSCjAqsU59HTHJLSNgBgTSeQvldwFqzSJi-wYq+q-DAym4G6BTSjE-ZIQBNgX5b4HTBOCamAJ9LdTq4itgMzOVCbcCpAGYPwkxZa07Ji74asOa9AEofIj9UcI64oQagKiwyax5XQky45OuE2MKmax+AArmQ9IzdPAg3Aw9Na-dAw+atw3FIGueB634LpdOTOc5LyjlJuPy+uKc7gNOcVMCnC98jSgi5oaKUKioOE26ek6IYMOIdA96dIIm2IHISGxdcUmG4K+cxQXGg8nk8q0AIKy8glFohovWam0VUACm7IeQYFS9VUx0qJfqVivWSuAm5QzAemlkxQKqCyy6fcoElmo8zXchJqnBOWx8lhMG5s3w6eIePUpG8AeWrc-RZW4aVWuk5Qh8loDle6vMkIq+W2vi3kw9ayJ8PC+kI2meF7W8lhU6hwhKB29PB20Mq1SazKXqb22AX23uKeAOhyRKz+Ka5EJwxQdbYY4-PbaAEoUq9CXw-w3O2AoI07XNXeMKriojCwLO6RDRbhLRUY1O-bJdO2vsuKhyjlfRIRey4xV7ZUzuxA2Gmbd0hxIenVc5OyGwRAuGsRcDTmlu84uqfu+Kqur5ZgeMngq2xLI43UT7MKtWn4bW3sWergZSxauOSpdQhpRW9QOe9qz9fmrRHAuIAywjKrXiiRNLVNAA-UGAJmaAZALNN+XqT2AIYjQrCRKyH2yKJOgeeCPDAwQypshm6WnTUYcYSyX4hYJYOEHVdwcG7Bn4pCP4gh3CHVfwRUNQYSyEYh5sh0QhyEGh6cASzGmiqyt4IhuctUgsrGrsnh1huS50gSThoSlh74Rh+c9Ul0s0zS7hq+74Nh+GErYk4R6RvhsWtkvOZRl+xurRE6VAM6DslWqR3VbRqMmGYxiExecxqhkRywJy62pS+QmRtUlxsxm2ixnwVR9K3xtwKxr4n2JC7KumEiti0Cahn4cuehrR8GuJwJgwVR9qKOKWxxhJ5stJnWDR-Rvxn4f2k2zJyx8GopqiZJvwX+9LSmDDYB0B8wK0MMUQS3IrB667c0Eh8JomZ6nQHslwEdOBhOhB9KyamTH+v81dN6mOju24AcH6j+oDL+4jSZ3TUqGZ2Z7TdCQG46-qobZZ6rEeySGq+9f8GO+qnexqmpDkt0Nq7ejq457sHq2B+BkJwWdZoG+UnjTis2+au6--B64WO2F69CeOxO0Z+axs5gLp0JlCbpyJ21WKzWXsMIBgAABlKFAF6AxdAHRgxeNBKG8FyEuV2PGLOn3tKzKCAA


Metalinguistic Abstraction 4.2.1

with two expressions?

Exercise 4.24

Design and carry out some experiments to compare the speed of the original metacircular

evaluator with the version in this section. Use your results to estimate the fraction of time that

is spent in analysis versus execution for various functions.

4.2 Lazy Evaluation

Now that we have an evaluator expressed as a JavaScript program, we can experiment with

alternative choices in language design simply by modifying the evaluator. Indeed, new lan-

guages are often invented by �rst writing an evaluator that embeds the new language within

an existing high-level language. For example, if we wish to discuss some aspect of a proposed

modi�cation to JavaScript with another member of the JavaScript community, we can sup-

ply an evaluator that embodies the change. The recipient can then experiment with the new

evaluator and send back comments as further modi�cations. Not only does the high-level im-

plementation base make it easier to test and debug the evaluator; in addition, the embedding

enables the designer to snarf
25

features from the underlying language, just as our embedded

JavaScript evaluator uses primitives and control structure from the underlying JavaScript. Only

later (if ever) need the designer go to the trouble of building a complete implementation in a

low-level language or in hardware. In this section and the next we explore some variations on

JavaScript that provide signi�cant additional expressive power.

4.2.1 Normal Order and Applicative Order

In section 1.1, where we began our discussion of models of evaluation, we noted that JavaScript

is an applicative-order language, namely, that all the arguments to JavaScript functions are

evaluated when the function is applied. In contrast, normal-order languages delay evaluation

of function arguments until the actual argument values are needed. Delaying evaluation of

function arguments until the last possible moment (e.g., until they are required by a primitive

operation) is called lazy evaluation.
26

Consider the function

25
Snarf: “To grab, especially a large document or �le for the purpose of using it either with or without the

owner’s permission.” Snarf down: “To snarf, sometimes with the connotation of absorbing, processing, or under-

standing.” (These de�nitions were snarfed from Steele et al. 1983. See also Raymond 1993.)

26
The di�erence between the “lazy” terminology and the “normal-order” terminology is somewhat fuzzy.

Generally, “lazy” refers to the mechanisms of particular evaluators, while “normal-order” refers to the semantics

of languages, independent of any particular evaluation strategy. But this is not a hard-and-fast distinction, and

the two terminologies are often used interchangeably.
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Ifunction try_me(a, b) {

return a === 0 ? 1 : b;

}

Evaluating try_me(0, head(null)); generates an error in JavaScript. With lazy evaluation,

there would be no error. Evaluating the expression would return 1, because the argument

head(null) would never be evaluated.

An example that exploits lazy evaluation is the de�nition of a function unless

Ifunction unless(condition, usual_value, exceptional_value) {

return condition ? exceptional_value : usual_value;

}

that can be used in expressions such as

Iunless(xs === null,

head(xs),

display("error: xs should not be null"));

This won’t work in an applicative-order language because both the usual value and the ex-

ceptional value will be evaluated before unless is called (compare exercise 1.6). An advantage

of lazy evaluation is that some functions, such as unless, can do useful computation even if

evaluation of some of their arguments would produce errors or would not terminate.

If the body of a function is entered before an argument has been evaluated we say that the

function is non-strict in that argument. If the argument is evaluated before the body of the

function is entered we say that the function is strict in that argument.
27

In a purely applicative-order language, all functions are strict in each argument. In a purely

normal-order language, all compound functions are non-strict in each argument, and primitive

functions may be either strict or non-strict. There are also languages (see exercise 4.31) that

give programmers detailed control over the strictness of the functions they de�ne.

A striking example of a function that can usefully be made non-strict is pair (or, in general,

almost any constructor for data structures). One can do useful computation, combining ele-

ments to form data structures and operating on the resulting data structures, even if the values

of the elements are not known. It makes perfect sense, for instance, to compute the length of

a list without knowing the values of the individual elements in the list. We will exploit this

idea in section 4.2.3 to implement the streams of chapter 3 as lists formed of non-strict pairs

27
The “strict” versus “non-strict” terminology means essentially the same thing as “applicative-order” versus

“normal-order,” except that it refers to individual functions and arguments rather than to the language as a whole.

At a conference on programming languages you might hear someone say, “The normal-order language Hassle

has certain strict primitives. Other functions take their arguments by lazy evaluation.”
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Exercise 4.25

Suppose that (in ordinary applicative-order JavaScript) we de�ne unless as shown above and

then de�ne factorial in terms of unless as

Ifunction factorial(n) {

return unless(n === 1,

n * factorial(n - 1),

1);

}

What happens if we attempt to evaluate factorial(5);? Will our de�nitions work in a normal-

order language?

Exercise 4.26

Ben Bitdiddle and Alyssa P. Hacker disagree over the importance of lazy evaluation for im-

plementing things such as unless. Ben points out that it’s possible to implement unless in

applicative order as a new kind of expression, akin to conditional expressions. Alyssa coun-

ters that, if one did that, unless would be merely syntax, not a function that could be used

in conjunction with higher-order functions. Fill in the details on both sides of the argument.

Show how to de�ne the evaluation of unless as a new kind of expression (as we de�ned the

evaluation of conditional expressions in section 1.1.6), by introducing appropriate syntax func-

tions and installing an evaluation function in the evaluate function of section 4.1.1. Give an

example of a situation where it might be useful to have unless available as a function, rather

than as a new expression syntax.

4.2.2 An Interpreter with Lazy Evaluation

In this section we will implement a normal-order language that is the same as JavaScript except

that compound functions are non-strict in each argument. Primitive functions will still be

strict. It is not di�cult to modify the evaluator of section 4.1.1 so that the language it interprets

behaves this way. Almost all the required changes center around function application.

The basic idea is that, when applying a function, the interpreter must determine which

arguments are to be evaluated and which are to be delayed. The delayed arguments are not

evaluated; instead, they are transformed into objects called thunks.
28

28
The word thunk was invented by an informal working group that was discussing the implementation of

call-by-name in Algol 60. They observed that most of the analysis of (“thinking about”) the expression could be

done at compile time; thus, at run time, the expression would already have been “thunk” about (Ingerman et

al. 1960).
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The thunk must contain the information required to produce the value of the argument

when it is needed, as if it had been evaluated at the time of the application. Thus, the thunk

must contain the argument expression and the environment in which the function application

is being evaluated.

The process of evaluating the expression in a thunk is called forcing.
29

In general, a thunk will be forced only when its value is needed: when it is passed to a

primitive function that will use the value of the thunk; when it is the value of a predicate of a

conditional; and when it is the value of an operator that is about to be applied as a function

. One design choice we have available is whether or not to memoize thunks, similar to the

optimization for streams in section 3.5.1. With memoization, the �rst time a thunk is forced, it

stores the value that is computed. Subsequent forcings simply return the stored value without

repeating the computation. We’ll make our interpreter memoize, because this is more e�cient

for many applications. There are tricky considerations here, however.
30

Modifying the evaluator

The main di�erence between the lazy evaluator and the one in section 4.1 is in the handling

of function applications in evaluate and apply.

The is_application clause of evaluate becomes

I: is_application(stmt)

? apply(actual_value(function_expression(stmt), env),

args(stmt), env)

This is almost the same as the is_application clause of evaluate in section 4.1.1. For lazy

evaluation, however, we call apply with the operand expressions, rather than the arguments

produced by evaluating them. Since we will need the environment to construct thunks if the

arguments are to be delayed, we must pass this as well. We still evaluate the operator, because

apply needs the actual function to be applied in order to dispatch on its type (primitive versus

compound) and apply it.

Whenever we need the actual value of an expression, we use

29
This is analogous to the use of force on the delayed objects that were introduced in chapter 3 to represent

streams. The critical di�erence between what we are doing here and what we did in chapter 3 is that we are

building delaying and forcing into the evaluator, and thus making this uniform and automatic throughout the

language.

30
Lazy evaluation combined with memoization is sometimes referred to as call-by-need argument passing, in

contrast to call-by-name argument passing. (Call-by-name, introduced in Algol 60, is similar to non-memoized

lazy evaluation.) As language designers, we can build our evaluator to memoize, not to memoize, or leave this

an option for programmers (exercise 4.31). As you might expect from chapter 3, these choices raise issues that

become both subtle and confusing in the presence of assignments. (See exercises 4.27 and 4.29.) An excellent

article by Clinger (1982) attempts to clarify the multiple dimensions of confusion that arise here.
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Ifunction actual_value(exp, env) {

return force_it(evaluate(exp, env));

}

instead of just evaluate, so that if the expression’s value is a thunk, it will be forced.

Our new version of apply is also almost the same as the version in section 4.1.1. The di�er-

ence is that evaluate has passed in unevaluated operand expressions: For primitive functions

(which are strict), we evaluate all the arguments before applying the primitive; for compound

functions (which are non-strict) we delay all the arguments before applying the function.

Ifunction apply(fun, args, env) {

if (is_primitive_function(fun)) {

return apply_primitive_function(

fun, list_of_arg_values(args, env)); // changed

} else if (is_compound_function(fun)) {

const body = function_body(fun);

const symbols = function_parameters(fun);

const result = evaluate(

body,

extend_environment(symbols,

// following line changed

list_of_delayed_args(args, env),

function_environment(fun)));

return is_return_value(result)

? return_value_content(result)

: undefined;

} else {

error(fun, "Unknown function type -- apply");

}

}

The functions that process the arguments are just like list_of_values from section 4.1.1,

except that list_of_delayed_args delays the arguments instead of evaluating them, and

list_of_arg_values uses actual_value instead of evaluate:

function list_of_arg_values(exps, env) {

return no_args(exps)

? null

: pair(actual_value(first_arg(exps), env),

list_of_arg_values(rest_args(exps), env));

}

function list_of_delayed_args(exps, env) {

return no_args(exps)

? null

: pair(delay_it(first_arg(exps), env),

list_of_delayed_args(rest_args(exps), env));
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}

The other place we must change the evaluator is in the handling of conditional expres-

sions, where we must use actual_value instead of evaluate to get the value of the predicate

expression before testing whether it is true or false:

Ifunction eval_conditional_expression(expr, env) {

return is_true(actual_value(cond_expr_pred(expr),

env))

? evaluate(cond_expr_cons(expr), env)

: evaluate(cond_expr_alt(expr), env);

}

Finally, we must change the driver_loop function (section 4.1.4) to use actual_value instead

of evaluate, so that if a delayed value is propagated back to the read-evaluate-print loop, it

will be forced before being printed. We also change the prompts to indicate that this is the

lazy evaluator:

Iconst input_prompt = "L-evaluate input: ";

const output_prompt = "L-evaluate value: ";

function driver_loop(env) {

const input = user_read(input_prompt);

if (input === null) {

display("evaluator terminated");

} else {

const program = parse(input);

const locals = scan_out_declarations(program);

const unassigneds = list_of_unassigned(locals);

const program_env = extend_environment(locals, unassigneds, env);

const output = actual_value(program, program_env);

user_print(output_prompt, output);

driver_loop(program_env);

}

}

With these changes made, we can start the evaluator and test it. The successful evaluation

of the try_me expression discussed in section 4.2.1 indicates that the interpreter is performing

lazy evaluation:

Iconst the_global_environment = setup_environment();

driver_loop(the_global_environment);

L−eva lua te input :

function try_me(a, b) {

return a === 0 ? 1 : b;

}
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L−eva lua te value :
undef ined

L−eva lua te input :

try_me(0, head(null));

L−eva lua te value :
1

Representing thunks

Our evaluator must arrange to create thunks when functions are applied to arguments and to

force these thunks later. A thunk must package an expression together with the environment,

so that the argument can be produced later. To force the thunk, we simply extract the expression

and environment from the thunk and evaluate the expression in the environment. We use

actual_value rather than evaluate so that in case the value of the expression is itself a thunk,

we will force that, and so on, until we reach something that is not a thunk:

function force_it(obj) {

return is_thunk(obj)

? actual_value(thunk_exp(obj), thunk_env(obj))

: obj;

}

One easy way to package an expression with an environment is to make a list containing

the expression and the environment. Thus, we create a thunk as follows:

Ifunction delay_it(exp, env) {

return list("thunk", exp, env);

}

function is_thunk(obj) {

return is_tagged_list(obj, "thunk");

}

function thunk_exp(thunk) {

return head(tail(thunk));

}

function thunk_env(thunk) {

return head(tail(tail(thunk)));

}

Actually, what we want for our interpreter is not quite this, but rather thunks that have been

memoized. When a thunk is forced, we will turn it into an evaluated thunk by replacing the

stored expression with its value and changing the thunk tag so that it can be recognized as

already evaluated.
31

31
Notice that we also erase the env from the thunk once the expression’s value has been computed. This makes
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Ifunction is_evaluated_thunk(obj) {

return is_tagged_list(obj, "evaluated_thunk");

}

function thunk_value(evaluated_thunk) {

return head(tail(evaluated_thunk));

}

function force_it(obj) {

if (is_thunk(obj)) {

const result = actual_value(

thunk_exp(obj),

thunk_env(obj));

set_head(obj, "evaluated_thunk");

set_head(tail(obj), result); // replace exp with its value

set_tail(tail(obj), null); // forget unneeded env

return result;

} else if(is_evaluated_thunk(obj)) {

return thunk_value(obj);

} else {

return obj;

}

}

Notice that the same delay_it function works both with and without memoization.

Exercise 4.27

Suppose we type in the following de�nitions to the lazy evaluator:

Ilet count = 0;

function id(x) {

count = count + 1;

return x;

}

Give the missing values in the following sequence of interactions, and explain your answers.
32

Iconst w = id(id(10));

L−eva lua te input :

count;

no di�erence in the values returned by the interpreter. It does help save space, however, because removing the

reference from the thunk to the env once it is no longer needed allows this structure to be garbage-collected and its

space recycled, as we will discuss in section 5.3. Similarly, we could have allowed unneeded environments in the

memoized delayed objects of section 3.5.1 to be garbage-collected, by having memo do something like fun = null;
to discard the function fun (which includes the environment in which the lambda expression that makes up the

tail of the stream was evaluated) after storing its value.

32
This exercise demonstrates that the interaction between lazy evaluation and side e�ects can be very confusing.

This is just what you might expect from the discussion in chapter 3.
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Metalinguistic Abstraction 4.2.2

L−eva lua te value :

〈response〉

L−eva lua te input :

w;

L−eva lua te value :

〈response〉

L−eva lua te input :

count;

L−eva lua te value :

〈response〉

Exercise 4.28

The function evaluate uses actual_value rather than evaluate to evaluate the operator be-

fore passing it to apply, in order to force the value of the operator. Give an example that

demonstrates the need for this forcing.

Exercise 4.29

Exhibit a program that you would expect to run much more slowly without memoization than

with memoization. Also, consider the following interaction, where the id function is de�ned

as in exercise 4.27 and count starts at 0:

Ifunction square(x) {

return x * x;

}

L−eva lua te input :

square(id(10));

L−eva lua te value :

〈response〉
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Metalinguistic Abstraction 4.2.2

L−eva lua te input :

count;

L−eva lua te value :

〈response〉
Give the responses both when the evaluator memoizes and when it does not.

Exercise 4.30

Cy D. Fect, a reformed C programmer, is worried that some side e�ects may never take place,

because the lazy evaluator doesn’t force the expressions in a sequence. Since the value of an

expression in a sequence other than the last one is not used (the expression is there only for its

e�ect, such as assigning to a variable or printing), there can be no subsequent use of this value

(e.g., as an argument to a primitive function) that will cause it to be forced. Cy thus thinks

that when evaluating sequences, we must force all expressions in the sequence except the �nal

one. He proposes to modify evaluate_sequence from section 4.1.1 to use actual_value rather

than evaluate:

function eval_sequence(stmts, env) {

if (is_empty_sequence(stmts)) {

return undefined;

} else if (is_last_statement(stmts)) {

return evaluate(first_statement(stmts),env);

} else {

const first_stmt_value =

actual_value(first_statement(stmts),env);

if (is_return_value(first_stmt_value)) {

return first_stmt_value;

} else {

return eval_sequence(

rest_statements(stmts),env);

}

}

}

a. Ben Bitdiddle thinks Cy is wrong. He shows Cy the for_each function described in

exercise 2.23, which gives an important example of a sequence with side e�ects:

Ifunction for_each(fun, items) {

if (is_null(items)){

return undefined;

} else {

fun(head(items));

for_each(fun, tail(items));

}
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}

He claims that the evaluator in the text (with the original eval_sequence) handles this

correctly:

L−eva lua te input :

for_each(x => display( x),

list(57, 321, 88));

57
321
88
L−eva lua te value :
undef ined
Explain why Ben is right about the behavior of for_each.

b. Cy agrees that Ben is right about the for_each example, but says that that’s not the kind

of program he was thinking about when he proposed his change to eval_sequence. He

de�nes the following two functions in the lazy evaluator:

Ifunction f1(x) {

x = pair(x, list(2));

return x;

}

function f2(x) {

function f(e) {

e;

return x;

}

function set_x(y) {

x = y;

}

return f(set_x(pair(x, list(2))));

}

What are the values of f1(1) and f2(1) with the original eval_sequence? What would

the values be with Cy’s proposed change to eval_sequence?

c. Cy also points out that changing eval_sequence as he proposes does not a�ect the

behavior of the example in part a. Explain why this is true.

d. How do you think sequences ought to be treated in the lazy evaluator? Do you like Cy’s

approach, the approach in the text, or some other approach?
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Exercise 4.31

The approach taken in this section is somewhat unpleasant, because it makes an incompatible

change to JavaScript. It might be nicer to implement lazy evaluation as an upward-compatible
extension, that is, so that ordinary JavaScript programs will work as before. We can do this by

introducing optional parameter declaration as a new syntactic form inside function declara-

tions to let the user control whether or not arguments are to be delayed. While we’re at it, we

may as well also give the user the choice between delaying with and without memoization.

For example, the declaration

function f(a, b, c, d) {

parameters("strict", "lazy", "strict", "lazy_memo");

. . .
}

would de�ne f to be a function of four arguments, where the �rst and third arguments are

evaluated when the function is called, the second argument is delayed, and the fourth argument

is both delayed and memoized. You can assume that the parameter declaration is always the

�rst statement in the body of a function declaration, and if it is omitted, all parameters are strict.

Thus, ordinary function declaration will produce the same behavior as ordinary JavaScript,

while adding the "lazy_memo" declaration to each parameter of every compound function will

produce the behavior of the lazy evaluator de�ned in this section. Design and implement the

changes required to produce such an extension to JavaScript. The parse function will treat

parameter declarations as function applications, so you need to modify apply to dispatch to

your implementation of the new syntactic form. You must also arrange for evaluate or apply

to determine when arguments are to be delayed, and to force or delay arguments accordingly,

and you must arrange for forcing to memoize or not, as appropriate.

4.2.3 Streams as Lazy Lists

In section 3.5.1, we showed how to implement streams as delayed lists. We used a lambda

expression to construct a “promise” to compute the tail of a stream, without actually ful�lling

that promise until later. We were forced to create streams as a new kind of data object similar

but not identical to lists, and this required us to reimplement many ordinary list operations

(map, append, and so on) for use with streams.

With lazy evaluation, streams and lists can be identical, so there is no need for separate list

and stream operations. All we need to do is to arrange matters so that pair is non-strict. One

way to accomplish this is to extend the lazy evaluator to allow for non-strict primitives, and

to implement pair as one of these. An easier way is to recall (section 2.1.3) that there is no

fundamental need to implement pair as a primitive at all. Instead, we can represent pairs as

436 Generated 2020-08-18 16:40:02Z



Metalinguistic Abstraction 4.2.3

functions:
33

Ifunction pair(x, y) {

return m => m(x, y);

}

function head(z) {

return z( (p, q) => p );

}

function tail(z) {

return z( (p, q) => q );

}

In terms of these basic operations, the standard de�nitions of the list operations will work

with in�nite lists (streams) as well as �nite ones, and the stream operations can be implemented

as list operations. Here are some examples:

Ifunction list_ref(items, n) {

return n === 0

? head(items)

: list_ref(tail(items), n - 1);

}

function map(fun, items) {

return is_null(items)

? null

: pair(fun(head(items)),

map(fun, tail(items)));

}

function scale_list(items, factor) {

return map(x => x * factor, items);

}

function add_lists(list1, list2) {

return is_null(list1)

? list2

: is_null(list2)

? list1

: pair(head(list1) + head(list2),

add_lists(tail(list1),

tail(list2)));

}

const ones = pair(1, ones);

const integers = pair(1, add_lists(ones, integers));

list_ref(integers, 17);

L−eva lua te input :

33
This is the functional representation described in exercise 2.4. Essentially any functional representation

(e.g., a message-passing implementation) would do as well. Notice that we can install these de�nitions in the

lazy evaluator simply by typing them at the driver loop. If we had originally included pair, head, and tail as

primitives in the global environment, they will be rede�ned. (Also see exercises 4.33 and 4.34.)

437 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4variant=lazy&&prgrm=GYVwdgxgLglg9mABABwIYwE4AoAeAaRATwEpEBvASAChFbEMBTKEDJAW0QF4A+RN3AiQDcVAL5VQkWAkQALBqgAmWAF6kydRDTqNmrRCqyIsyAgEdSPFImIjxk6PCRR0AG1XrttXSySHjpogWXLxmNnZUVPJKWC4w7miYWACMBInYAMwEAEzEebZAA
http://source-academy.github.io/playground#chap=4variant=lazy&&prgrm=GYVwdgxgLglg9mABABwIYwE4AoAeAaRATwEpEBvASAChFbEMBTKEDJAW0QF4A+RN3AiQDcVAL5VQkWAkQALBqgAmWAF6kydRDTqNmrRCqyIsyAgEdSPFImIjxk6PCRR0AG1XrttXSySHjpogWXLxmNnYS4I4yrjAAzlAA+ozAWDBQDGxxBGDq1Jo++kicJYgADF6amgD8cgrK6ZlxxJVVtABciLEJyQypLjDujVnEOYgAtIgAjLZikVJOfKjIWJIEw83kFHSVhUjxiWAgrkMZI61ttUcnF1WdaJir4FjySmlnzaO3bVVsy09gAgDU5NYhgiIOaRIOIQVCuBiJbpQd5NAjAVDQOAYTwFJi+JYrHAhRBEgBUiHRmIw6w+s3sUShiCUikR8SgcSwSKmBCRACYcTo8foDtd3FyWj8al02bzvnROiLjmKZaQdpKqrUuXLNPd0NhXspxYgANR1N58r7qq1MxQspEc4GctkzPDa63qx0W8FzCAIBKIBAMOJcFB6rDcgNgIOzX1gf0wMAZADmDAwwc4oceEeZrISHMD2UQCeTqc+IioSN6qWLDBTaYIUwA7LYgA


Metalinguistic Abstraction 4.2.3

l i s t _ r e f ( i n t e g e r s , 1 7 ) ;
L−eva lua te value :
18

Note that these lazy lists are even lazier than the streams of chapter 3: The head of the list,

as well as the tail, is delayed.
34

In fact, even accessing the head or tail of a lazy pair need not

force the value of a list element. The value will be forced only when it is really needed—e.g.,

for use as the argument of a primitive, or to be printed as an answer.

Lazy pairs also help with the problem that arose with streams in section 3.5.4, where we

found that formulating stream models of systems with loops may require us to sprinkle our

programs with additional delayed lambda expressions, beyond the ones required to construct

a stream pair. With lazy evaluation, all arguments to functions are delayed uniformly. For

instance, we can implement functions to integrate lists and solve di�erential equations as we

originally intended in section 3.5.4:

Ifunction integral(integrand, initial_value, dt) {

const int =

pair(initial_value,

add_lists(scale_list(integrand, dt),

int));

return int;

}

function solve(f, y0, dt) {

const y = integral(dy, y0, dt);

const dy = map(f, y);

return y;

}

list_ref(solve(x => x, 1, 0.001), 1000);

L−eva lua te input :
l i s t _ r e f ( s o l v e ( x => x , 1 , 0 . 0 0 1 ) , 1 0 0 0 ) ;
L−eva lua te value :
2 . 716924

Exercise 4.32

Give some examples that illustrate the di�erence between the streams of chapter 3 and the

“lazier” lazy lists described in this section. How can you take advantage of this extra laziness?

34
This permits us to create delayed versions of more general kinds of list structures, not just sequences. Hughes

1990 discusses some applications of “lazy trees.”
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Exercise 4.33

Ben Bitdiddle tests the lazy list implementation given above by evaluating the expression

head(list("a", "b", "c"));

To his surprise, this produces an error. After some thought, he realizes that the “lists” obtained

from the primitive list function are di�erent from the lists manipulated by the new de�nitions

of pair, head, and tail. Modify the evaluator such that applications of the primitive list

function typed at the driver loop will produce true lazy lists.

Exercise 4.34

Modify the driver loop for the evaluator so that lazy pairs and lists will print in some reason-

able way. (What are you going to do about in�nite lists?) You may also need to modify the

representation of lazy pairs so that the evaluator can identify them in order to print them.

4.3 Nondeterministic Computing

In this section, we extend the JavaScript evaluator to support a programming paradigm called

nondeterministic computing by building into the evaluator a facility to support automatic search.

This is a much more profound change to the language than the introduction of lazy evaluation

in section 4.2.

Nondeterministic computing, like stream processing, is useful for “generate and test” appli-

cations. Consider the task of starting with two lists of positive integers and �nding a pair of

integers—one from the �rst list and one from the second list—whose sum is prime. We saw

how to handle this with �nite sequence operations in section 2.2.3 and with in�nite streams in

section 3.5.3. Our approach was to generate the sequence of all possible pairs and �lter these to

select the pairs whose sum is prime. Whether we actually generate the entire sequence of pairs

�rst as in chapter 2, or interleave the generating and �ltering as in chapter 3, is immaterial to

the essential image of how the computation is organized.

The nondeterministic approach evokes a di�erent image. Imagine simply that we choose (in

some way) a number from the �rst list and a number from the second list and require (using

some mechanism) that their sum be prime. This is expressed by following function:

Ifunction prime_sum_pair(list1, list2) {

const a = an_element_of(list1);

const b = an_element_of(list2);

require(is_prime(a + b));

return list(a, b);
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}

It might seem as if this function merely restates the problem, rather than specifying a way

to solve it. Nevertheless, this is a legitimate nondeterministic program.
35

The key idea here is that expressions in a nondeterministic language can have more than

one possible value. For instance, an_element_of might return any element of the given list.

Our nondeterministic program evaluator will work by automatically choosing a possible value

and keeping track of the choice. If a subsequent requirement is not met, the evaluator will

try a di�erent choice, and it will keep trying new choices until the evaluation succeeds, or

until we run out of choices. Just as the lazy evaluator freed the programmer from the details

of how values are delayed and forced, the nondeterministic program evaluator will free the

programmer from the details of how choices are made.

It is instructive to contrast the di�erent images of time evoked by nondeterministic evalua-

tion and stream processing. Stream processing uses lazy evaluation to decouple the time when

the stream of possible answers is assembled from the time when the actual stream elements

are produced. The evaluator supports the illusion that all the possible answers are laid out

before us in a timeless sequence. With nondeterministic evaluation, an expression represents

the exploration of a set of possible worlds, each determined by a set of choices. Some of the

possible worlds lead to dead ends, while others have useful values. The nondeterministic pro-

gram evaluator supports the illusion that time branches, and that our programs have di�erent

possible execution histories. When we reach a dead end, we can revisit a previous choice point

and proceed along a di�erent branch.

The nondeterministic program evaluator implemented below is called the amb evaluator

because it is based on a special “function” called amb. We can type the above de�nition of

prime_sum_pair at the amb evaluator driver loop (along with de�nitions of is_prime, is_prime,

an_element_of, and require) and run the function as follows:

amb−eva lua te input :

Iprime_sum_pair(list(1, 3, 5, 8), list(20, 35, 110));

s t a r t i n g a new problem
amb−eva lua te value :
[ 3 , [ 2 0 , nu l l ] ]

The value returned was obtained after the evaluator repeatedly chose elements from each

35
We assume that we have previously de�ned a function is_prime that tests whether numbers are prime. Even

with is_prime de�ned, the prime_sum_pair function may look suspiciously like the unhelpful “pseudo-JavaScript”

attempt to de�ne the square-root function, which we described at the beginning of section 1.1.7. In fact, a square-

root function along those lines can actually be formulated as a nondeterministic program. By incorporating a

search mechanism into the evaluator, we are eroding the distinction between purely declarative descriptions and

imperative speci�cations of how to compute answers. We’ll go even farther in this direction in section 4.4.
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of the lists, until a successful choice was made.

Section 4.3.1 introduces amb and explains how it supports nondeterminism through the

evaluator’s automatic search mechanism. Section 4.3.2 presents examples of nondeterminis-

tic programs, and section 4.3.3 gives the details of how to implement the amb evaluator by

modifying the ordinary JavaScript evaluator.

4.3.1 Search and amb

To extend JavaScript to support nondeterminism, we introduce a new syntactic form called amb.
36

The expression amb(e1, e2, . . . , en) returns the value of one of the n expressions ei “ambigu-

ously.” For example, the expression

Ilist(amb(1, 2, 3), amb("a", "b"));

can have six possible values:

list(1, "a") list(1, "b") list(2, "a")

list(2, "b") list(3, "a") list(3, "b")

An amb expression with a single choice produces an ordinary (single) value.

An amb expression with no choices—the expression amb()—is an expression with no accept-

able values. Operationally, we can think of amb() as an expression that when evaluated causes

the computation to “fail”: The computation aborts and no value is produced. Using this idea,

we can express the requirement that a particular predicate expression p must be true as follows:

Ifunction require(p) {

return ! p ? amb() : "Satisfied require";

}

With amb and require, we can implement the an_element_of function used above:

Ifunction an_element_of(items) {

require(! is_null(items));

return amb(head(items), an_element_of(tail(items)));

}

An application of an_element_of fails if the list is empty. Otherwise it ambiguously returns

either the �rst element of the list or an element chosen from the rest of the list.

We can also express in�nite ranges of choices. The following function potentially returns

any integer greater than or equal to some given n:

Ifunction an_integer_starting_from(n) {

36
The idea of amb for nondeterministic programming was �rst described in 1961 by John McCarthy (see Mc-

Carthy 1967).
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return amb(n, an_integer_starting_from(n + 1));

}

This is like the stream function integers_starting_from described in section 3.5.2, but with

an important di�erence: The stream function returns an object that represents the sequence

of all integers beginning with n, whereas the amb function returns a single integer.
37

Abstractly, we can imagine that evaluating an amb expression causes time to split into

branches, where the computation continues on each branch with one of the possible val-

ues of the expression. We say that amb represents a nondeterministic choice point. If we had a

machine with a su�cient number of processors that could be dynamically allocated, we could

implement the search in a straightforward way. Execution would proceed as in a sequential

machine, until an amb expression is encountered. At this point, more processors would be

allocated and initialized to continue all of the parallel executions implied by the choice. Each

processor would proceed sequentially as if it were the only choice, until it either terminates

by encountering a failure, or it further subdivides, or it �nishes.
38

On the other hand, if we have a machine that can execute only one process (or a few concur-

rent processes), we must consider the alternatives sequentially. One could imagine modifying

an evaluator to pick at random a branch to follow whenever it encounters a choice point.

Random choice, however, can easily lead to failing values. We might try running the evaluator

over and over, making random choices and hoping to �nd a non-failing value, but it is better

to systematically search all possible execution paths. The amb evaluator that we will develop

and work with in this section implements a systematic search as follows: When the evaluator

encounters an application of amb, it initially selects the �rst alternative. This selection may

itself lead to a further choice. The evaluator will always initially choose the �rst alternative at

each choice point. If a choice results in a failure, then the evaluator automagically
39 backtracks

to the most recent choice point and tries the next alternative. If it runs out of alternatives at

any choice point, the evaluator will back up to the previous choice point and resume from

there. This process leads to a search strategy known as depth-�rst search or chronological
backtracking.

40

37
In actuality, the distinction between nondeterministically returning a single choice and returning all choices

depends somewhat on our point of view. From the perspective of the code that uses the value, the nondeterministic

choice returns a single value. From the perspective of the programmer designing the code, the nondeterministic

choice potentially returns all possible values, and the computation branches so that each value is investigated

separately.

38
One might object that this is a hopelessly ine�cient mechanism. It might require millions of processors

to solve some easily stated problem this way, and most of the time most of those processors would be idle.

This objection should be taken in the context of history. Memory used to be considered just such an expensive

commodity. In 1964 a megabyte of RAM cost about $400,000. Now every personal computer has many megabytes

of RAM, and most of the time most of that RAM is unused. It is hard to underestimate the cost of mass-produced

electronics.

39
Automagically: “Automatically, but in a way which, for some reason (typically because it is too complicated,

or too ugly, or perhaps even too trivial), the speaker doesn’t feel like explaining.” (Steele 1983, Raymond 1993)

40
The integration of automatic search strategies into programming languages has had a long and checkered
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Driver loop

The driver loop for the amb evaluator has some unusual properties. It reads an expression and

prints the value of the �rst non-failing execution, as in the prime_sum_pair example shown

above. If we want to see the value of the next successful execution, we can ask the interpreter

to backtrack and attempt to generate a second non-failing execution. This is signaled by

typing try_again. If any other input except try_again is given, the interpreter will start a new

problem, discarding the unexplored alternatives in the previous problem. Here is a sample

interaction:

amb−eva lua te input :

Iprime_sum_pair(list(1, 3, 5, 8), list(20, 35, 110));

S t a r t i n g a new problem
amb−eva lua te value :
[ 3 , [ 2 0 , nu l l ] ]

amb−eva lua te input :

Itry_again

amb−eva lua te value :
[ 3 , [ 110 , nu l l ] ]

amb−eva lua te input :

Itry_again

amb−eva lua te value :
[ 8 , [ 3 5 , nu l l ] ]

amb−eva lua te input :

Itry_again

history. The �rst suggestions that nondeterministic algorithms might be elegantly encoded in a programming

language with search and automatic backtracking came from Robert Floyd (1967). Carl Hewitt (1969) invented a

programming language called Planner that explicitly supported automatic chronological backtracking, providing

for a built-in depth-�rst search strategy. Sussman, Winograd, and Charniak (1971) implemented a subset of this

language, called MicroPlanner, which was used to support work in problem solving and robot planning. Similar

ideas, arising from logic and theorem proving, led to the genesis in Edinburgh and Marseille of the elegant language

Prolog (which we will discuss in section 4.4). After su�cient frustration with automatic search, McDermott and

Sussman (1972) developed a language called Conniver, which included mechanisms for placing the search strategy

under programmer control. This proved unwieldy, however, and Sussman and Stallman (1975) found a more

tractable approach while investigating methods of symbolic analysis for electrical circuits. They developed a

non-chronological backtracking scheme that was based on tracing out the logical dependencies connecting facts,

a technique that has come to be known as dependency-directed backtracking. Although their method was complex,

it produced reasonably e�cient programs because it did little redundant search. Doyle 1979 and McAllester

(McAllester 1978, McAllester 1980) generalized and clari�ed the methods of Stallman and Sussman, developing

a new paradigm for formulating search that is now called truth maintenance. Modern problem-solving systems

all use some form of truth-maintenance system as a substrate. See Forbus and deKleer 1993 for a discussion of

elegant ways to build truth-maintenance systems and applications using truth maintenance. Zabih, McAllester,

and Chapman 1987 describes a nondeterministic extension to Scheme that is based on amb; it is similar to the

interpreter described in this section, but more sophisticated, because it uses dependency-directed backtracking

rather than chronological backtracking. Winston 1992 gives an introduction to both kinds of backtracking.
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There are no more va lues o f
prime_sum_pair ( [ 1 , [ 3 , [ 5 , [ 8 , nu l l ] ] ] ] , [ 2 0 , [ 3 5 , [ 110 , nu l l ] ] ] )

amb−eva lua te input :

Iprime_sum_pair(list(19, 27, 30), list(11, 36, 58));

S t a r t i n g a new problem
amb−eva lua te value :
[ 3 0 , [ 1 1 , nu l l ] ]

Exercise 4.35

Write a function an_integer_between that returns an integer between two given bounds.

This can be used to implement a function that �nds Pythagorean triples, i.e., triples of integers

(i, j,k) between the given bounds such that i ≤ j and i2 + j2 = k2
, as follows:

Ifunction a_pythogorean_triple_between(low, high) {

const i = an_integer_between(low, high);

const j = an_integer_between(i, high);

const k = an_integer_between(j, high);

require(i * i + j * j === k * k);

return list(i, j, k);

}

Exercise 4.36

Exercise 3.69 discussed how to generate the stream of all Pythagorean triples, with no upper

bound on the size of the integers to be searched. Explain why simply replacing an_integer_between

by an_integer_starting_from in the function in exercise 4.35 is not an adequate way to gen-

erate arbitrary Pythagorean triples. Write a function that actually will accomplish this. (That is,

write a function for which repeatedly typing try_again would in principle eventually generate

all Pythagorean triples.)

Exercise 4.37

Ben Bitdiddle claims that the following method for generating Pythagorean triples is more

e�cient than the one in exercise 4.35. Is he correct? (Hint: Consider the number of possibilities

that must be explored.)

Ifunction a_pythagorean_triple_between(low, high) {

const i = an_integer_between(low, high);

const hsq = high * high;
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const j = an_integer_between(i, high);

const ksq = i * i + j * j;

require(hsq >= ksq);

const k = math_sqrt(ksq);

require(is_integer(k));

list(i, j, k);

}

4.3.2 Examples of Nondeterministic Programs

Section 4.3.3 describes the implementation of the amb evaluator. First, however, we give some

examples of how it can be used. The advantage of nondeterministic programming is that we

can suppress the details of how search is carried out, thereby expressing our programs at a

higher level of abstraction.

Logic Puzzles

The following puzzle (taken from Dinesman 1968) is typical of a large class of simple logic

puzzles:

Baker, Cooper, Fletcher, Miller, and Smith live on di�erent �oors of an apartment

house that contains only �ve �oors. Baker does not live on the top �oor. Cooper

does not live on the bottom �oor. Fletcher does not live on either the top or the

bottom �oor. Miller lives on a higher �oor than does Cooper. Smith does not live on

a �oor adjacent to Fletcher’s. Fletcher does not live on a �oor adjacent to Cooper’s.

Where does everyone live?

We can determine who lives on each �oor in a straightforward way by enumerating all the

possibilities and imposing the given restrictions:
41

Ifunction multiple_dwelling() {

const baker = amb(1, 2, 3, 4, 5);

41
Our program uses the following function to determine if the elements of a list are distinct:

Idistinct(list(1, 2, 4, 4,5));

Ifunction distinct(items) {
return is_null(items)

? true
: is_null(tail(items))

? true
: is_null(member(head(items), tail(items)))

? distinct(tail(items))
: false;

}
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const cooper = amb(1, 2, 3, 4, 5);

const fletcher = amb(1, 2, 3, 4, 5);

const miller = amb(1, 2, 3, 4, 5);

const smith = amb(1, 2, 3, 4, 5);

require(distinct(list(baker, cooper, fletcher, miller, smith)));

require(! (baker === 5));

require(! (cooper === 1));

require(! (fletcher === 5));

require(! (fletcher === 1));

require(miller > cooper);

require(! (math_abs(smith - fletcher) === 1));

require(! (math_abs(fletcher - cooper) === 1));

return list(list("baker", baker),

list("cooper", cooper),

list("fletcher", fletcher),

list("miller", miller),

list("smith", smith));

}

Evaluating the expression multiple_dwelling() produces the result

list(list("baker", 3), list("cooper", 2), list("fletcher", 4),

list("miller", 5), list("smith", 1))

Although this simple function works, it is very slow. Exercises 4.39 and 4.40 discuss some

possible improvements.

Exercise 4.38

Modify the multiple-dwelling function to omit the requirement that Smith and Fletcher do

not live on adjacent �oors. How many solutions are there to this modi�ed puzzle?

Exercise 4.39

Does the order of the restrictions in the multiple-dwelling function a�ect the answer? Does

it a�ect the time to �nd an answer? If you think it matters, demonstrate a faster program

obtained from the given one by reordering the restrictions. If you think it does not matter,

argue your case.

Exercise 4.40

In the multiple dwelling problem, how many sets of assignments are there of people to �oors,

both before and after the requirement that �oor assignments be distinct? It is very ine�cient

to generate all possible assignments of people to �oors and then leave it to backtracking to
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eliminate them. For example, most of the restrictions depend on only one or two of the person-

�oor names, and can thus be imposed before �oors have been selected for all the people. Write

and demonstrate a much more e�cient nondeterministic function that solves this problem

based upon generating only those possibilities that are not already ruled out by previous

restrictions.

Exercise 4.41

Write an ordinary JavaScript program to solve the multiple dwelling puzzle.

Exercise 4.42

Solve the following “Liars” puzzle (from Phillips 1934):

Five schoolgirls sat for an examination. Their parents—so they thought—showed

an undue degree of interest in the result. They therefore agreed that, in writing

home about the examination, each girl should make one true statement and one

untrue one. The following are the relevant passages from their letters:

– Betty: “Kitty was second in the examination. I was only third.”

– Ethel: “You’ll be glad to hear that I was on top. Joan was second.”

– Joan: “I was third, and poor old Ethel was bottom.”

– Kitty: “I came out second. Mary was only fourth.”

– Mary: “I was fourth. Top place was taken by Betty.”

What in fact was the order in which the �ve girls were placed?

Exercise 4.43

Use the amb evaluator to solve the following puzzle:
42

Mary Ann Moore’s father has a yacht and so has each of his four friends: Colonel

Downing, Mr. Hall, Sir Barnacle Hood, and Dr. Parker. Each of the �ve also has one

daughter and each has named his yacht after a daughter of one of the others. Sir

Barnacle’s yacht is the Gabrielle, Mr. Moore owns the Lorna; Mr. Hall the Rosalind.

The Melissa, owned by Colonel Downing, is named after Sir Barnacle’s daughter.

Gabrielle’s father owns the yacht that is named after Dr. Parker’s daughter. Who

is Lorna’s father?

42
This is taken from a booklet called “Problematical Recreations,” published in the 1960s by Litton Industries,

where it is attributed to the Kansas State Engineer.
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Try to write the program so that it runs e�ciently (see exercise 4.40). Also determine how

many solutions there are if we are not told that Mary Ann’s last name is Moore.

Exercise 4.44

Exercise 2.42 described the “eight-queens puzzle” of placing queens on a chessboard so that

no two attack each other. Write a nondeterministic program to solve this puzzle.

Parsing natural language

Programs designed to accept natural language as input usually start by attempting to parse
the input, that is, to match the input against some grammatical structure. For example, we

might try to recognize simple sentences consisting of an article followed by a noun followed

by a verb, such as “The cat eats.” To accomplish such an analysis, we must be able to identify

the parts of speech of individual words. We could start with some lists that classify various

words:
43

Iconst nouns = list("noun", "student", "professor", "cat", "class");

const verbs = list("verb", "studies", "lectures", "eats", "sleeps");

const articles = list("article", "the", "a");

We also need a grammar, that is, a set of rules describing how grammatical elements are

composed from simpler elements. A very simple grammar might stipulate that a sentence

always consists of two pieces—a noun phrase followed by a verb—and that a noun phrase

consists of an article followed by a noun. With this grammar, the sentence “The cat eats” is

parsed as follows:

list("sentence",

list("noun-phrase",

list("article", "the"),

list("noun", "cat"),

list("verb", "eats"))

We can generate such a parse with a simple program that has separate functions for each of

the grammatical rules. To parse a sentence, we identify its two constituent pieces and return

a list of these two elements, tagged with the symbol sentence:

Ifunction parse_sentence() {

return list("sentence",

parse_noun_phrase(),

43
Here we use the convention that the �rst element of each list designates the part of speech for the rest of

the words in the list.
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parse_word(verbs));

}

A noun phrase, similarly, is parsed by �nding an article followed by a noun:

Ifunction parse_noun_phrase() {

return list("noun-phrase",

parse_word(articles),

parse_word(nouns));

}

At the lowest level, parsing boils down to repeatedly checking that the next unparsed word is

a member of the list of words for the required part of speech. To implement this, we maintain

a global variable unparsed, which is the input that has not yet been parsed. Each time we

check a word, we require that unparsed, must be non-empty and that it should begin with a

word from the designated list. If so, we remove that word from unparsed, and return the word

together with its part of speech (which is found at the head of the list):
44

Ifunction parse_word(word_list) {

require(! is_null(unparsed));

require(member(head(unparsed), tail(word_list)) !== null);

const found_word = head(unparsed);

unparsed = tail(unparsed);

return list(head(word_list), found_word);

}

To start the parsing, all we need to do is set unparsed, to be the entire input, try to parse a

sentence, and check that nothing is left over:

Ilet unparsed = null;

Ifunction parse_input(input) {

unparsed = input;

const sent = parse_sentence();

require(is_null(unparsed));

return sent;

}

We can now try the parser and verify that it works for our simple test sentence:

amb−eva lua te input :

Iparse_input(list("the", "cat", "eats"));

S t a r t i n g a new problem
amb−eva lua te value :
l i s t ( " s en t enc e " ,

44
Notice that parse_word, uses assignment to modify the unparsed input list. For this to work, our amb evaluator

must undo the e�ects of assignment operations when it backtracks.
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l i s t ( " noun−phrase " ,
l i s t ( " a r t i c l e " , " the " ) ,
l i s t ( " noun " , " ca t " ) ) ,

l i s t ( " verb " , " e a t s " ) )

The amb evaluator is useful here because it is convenient to express the parsing constraints

with the aid of require. Automatic search and backtracking really pay o�, however, when we

consider more complex grammars where there are choices for how the units can be decom-

posed.

Let’s add to our grammar a list of prepositions:

Iconst prepositions = list("prep", "for", "to", "in", "by", "with");

and de�ne a prepositional phrase (e.g., “for the cat”) to be a preposition followed by a noun

phrase:

Ifunction parse_prepositional_phrase() {

return list("prep-phrase",

parse_word(prepositions),

parse_noun_phrase());

}

Now we can de�ne a sentence to be a noun phrase followed by a verb phrase, where a verb

phrase can be either a verb or a verb phrase extended by a prepositional phrase:
45

Ifunction parse_sentence() {

return list("sentence",

parse_noun_phrase(),

parse_verb_phrase());

}

function parse_verb_phrase() {

function maybe_extend(verb_phrase) {

return amb(verb_phrase,

maybe_extend(list("verb-phrase",

verb_phrase,

parse_prepositional_phrase())));

}

return maybe_extend(parse_word(verbs));

}

While we’re at it, we can also elaborate the de�nition of noun phrases to permit such things

as “a cat in the class.” What we used to call a noun phrase, we’ll now call a simple noun phrase,

and a noun phrase will now be either a simple noun phrase or a noun phrase extended by a

prepositional phrase:

45
Observe that this de�nition is recursive—a verb may be followed by any number of prepositional phrases.
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Ifunction parse_simple_noun_phrase() {

return list("simple-noun-phrase",

parse_word(articles),

parse_word(nouns));

}

function parse_noun_phrase() {

function maybe_extend(noun_phrase) {

return amb(noun_phrase,

maybe_extend(list("noun-phrase",

noun_phrase,

parse_prepositional_phrase())));

}

return maybe_extend(parse_simple_noun_phrase());

}

Our new grammar lets us parse more complex sentences. For example

Iparse_input(list("the", "student", "with", "the", "cat",

"sleeps", "in", "the", "class"));

produces

list("sentence",

list("noun-phrase",

list("simple-noun-phrase",

list("article", "the"), list("noun", "student")),

list("prep-phrase", list("prep", "with"),

list("simple-noun-phrase",

list("article", "the"),

list("noun", "cat")))),

list("verb-phrase",

list("verb", "sleeps"),

list("prep-phrase", list("prep", "in"),

list("simple-noun-phrase",

list("article", "the"),

list("noun", "class")))))

Observe that a given input may have more than one legal parse. In the sentence “The pro-

fessor lectures to the student with the cat,” it may be that the professor is lecturing with the

cat, or that the student has the cat. Our nondeterministic program �nds both possibilities:

Iparse_input(list("the", "professor", "lectures",

"to", "the", "student", "with", "the", "cat"));

produces

list("sentence",

list("simple-noun-phrase",

list("article", "the"), list("noun", "professor")),
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list("verb-phrase",

list("verb-phrase",

list("verb", "lectures"),

list("prep-phrase", list("prep", "to"),

list("simple-noun-phrase",

list("article", "the"),

list("noun", "student")))),

list("prep-phrase", list("prep", "with"),

list("simple-noun-phrase",

list("article", "the"),

list("noun", "cat")))))

Asking the evaluator to try again yields

list("sentence",

list("simple-noun-phrase", list("article", "the"),

list("noun", "professor")),

list("verb-phrase",

list("verb", "lectures"),

list("prep-phrase", list("prep", "to"),

list("noun-phrase",

list("simple-noun-phrase",

list("article", "the"),

list("noun", "student")),

list("prep-phrase", list("prep", "with"),

list("simple-noun-phrase",

list("article", "the"),

list("noun", "cat")))))))

Exercise 4.45

With the grammar given above, the following sentence can be parsed in �ve di�erent ways:

“The professor lectures to the student in the class with the cat.” Give the �ve parses and explain

the di�erences in shades of meaning among them.

Exercise 4.46

The evaluators in sections 4.1 and 4.2 do not determine what order operands are evaluated in.

We will see that the amb evaluator evaluates them from left to right. Explain why our parsing

program wouldn’t work if the operands were evaluated in some other order.
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Exercise 4.47

Louis Reasoner suggests that, since a verb phrase is either a verb or a verb phrase followed

by a prepositional phrase, it would be much more straightforward to de�ne the function

parse_verb_phrase as follows (and similarly for noun phrases):

function parse_verb_phrase() {

return amb(parse_word(verbs),

list("verb-phrase",

parse_verb_phrase(),

parse_prepositional_phrase()));

}

Does this work? Does the program’s behavior change if we interchange the order of expressions

in the amb?

Exercise 4.48

Extend the grammar given above to handle more complex sentences. For example, you could

extend noun phrases and verb phrases to include adjectives and adverbs, or you could handle

compound sentences.
46

Exercise 4.49

Alyssa P. Hacker is more interested in generating interesting sentences than in parsing them.

She reasons that by simply changing the function parse_word so that it ignores the “input

sentence” and instead always succeeds and generates an appropriate word, we can use the

programs we had built for parsing to do generation instead. Implement Alyssa’s idea, and show

the �rst half-dozen or so sentences generated.
47

46
This kind of grammar can become arbitrarily complex, but it is only a toy as far as real language understand-

ing is concerned. Real natural-language understanding by computer requires an elaborate mixture of syntactic

analysis and interpretation of meaning. On the other hand, even toy parsers can be useful in supporting �exible

command languages for programs such as information-retrieval systems. Winston 1992 discusses computational

approaches to real language understanding and also the applications of simple grammars to command languages.

47
Although Alyssa’s idea works just �ne (and is surprisingly simple), the sentences that it generates are a bit

boring—they don’t sample the possible sentences of this language in a very interesting way. In fact, the grammar

is highly recursive in many places, and Alyssa’s technique “falls into” one of these recursions and gets stuck. See

exercise 4.50 for a way to deal with this.
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4.3.3 Implementing the amb Evaluator

The evaluation of an ordinary JavaScript expression may return a value, may never terminate,

or may signal an error. In nondeterministic JavaScript the evaluation of an expression may

in addition result in the discovery of a dead end, in which case evaluation must backtrack to

a previous choice point. The interpretation of nondeterministic JavaScript is complicated by

this extra case.

We will construct the amb evaluator for nondeterministic JavaScript by modifying the ana-

lyzing evaluator of section 4.1.7.
48

As in the analyzing evaluator, evaluation of an expression

is accomplished by calling an execution function produced by analysis of that expression.

The di�erence between the interpretation of ordinary JavaScript and the interpretation of

nondeterministic JavaScript will be entirely in the execution functions.

Execution functions and continuations

Recall that the execution functions for the ordinary evaluator take one argument: the envi-

ronment of execution. In contrast, the execution functions in the amb evaluator take three

arguments: the environment, and two functions called continuation functions. The evaluation

of an expression will �nish by calling one of these two continuations: If the evaluation results

in a value, the success continuation is called with that value; if the evaluation results in the

discovery of a dead end, the failure continuation is called. Constructing and calling appro-

priate continuations is the mechanism by which the nondeterministic evaluator implements

backtracking.

It is the job of the success continuation to receive a value and proceed with the computation.

Along with that value, the success continuation is passed another failure continuation, which

is to be called subsequently if the use of that value leads to a dead end.

It is the job of the failure continuation to try another branch of the nondeterministic process.

The essence of the nondeterministic language is in the fact that expressions may represent

choices among alternatives. The evaluation of such an expression must proceed with one of the

indicated alternative choices, even though it is not known in advance which choices will lead

to acceptable results. To deal with this, the evaluator picks one of the alternatives and passes

this value to the success continuation. Together with this value, the evaluator constructs and

passes along a failure continuation that can be called later to choose a di�erent alternative.

A failure is triggered during evaluation (that is, a failure continuation is called) when a

user program explicitly rejects the current line of attack (for example, a call to require may

48
We chose to implement the lazy evaluator in section 4.2 as a modi�cation of the ordinary metacircular

evaluator of section 4.1.1. In contrast, we will base the amb evaluator on the analyzing evaluator of section 4.1.7,

because the execution functions in that evaluator provide a convenient framework for implementing backtracking.
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result in execution of amb(), an expression that always fails—see section 4.3.1). The failure

continuation in hand at that point will cause the most recent choice point to choose another

alternative. If there are no more alternatives to be considered at that choice point, a failure at

an earlier choice point is triggered, and so on. Failure continuations are also invoked by the

driver loop in response to a try_again request, to �nd another value of the expression.

In addition, if a side-e�ect operation (such as assignment to a variable) occurs on a branch

of the process resulting from a choice, it may be necessary, when the process �nds a dead

end, to undo the side e�ect before making a new choice. This is accomplished by having the

side-e�ect operation produce a failure continuation that undoes the side e�ect and propagates

the failure.

In summary, failure continuations are constructed by

– amb expressions—to provide a mechanism to make alternative choices if the current

choice made by the amb expression leads to a dead end;

– the top-level driver—to provide a mechanism to report failure when the choices are

exhausted;

– assignments—to intercept failures and undo assignments during backtracking.

Failures are initiated only when a dead end is encountered. This occurs

– if the user program executes amb();

– if the user types try_again at the top-level driver.

Failure continuations are also called during processing of a failure:

– When the failure continuation created by an assignment �nishes undoing a side e�ect,

it calls the failure continuation it intercepted, in order to propagate the failure back to

the choice point that led to this assignment or to the top level.

– When the failure continuation for an amb runs out of choices, it calls the failure contin-

uation that was originally given to the amb, in order to propagate the failure back to the

previous choice point or to the top level.

Structure of the evaluator

The syntax- and data-representation functions for the amb evaluator, and also the basic analyze

function, are identical to those in the evaluator of section 4.1.7, except for the fact that we need

additional syntax functions to recognize the amb syntactic form:

Ifunction is_amb(stmt) {

return is_tagged_list(stmt, "application") &&

is_name(function_expression(stmt)) &&

symbol_of_name(function_expression(stmt)) === "amb";
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}

function amb_choices(stmt) {

return args(stmt);

}

The symbol amb here is no longer a name with proper scoping. Whenever the symbol amb

appears as the function expression of an application, the evaluator treats the application as a

nondeterministic choice point.
49

We must also add to the dispatch in analyze a clause that will recognize such expressions

and generate an appropriate execution function:

I: is_amb(stmt)

? analyze_amb(stmt)

The top-level function ambeval (similar to the version of evaluate given in section 4.1.7)

analyzes the given expression and applies the resulting execution function to the given envi-

ronment, together with two given continuations:

Ifunction ambeval(exp, env, succeed, fail) {

return analyze(exp)(env, succeed, fail);

}

A success continuation is a function of two arguments: the value just obtained and another

failure continuation to be used if that value leads to a subsequent failure. A failure continuation

is a function of no arguments. So the general form of an execution function is

(env, succeed, fail) => {

// succeed is (value, fail) => . . .
// fail is () => . . .

}

For example, executing

ambeval(exp,

the_global_environment,

(value, fail) => value,

() => "failed");

will attempt to evaluate the given expression and will return either the expression’s value (if

the evaluation succeeds) or the string "failed" (if the evaluation fails). The call to ambeval

in the driver loop shown below uses much more complicated continuation functions, which

continue the loop and support the try_again request.

Most of the complexity of the amb evaluator results from the mechanics of passing the

continuations around as the execution functions call each other. In going through the following

49
To avoid confusion, we shall refrain from declaring amb as a name in our nondeterministic programs.
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code, you should compare each of the execution functions with the corresponding function

for the ordinary evaluator given in section 4.1.7.

Simple expressions

The execution functions for the simplest kinds of expressions are essentially the same as those

for the ordinary evaluator, except for the need to manage the continuations. The execution

functions simply succeed with the value of the expression, passing along the failure continua-

tion that was passed to them.

Ifunction analyze_self_evaluating(stmt) {

return (env, succeed, fail) => succeed(stmt, fail);

}

Ifunction analyze_name(stmt) {

return (env, succeed, fail) =>

succeed(lookup_symbol_value(symbol_of_name(stmt), env),

fail);

}

Ifunction analyze_lambda_expression(stmt) {

const parameters = lambda_parameters(stmt);

const body = lambda_body(stmt);

const bfun = analyze(body);

return (env, succeed, fail) =>

succeed(make_function(parameters, bfun, env),

fail);

}

Notice that looking up a name always “succeeds.” If lookup_name_value fails to �nd the

name, it signals an error, as usual. Such a “failure” indicates a program bug—a reference to

an unbound name; it is not an indication that we should try another nondeterministic choice

instead of the one that is currently being tried.

Conditionals and sequences

Conditionals are also handled in a similar way as in the ordinary evaluator. The execution func-

tion generated by analyze_conditional_expression invokes the predicate execution function

pfun with a success continuation that checks whether the predicate value is true and goes on

to execute either the consequent or the alternative. If the execution of pfun fails, the original

failure continuation for the conditional expression is called.

Ifunction analyze_conditional_expression(stmt) {

const pfun = analyze(cond_expr_pred(stmt));
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Metalinguistic Abstraction 4.3.3

const cfun = analyze(cond_expr_cons(stmt));

const afun = analyze(cond_expr_alt(stmt));

return (env, succeed, fail) =>

pfun(env,

// success continuation for evaluating

// the predicate to obtain pred_value

(pred_value, fail2) =>

is_true(pred_value)

? cfun(env, succeed, fail2)

: afun(env, succeed, fail2),

// failure continuation for evaluating

// the predicate

fail);

}

Sequences are also handled in the same way as in the previous evaluator, except for the

machinations in the subfunction sequentially that are required for passing the continuations.

Namely, to sequentially execute a and then b, we call a with a success continuation that calls

b.

Ifunction analyze_sequence(stmts) {

function sequentially(a, b) {

return (env, succeed, fail) =>

a(env,

(a_value, fail2) =>

is_return_value(a_value)

? succeed(a_value, fail2)

: b(env, succeed, fail2),

fail);

}

function loop(first_fun, rest_funs) {

return is_null(rest_funs)

? first_fun

: loop(sequentially(first_fun,

head(rest_funs)),

tail(rest_funs));

}

const funs = map(analyze, stmts);

return is_null(funs)

? env => undefined

: loop(head(funs), tail(funs));

}
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Declarations and assignments

Declarations are another case where we must go to some trouble to manage the continuations,

because it is necessary to evaluate the declaration-value expression before actually declaring

the new name. To accomplish this, the declaration-value execution function vfun is called with

the environment, a success continuation, and the failure continuation. If the execution of vfun

succeeds, obtaining a value val for the declared name, the name is declared and the success is

propagated:

Ifunction analyze_variable_declaration(stmt) {

const symbol = variable_declaration_symbol(stmt);

const vfun = analyze(variable_declaration_value(stmt));

return (env, succeed, fail) =>

vfun(env,

(val, fail2) => {

assign_symbol_value(symbol, val, env);

return succeed(undefined, fail2);

},

fail);

}

function analyze_constant_declaration(stmt) {

const symbol =

constant_declaration_symbol(stmt);

const vfun = analyze(constant_declaration_value(stmt));

return (env, succeed, fail) =>

vfun(env,

(val, fail2) => {

assign_symbol_value(symbol, val, env);

return succeed(undefined, fail2);

},

fail);

}

Assignments are more interesting. This is the �rst place where we really use the continu-

ations, rather than just passing them around. The execution function for assignments starts

out like the one for declarations. It �rst attempts to obtain the new value to be assigned to the

name. If this evaluation of vfun fails, the assignment fails.

If vfun succeeds, however, and we go on to make the assignment, we must consider the

possibility that this branch of the computation might later fail, which will require us to back-

track out of the assignment. Thus, we must arrange to undo the assignment as part of the

backtracking process.
50

This is accomplished by giving vfun a success continuation (marked with the comment “*1*”

50
We didn’t worry about undoing declarations, since we assume that names are not used prior to the evaluation

of their declaration, see exercise 4.16. declarations are scanned out (section 4.1.6).
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below) that saves the old value of the variable before assigning the new value to the variable

and proceeding from the assignment. The failure continuation that is passed along with the

value of the assignment (marked with the comment “*2*” below) restores the old value of

the variable before continuing the failure. That is, a successful assignment provides a failure

continuation that will intercept a subsequent failure; whatever failure would otherwise have

called fail2 calls this function instead, to undo the assignment before actually calling fail2.

Ifunction analyze_assignment(stmt) {

const symbol = assignment_symbol(stmt);

const vfun = analyze(assignment_value(stmt));

return (env, succeed, fail) =>

vfun(env,

(val, fail2) => { // *1*

const old_value = lookup_symbol_value(symbol, env);

assign_symbol_value(symbol, val, env);

return succeed(val,

() => { // *2*

assign_symbol_value(symbol,

old_value,

env);

return fail2();

});

},

fail);

}

Return statements and blocks

Analyzing return statements is straightforward. The execution function applies the execution

function that results from analyzing the return expression to a success continuation that calls

the original success continuation with the return value wrapped in a return value object.

Ifunction analyze_return_statement(stmt) {

const rfun = analyze(return_expression(stmt));

return (env, succeed, fail) =>

rfun(env,

(val, fail2) => succeed(make_return_value(val), fail2),

fail);

}

The execution function for blocks calls the body’s execution function on an extended environ-

ment, without changing success or failure continuations.

Ifunction analyze_block(stmt) {

const body = block_body(stmt);

const locals = scan_out_declarations(body);
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Metalinguistic Abstraction 4.3.3

const unassigneds = list_of_unassigned(locals);

const bfun = analyze(body);

return (env, succeed, fail) =>

bfun(extend_environment(locals, unassigneds, env),

succeed, fail);

}

Function applications

The execution function function for applications contains no new ideas except for the technical

complexity of managing the continuations. This complexity arises in analyze_application,

due to the need to keep track of the success and failure continuations as we evaluate the

operands. We use a function get_args to evaluate the list of operands, rather than a simple

map as in the ordinary evaluator.

Ifunction analyze_application(stmt) {

const ffun = analyze(function_expression(stmt));

const afuns = map(analyze, args(stmt));

return (env, succeed, fail) =>

ffun(env,

(fun, fail2) =>

get_args(afuns,

env,

(args, fail3) =>

execute_application(fun,

args, succeed, fail3),

fail2),

fail);

}

In get_args, notice how tailing down the list of afun, execution functions and pairing

up the resulting list of args is accomplished by calling each afun in the list with a success

continuation that recursively calls get_args. Each of these recursive calls to get_args has a

success continuation whose value is the pair of the newly obtained argument onto the list of

accumulated arguments:

Ifunction get_args(afuns, env, succeed, fail) {

return is_null(afuns)

? succeed(null, fail)

: head(afuns)(env,

// success continuation for this afun

(arg, fail2) =>

get_args(tail(afuns),

env,

// success continuation for

// recursive call to get_args
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Metalinguistic Abstraction 4.3.3

(args, fail3) =>

succeed(pair(arg, args),

fail3),

fail2),

fail);

}

The actual function application, which is performed by execute_application, is accom-

plished in the same way as for the ordinary evaluator, except for the need to manage the

continuations.

Ifunction execute_application(fun, args, succeed, fail) {

return is_primitive_function(fun)

? succeed(apply_primitive_function(fun, args),

fail)

: is_compound_function(fun)

? function_body(fun)(

extend_environment(

function_parameters(fun),

args,

function_environment(fun)),

(body_result, fail2) =>

succeed(is_return_value(body_result)

? return_value_content(body_result)

: undefined,

fail2),

fail)

: error(fun, "unknown function type -- " +

"execute_application");

}

Evaluating amb expressions

The amb syntactic form is the key element in the nondeterministic language. Here we see the

essence of the interpretation process and the reason for keeping track of the continuations.

The execution function for amb de�nes a loop try_next that cycles through the execution

functions for all the possible values of the amb expression. Each execution function is called

with a failure continuation that will try the next one. When there are no more alternatives to

try, the entire amb expression fails.

Ifunction analyze_amb(exp) {

const cfuns = map(analyze, amb_choices(exp));

return (env, succeed, fail) => {

function try_next(choices) {

return is_null(choices)

? fail()
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: head(choices)(env,

succeed,

() => try_next(tail(choices)));

}

return try_next(cfuns);

};

}

Driver loop

The driver loop for the amb evaluator is complex, due to the mechanism that permits the user to

try again in evaluating an expression. The driver uses a function called internal_loop, which

takes as argument a function try_again. The intent is that calling try_again should go on to

the next untried alternative in the nondeterministic evaluation. The function internal_loop

either calls try_again in response to the user typing try_again at the driver loop, or else starts

a new evaluation by calling ambeval.

The failure continuation for this call to ambeval informs the user that there are no more

values and re-invokes the driver loop.

The success continuation for the call to ambeval is more subtle. We print the obtained value

and then invoke the internal loop again with a try_again function that will be able to try the

next alternative. This next_alternative function is the second argument that was passed to

the success continuation. Ordinarily, we think of this second argument as a failure continuation

to be used if the current evaluation branch later fails. In this case, however, we have completed

a successful evaluation, so we can invoke the “failure” alternative branch in order to search

for additional successful evaluations.

Iconst input_prompt = "amb-evaluate input:";

const output_prompt = "amb-evaluate value:";

function driver_loop() {

function internal_loop(try_again) {

const input = user_read(input_prompt);

if (input === "try_again") {

try_again();

} else {

display("Starting a new problem");

ambeval(parse(input),

the_global_environment,

// ambeval success

(val, next_alternative) => {

user_print(output_prompt, val);

return internal_loop(next_alternative);

},
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// ambeval failure

() => {

display("There are no more values of");

display(input);

return driver_loop();

});

}

}

return internal_loop(

() => {

display("There is no current problem");

return driver_loop();

});

}

The initial call to internal_loop uses a try_again function that complains that there is no

current problem and restarts the driver loop. This is the behavior that will happen if the user

types try_again when there is no evaluation in progress.

Exercise 4.50

Implement a new syntactic form ramb that is like amb except that it searches alternatives in a

random order, rather than from left to right. Show how this can help with Alyssa’s problem

in exercise 4.49.

Exercise 4.51

Implement assignment such that is not undone upon failure. For example, we can choose two

distinct elements from a list and count the number of trials required to make a successful

choice as follows:

let count = 0;

let x = an_element_of("a", "b", "c");

let y = an_element_of("a", "b", "c");

count = count + 1;

require(! x === y);

list(x, y, count);

S t a r t i n g a new problem
amb−eva lua te value :
[ " a " , [ " b " , [ 2 , nu l l ] ] ]

amb−eva lua te input :

try_again
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amb−eva lua te value :
[ " a " , [ " c " , [ 3 , nu l l ] ] ]

What values would have been displayed if we had used the original meaning of assignment

rather than permanent assignment?

Exercise 4.52

We shall horribly abuse the syntax for conditional statements, by implementing a construct

of the following form:

if (evaluation_succeeds_take) { statement } else { alternative }

The construct permits the user to catch the failure of a statement. It evaluates the statement
as usual and returns as usual if the evaluation succeeds. If the evaluation fails, however, the

alternative is evaluated, as in the following example:

amb−eva lua te input :

if (evaluation_succeeds_take) {

const x = an_element_of(list(1, 3, 5));

require(is_even(x));

} else {

"all odd";

}

S t a r t i n g a new problem
amb−eva lua te value :
" a l l odd "

amb−eva lua te input :

if (evaluation_succeeds_take) {

const x = an_element_of(list(1, 3, 5, 8));

require(is_even(x));

x;

} else {

"all odd";

}

S t a r t i n g a new problem
amb−eva lua te value :
8
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Exercise 4.53

With the new kind of assignment as described in exercise 4.51 and the construct

if (evaluation_succeeds_take) { . . . } else { . . . }

as in exercise 4.52, what will be the result of evaluating

let pairs = null;

if (evaluation_succeeds_take) {

const p = prime_sum_pair(list(1, 3, 5, 8), list(20, 35, 110));

pairs = pair(p, pairs); // using permanent assignment

amb();

} else {

pairs;

}

Exercise 4.54

If we had not realized that require could be implemented as an ordinary function that uses

amb, to be de�ned by the user as part of a nondeterministic program, we would have had to

implement it as a syntactic form. This would require syntax functions

function is_require(stmt) {

return is_tagged_list(stmt, "require");

}

function require_predicate(stmt) {

return head(tail(stmt));

}

and a new clause in the dispatch in analyze

: is_require(stmt)

? analyze_require(stmt)

as well the function analyze_require that handles require expressions. Complete the follow-

ing de�nition of analyze_require.

function analyze_require(stmt) {

const pfun = analyze(require_predicate(stmt));

return (env, succeed, fail) =>

pfun(env,

(pred_value, fail2) =>

〈??〉

? 〈??〉

: succeed("ok", fail2),

fail);

}
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4.4 Logic Programming

In chapter 1 we stressed that computer science deals with imperative (how to) knowledge,

whereas mathematics deals with declarative (what is) knowledge. Indeed, programming lan-

guages require that the programmer express knowledge in a form that indicates the step-by-

step methods for solving particular problems. On the other hand, high-level languages provide,

as part of the language implementation, a substantial amount of methodological knowledge

that frees the user from concern with numerous details of how a speci�ed computation will

progress.

Most programming languages, including JavaScript, are organized around computing the

values of mathematical functions. Expression-oriented languages (such as Lisp, Fortran, Algol

and JavaScript) capitalize on the “pun” that an expression that describes the value of a function

may also be interpreted as a means of computing that value. Because of this, most programming

languages are strongly biased toward unidirectional computations (computations with well-

de�ned inputs and outputs). There are, however, radically di�erent programming languages

that relax this bias. We saw one such example in section 3.3.5, where the objects of computation

were arithmetic constraints. In a constraint system the direction and the order of computation

are not so well speci�ed; in carrying out a computation the system must therefore provide more

detailed “how to” knowledge than would be the case with an ordinary arithmetic computation.

This does not mean, however, that the user is released altogether from the responsibility of

providing imperative knowledge. There are many constraint networks that implement the

same set of constraints, and the user must choose from the set of mathematically equivalent

networks a suitable network to specify a particular computation.

The nondeterministic program evaluator of section 4.3 also moves away from the view that

programming is about constructing algorithms for computing unidirectional functions. In a

nondeterministic language, expressions can have more than one value, and, as a result, the

computation is dealing with relations rather than with single-valued functions. Logic program-

ming extends this idea by combining a relational vision of programming with a powerful kind

of symbolic pattern matching called uni�cation.
51

51
Logic programming has grown out of a long history of research in automatic theorem proving. Early theorem-

proving programs could accomplish very little, because they exhaustively searched the space of possible proofs.

The major breakthrough that made such a search plausible was the discovery in the early 1960s of the uni�cation
algorithm and the resolution principle (Robinson 1965). Resolution was used, for example, by Green and Raphael

(1968) (see also Green 1969) as the basis for a deductive question-answering system. During most of this period,

researchers concentrated on algorithms that are guaranteed to �nd a proof if one exists. Such algorithms were

di�cult to control and to direct toward a proof. Hewitt (1969) recognized the possibility of merging the control

structure of a programming language with the operations of a logic-manipulation system, leading to the work in

automatic search mentioned in section 4.3.1 (footnote 40). At the same time that this was being done, Colmerauer,

in Marseille, was developing rule-based systems for manipulating natural language (see Colmerauer et al. 1973). He

invented a programming language called Prolog for representing those rules. Kowalski (1973; 1979) in Edinburgh,

recognized that execution of a Prolog program could be interpreted as proving theorems (using a proof technique
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This approach, when it works, can be a very powerful way to write programs. Part of the

power comes from the fact that a single “what is” fact can be used to solve a number of di�erent

problems that would have di�erent “how to” components. As an example, consider the append

operation, which takes two lists as arguments and combines their elements to form a single

list. In a procedural language such as JavaScript, we could de�ne append in terms of the basic

list constructor pair, as we did in section 2.2.1:

Ifunction append(x, y) {

return is_null(x)

? y

: pair(head(x), append(tail(x), y));

}

This function can be regarded as a translation into JavaScript of the following two rules, the

�rst of which covers the case where the �rst list is empty and the second of which handles

the case of a nonempty list, which is a pair of two parts:

– For any list y, the empty list and y append to form y.

– For any u, v, y, and z, pair(u, v) and y append to form pair(u, z) if v and y append to

form z.
52

Using the append function, we can answer questions such as

Find the append of list("a", "b") and list("c", "d").

But the same two rules are also su�cient for answering the following sorts of questions,

which the function can’t answer:

Find a list y that appends with list("a", "b") to produce list("a", "b", "c", "d").

Find all x and y that append to form list("a", "b", "c", "d").

In a logic programming language, the programmer writes an append “function” by stating

the two rules about append given above. “How to” knowledge is provided automatically by the

interpreter to allow this single pair of rules to be used to answer all three types of questions

about append.
53

called linear Horn-clause resolution). The merging of the last two strands led to the logic-programming movement.

Thus, in assigning credit for the development of logic programming, the French can point to Prolog’s genesis at

the University of Marseille, while the British can highlight the work at the University of Edinburgh. According

to people at MIT, logic programming was developed by these groups in an attempt to �gure out what Hewitt

was talking about in his brilliant but impenetrable Ph.D. thesis. For a history of logic programming, see Robinson

1983.

52
To see the correspondence between the rules and the function, let x in the function (where x is nonempty)

correspond to pair(u, v) in the rule. Then z in the rule corresponds to the append of tail(x) and y.

53
This certainly does not relieve the user of the entire problem of how to compute the answer. There are many

di�erent mathematically equivalent sets of rules for formulating the append relation, only some of which can be

turned into e�ective devices for computing in any direction. In addition, sometimes “what is” information gives

no clue “how to” compute an answer. For example, consider the problem of computing the y such that y2 = x .
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Contemporary logic programming languages (including the one we implement here) have

substantial de�ciencies, in that their general “how to” methods can lead them into spurious

in�nite loops or other undesirable behavior. Logic programming is an active �eld of research

in computer science.
54

Earlier in this chapter we explored the technology of implementing interpreters and de-

scribed the elements that are essential to an interpreter for a JavaScript-like language (indeed,

to an interpreter for any conventional language). Now we will apply these ideas to discuss

an interpreter for a logic programming language. We call this language the query language,
because it is very useful for retrieving information from data bases by formulating queries, or

questions, expressed in the language. Even though the query language is very di�erent from

JavaScript, we will �nd it convenient to describe the language in terms of the same general

framework we have been using all along: as a collection of primitive elements, together with

means of combination that enable us to combine simple elements to create more complex ele-

ments and means of abstraction that enable us to regard complex elements as single conceptual

units. An interpreter for a logic programming language is considerably more complex than an

interpreter for a language like JavaScript Nevertheless, we will see that our query-language

interpreter contains many of the same elements found in the interpreter of section 4.1. In

particular, there will be an “eval” part that classi�es expressions according to type and an

“apply” part that implements the language’s abstraction mechanism (functions in the case of

JavaScript, and rules in the case of logic programming). Also, a central role is played in the

implementation by a frame data structure, which determines the correspondence between

symbols and their associated values. One additional interesting aspect of our query-language

implementation is that we make substantial use of streams, which were introduced in chapter 3.

4.4.1 Deductive Information Retrieval

Logic programming excels in providing interfaces to data bases for information retrieval. The

query language we shall implement in this chapter is designed to be used in this way.

In order to illustrate what the query system does, we will show how it can be used to manage

the data base of personnel records for Microshaft, a thriving high-technology company in the

54
Interest in logic programming peaked during the early 80s when the Japanese government began an ambitious

project aimed at building superfast computers optimized to run logic programming languages. The speed of such

computers was to be measured in LIPS (Logical Inferences Per Second) rather than the usual FLOPS (FLoating-

point Operations Per Second). Although the project succeeded in developing hardware and software as originally

planned, the international computer industry moved in a di�erent direction. See Feigenbaum and Shrobe 1993

for an overview evaluation of the Japanese project. The logic programming community has also moved on to

consider relational programming based on techniques other than simple pattern matching, such as the ability to

deal with numerical constraints such as the ones illustrated in the constraint-propagation system of section 3.3.5.
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Boston area. The language provides pattern-directed access to personnel information and can

also take advantage of general rules in order to make logical deductions.

A sample data base

The personnel data base for Microshaft contains assertions about company personnel. Here is

the information about Ben Bitdiddle, the resident computer wizard:

Iaddress(list("Bitdiddle", "Ben"), list("Slumerville", "Ridge Road", 10))

job(list("Bitdiddle", "Ben"), list("computer", "wizard"))

salary(list("Bitdiddle", "Ben"), 60000)

Assertions look like function applications in JavaScript, but they represent information in the

data base. The �rst symbols—here address, job and salary—describe the kind of information
contained in the respective assertion, and the arguments are lists or primitive values such as

strings and numbers. The �rst symbols do not need to be declared, as do constants or variables

in JavaScript; their scope is global.

As resident wizard, Ben is in charge of the company’s computer division, and he supervises

two programmers and one technician. Here is the information about them:

Iaddress(list("Hacker", "Alyssa", "P"),

list("Cambridge", "Mass Ave", 78))

job(list("Hacker", "Alyssa", "P"), list("computer", "programmer"))

salary(list("Hacker", "Alyssa", "P"), 40000)

supervisor(list("Hacker", "Alyssa", "P"), list("Bitdiddle", "Ben"))

address(list("Fect", "Cy", "D"), list("Cambridge", "Ames Street", 3))

job(list("Fect", "Cy", "D"), list("computer", "programmer"))

salary(list("Fect", "Cy", "D"), 35000)

supervisor(list("Fect", "Cy", "D"), list("Bitdiddle", "Ben"))

address(list("Tweakit", "Lem", "E"),

list("Boston", "Bay State Road", 22))

job(list("Tweakit", "Lem", "E"), list("computer", "technician"))

salary(list("Tweakit", "Lem", "E"), 25000)

supervisor(list("Tweakit", "Lem", "E"), list("Bitdiddle", "Ben"))

There is also a programmer trainee, who is supervised by Alyssa:

Iaddress(list("Reasoner", "Louis"),

list("Slumerville", "Pine Tree Road", 80))

job(list("Reasoner", "Louis"),

list("computer", "programmer", "trainee"))

salary(list("Reasoner", "Louis"), 30000)

supervisor(list("Reasoner", "Louis"),

list("Hacker", "Alyssa", "P"))
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Metalinguistic Abstraction 4.4.1

All of these people are in the computer division, as indicated by the word computer as the �rst

item in their job descriptions.

Ben is a high-level employee. His supervisor is the company’s big wheel himself:

Isupervisor(list("Bitdiddle", "Ben"), list("Warbucks", "Oliver"))

address(list("Warbucks", "Oliver"), list("Swellesley", "Top Heap Road"))

job(list("Warbucks", "Oliver"), list("administration", "big", "wheel"))

salary(list("Warbucks", "Oliver"), 150000)

Besides the computer division supervised by Ben, the company has an accounting division,

consisting of a chief accountant and his assistant:

Iaddress(list("Scrooge", "Eben"),

list("Weston", "Shady Lane", 10))

job(list("Scrooge", "Eben"), list("accounting", "chief", "accountant"))

salary(list("Scrooge", "Eben"), 75000)

supervisor(list("Scrooge", "Eben"), list("Warbucks", "Oliver"))

address(list("Cratchet", "Robert"),

list("Allston", "N Harvard Street", 16))

job(list("Cratchet", "Robert"), list("accounting", "scrivener"))

salary(list("Cratchet", "Robert"), 18000)

supervisor(list("Cratchet", "Robert"), list("Scrooge", "Eben"))

There is also a secretary for the big wheel:

Iaddress(list("Aull", "DeWitt"), list("Slumerville", "Onion Square", 5))

job(list("Aull", "DeWitt"), list("administration", "secretary"))

salary(list("Aull", "DeWitt"), 25000)

supervisor(list("Aull", "DeWitt"), list("Warbucks", "Oliver"))

The data base also contains assertions about which kinds of jobs can be done by people

holding other kinds of jobs. For instance, a computer wizard can do the jobs of both a computer

programmer and a computer technician:

Ican_do_job(list("computer", "wizard"),

list("computer", "programmer"))

can_do_job(list("computer", "wizard"),

list("computer", "technician"))

A computer programmer could �ll in for a trainee:

Ican_do_job(list("computer", "programmer"),

list("computer", "programmer", "trainee"))

Also, as is well known,

Ican_do_job(list("administration", "secretary"),
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Metalinguistic Abstraction 4.4.1

list("administration", "big", "wheel"))

Simple queries

The query language allows users to retrieve information from the data base by posing queries

in response to the system’s prompt. For example, to �nd all computer programmers one can

say

Query input :

Ijob(x, list("computer", "programmer"))

The system will respond with the following items:

Query r e s u l t s :
j ob ( l i s t ( " Hacker " , " Alyssa " , " P " ) , l i s t ( " computer " , " programmer " ) )
j ob ( l i s t ( " F e c t " , "Cy" , "D" ) , l i s t ( " computer " , " programmer " ) )

The input query speci�es that we are looking for entries in the data base that match a

certain pattern. In this example, the pattern speci�es job as the kind of information that

we are looking for. The �rst argument can be anything, and the second is the literal list

list("computer", "programmer"). The “anything” that can be the �rst item in the match-

ing assertion is speci�ed by a pattern variable, x. A pattern variable is a symbol that looks like

a JavaScript name. We will see below why it is useful to specify names for pattern variables

rather than just putting a single symbol such as ? into patterns to represent “anything.” The

system responds to a simple query by showing all entries in the data base that match the

speci�ed pattern.

A pattern can have more than one variable. For example, the query

Iaddress(x, y)

will list all the employees’ addresses.

A pattern can have no variables, in which case the query simply determines whether that

pattern is an entry in the data base. If so, there will be one match; if not, there will be no

matches.

The same pattern variable can appear more than once in a query, specifying that the same

“anything” must appear in each position. This is why variables have names. For example,

Isupervisor(x, x)

�nds all people who supervise themselves (though there are no such assertions in our sample

data base).

The query
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Metalinguistic Abstraction 4.4.1

Ijob(x, list("computer", type))

matches all job entries whose second item is a two-element list whose �rst item is "computer":

job(list("Bitdiddle", "Ben"), list("computer", "wizard"))

job(list("Hacker", "Alyssa", "P"), list("computer", "programmer"))

job(list("Fect", "Cy", "D"), list("computer", "programmer"))

job(list("Tweakit", "Lem", "E"), list("computer", "technician"))

This same pattern does not match

job(list("Reasoner", "Louis"), list("computer", "programmer", "trainee"))

because the second argument in the assertion is a list of three elements, and the pattern’s

second argument speci�es that there should be two elements. If we wanted to change the

pattern so that the second item could be any list beginning with computer, we could specify

Ijob(x, pair("computer", type))

For example,

pair("computer", type)

matches the data

list("computer", "programmer", "trainee")

with type as the list list("programmer", "trainee"). It also matches the data

list("computer", "programmer")

with type as the list list("programmer"), and matches the data

list("computer")

with type as the empty list null.

We can describe the query language’s processing of simple queries as follows:

– The system �nds all assignments to variables in the query pattern that satisfy the pattern.

This means that the kind of information speci�ed in the pattern needs to match the kind

of information in an assertion in the database, and the assertion must result from the

pattern by instantiating the pattern variables with values.

– The system responds to the query by listing all instantiations of the query pattern with

the variable assignments that satisfy it.

Note that if the pattern has no variables, the query reduces to a determination of whether that

pattern is in the data base. If so, the empty assignment, which assigns no values to variables,

satis�es that pattern for that data base.
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Metalinguistic Abstraction 4.4.1

Exercise 4.55

Give simple queries that retrieve the following information from the data base:

a. all people supervised by Ben Bitdiddle;

b. the names and jobs of all people in the accounting division;

c. the names and addresses of all people who live in Slumerville.

Compound queries

Simple queries form the primitive operations of the query language. In order to form compound

operations, the query language provides means of combination. One thing that makes the query

language a logic programming language is that the means of combination mirror the means

of combination used in forming logical expressions: and, or, and not.

We can use and as follows to �nd the addresses of all the computer programmers:

Iand(job(person, list("computer", "programmer")),

address(person, where))

The resulting output is

and(job(list("Hacker", "Alyssa", "P"), list("computer", "programmer")),

address(list("Hacker", "Alyssa", "P"),

list("Cambridge", "Mass Ave", 78)))

and(job(list("Fect", "Cy", "D"), list("computer", "programmer")),

address(list("Fect", "Cy", "D"),

list("Cambridge", "Ames Street", 3)))

In general,

Iand(query1, query2, . . ., queryn)

is satis�ed by all sets of values for the pattern variables that simultaneously satisfy query
1
, . . . , queryn.

As for simple queries, the system processes a compound query by �nding all assignments

to the pattern variables that satisfy the query, then displaying instantiations of the query with

those values.

Another means of constructing compound queries is through or. For example,

Ior(supervisor(x, list("Bitdiddle", "Ben")),

supervisor(x, list("Hacker", "Alyssa", "P")))

will �nd all employees supervised by Ben Bitdiddle or Alyssa P. Hacker:

or(supervisor(list("Hacker", "Alyssa", "P"),

list("Bitdiddle", "Ben")),
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Metalinguistic Abstraction 4.4.1

supervisor(list("Hacker", "Alyssa", "P"),

list("Hacker", "Alyssa", "P")))

or(supervisor(list("Fect", "Cy", "D"),

list("Bitdiddle", "Ben")),

supervisor(list("Fect", "Cy", "D"),

list("Hacker", "Alyssa", "P")))

or(supervisor(list("Tweakit", "Lem", "E"),

list("Bitdiddle", "Ben")),

supervisor(list("Tweakit", "Lem", "E"),

list("Hacker", "Alyssa", "P")))

or(supervisor(list("Reasoner", "Louis"),

list("Bitdiddle", "Ben")),

supervisor(list("Reasoner", "Louis"),

list("Hacker", "Alyssa", "P")))

In general,

Ior(query1, query2, . . ., queryn)

is satis�ed by all sets of values for the pattern variables that satisfy at least one of query
1
. . . queryn.

Compound queries can also be formed with not. For example,

Iand(supervisor(x, list("Bitdiddle", "Ben")),

not(job(x, list("computer", "programmer"))))

�nds all people supervised by Ben Bitdiddle who are not computer programmers. In general,

not(query1)

is satis�ed by all assignments to the pattern variables that do not satisfy query
1
.
55

The �nal combining form starts with the symbol javascript_value, and the argument is a

JavaScript predicate. In general,

javascript_value(predicate)

will be satis�ed by assignments to the pattern variables in the predicate for which the instan-

tiated predicate is true. For example, to �nd all people whose salary is greater than $30,000 we

could write
56

Iand(salary(person, amount), javascript_value(amount > 30000))

55
Actually, this description of not is valid only for simple cases. The real behavior of not is more complex. We

will examine not’s peculiarities in sections 4.4.2 and 4.4.3.

56
Such javascript_value queries should be used only to perform an operation not provided in the query

language. In particular, it should not be used to test equality (since that is what the matching in the query

language is designed to do) or inequality (since that can be done with the same rule shown below).
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Metalinguistic Abstraction 4.4.1

Exercise 4.56

Formulate compound queries that retrieve the following information:

a. the names of all people who are supervised by Ben Bitdiddle, together with their ad-

dresses;

b. all people whose salary is less than Ben Bitdiddle’s, together with their salary and Ben

Bitdiddle’s salary;

c. all people who are supervised by someone who is not in the computer division, together

with the supervisor’s name and job.

Rules

In addition to primitive queries and compound queries, the query language provides means

for abstracting queries. These are given by rules. The rule

Irule(lives_near(person_1, person_2),

and(address(person_1, pair(town, rest_1)),

address(person_2, pair(town, rest_2)),

not(same(person_1, person_2))))

speci�es that two people live near each other if they live in the same town. The �nal not clause

prevents the rule from saying that all people live near themselves. The same relation is de�ned

by a very simple rule:
57

Irule(same(x, x))

The following rule declares that a person is a “wheel” in an organization if he supervises

someone who is in turn a supervisor:

Irule(wheel(person),

and(supervisor(middle_manager, person),

supervisor(x, middle_manager)))

The general form of a rule is

Irule(conclusion, body)

where conclusion is a pattern and body is any query.
58

We can think of a rule as representing

57
Notice that we do not need same in order to make two things be the same: We just use the same pattern

variable for each—in e�ect, we have one thing instead of two things in the �rst place. For example, see town in the

lives_near rule and middle_manager in the wheel rule below. The same relation is useful when we want to force

two things to be di�erent, such as person_1 and person_2 in the "lives-near" rule. Although using the same

pattern variable in two parts of a query forces the same value to appear in both places, using di�erent pattern

variables does not force di�erent values to appear. (The values assigned to di�erent pattern variables may be the

same or di�erent.)

58
We will also allow rules without bodies, as in same, and we will interpret such a rule to mean that the rule

conclusion is satis�ed by any values of the variables.
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a large (even in�nite) set of assertions, namely all instantiations of the rule conclusion with

variable assignments that satisfy the rule body. When we described simple queries (patterns),

we said that an assignment to variables satis�es a pattern if the instantiated pattern is in the

data base. But the pattern needn’t be explicitly in the data base as an assertion. It can be an

implicit assertion implied by a rule. For example, the query

Ilives_near(x, list("Bitdiddle", "Ben"))

results in

lives_near(list("Reasoner", "Louis"),

list("Bitdiddle", "Ben"))

lives_near(list("Aull", "DeWitt"), list("Bitdiddle", "Ben"))

To �nd all computer programmers who live near Ben Bitdiddle, we can ask

Iand(job(x, pair("computer", something)),

lives_near(x, list("Bitdiddle", "Ben")))

As in the case of compound functions, rules can be used as parts of other rules (as we saw

with the lives_near rule above) or even be de�ned recursively. For instance, the rule

Irule(outranked_by(staff_person, boss),

or(supervisor(staff_person, boss),

and(supervisor(staff_person, middle_manager),

outranked_by(middle_manager, boss))))

says that a sta� person is outranked by a boss in the organization if the boss is the person’s

supervisor or (recursively) if the person’s supervisor is outranked by the boss.

Exercise 4.57

De�ne a rule that says that person 1 can replace person 2 if either person 1 does the same job

as person 2 or someone who does person 1’s job can also do person 2’s job, and if person 1

and person 2 are not the same person. Using your rule, give queries that �nd the following:

a. all people who can replace Cy D. Fect;

b. all people who can replace someone who is being paid more than they are, together with

the two salaries.

Exercise 4.58

De�ne a rule that says that a person is a “big shot” in a division if the person works in the

division but does not have a supervisor who works in the division.
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Exercise 4.59

Ben Bitdiddle has missed one meeting too many. Fearing that his habit of forgetting meetings

could cost him his job, Ben decides to do something about it. He adds all the weekly meetings

of the �rm to the Microshaft data base by asserting the following:

meeting("accounting", list("Monday", "9am"))

meeting("administration", list("Monday", "10am"))

meeting("computer", list("Wednesday", "3pm"))

meeting("administration", list("Friday", "1pm"))

Each of the above assertions is for a meeting of an entire division. Ben also adds an entry for

the company-wide meeting that spans all the divisions. All of the company’s employees attend

this meeting.

meeting("whole-company", list("Wednesday", "4pm"))

a. On Friday morning, Ben wants to query the data base for all the meetings that occur

that day. What query should he use?

b. Alyssa P. Hacker is unimpressed. She thinks it would be much more useful to be able

to ask for her meetings by specifying her name. So she designs a rule that says that

a person’s meetings include all "whole-company" meetings plus all meetings of that

person’s division. Fill in the body of Alyssa’s rule.

rule(meeting_time(person, day_and_time),

rule-body)

c. Alyssa arrives at work on Wednesday morning and wonders what meetings she has to

attend that day. Having de�ned the above rule, what query should she make to �nd this

out?

Exercise 4.60

By giving the query

lives_near(person, list("Hacker", "Alyssa", "P"))

Alyssa P. Hacker is able to �nd people who live near her, with whom she can ride to work. On

the other hand, when she tries to �nd all pairs of people who live near each other by querying

lives_near(person_1, person_2)

she notices that each pair of people who live near each other is listed twice; for example,

lives_near(list("Hacker", "Alyssa", "P"),

list("Fect", "Cy", "D"))

lives_near(list("Fect", "Cy", "D"),

list("Hacker", "Alyssa", "P"))
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Why does this happen? Is there a way to �nd a list of people who live near each other, in which

each pair appears only once? Explain.

Logic as programs

We can regard a rule as a kind of logical implication: If an assignment of values to pattern

variables satis�es the body, then it satis�es the conclusion. Consequently, we can regard the

query language as having the ability to perform logical deductions based upon the rules. As an

example, consider the append operation described at the beginning of section 4.4. As we said,

append can be characterized by the following two rules:

– For any list y, the empty list and y append to form y.

– For any u, v, y, and z, pair(u, v) and y append to form pair(u, z) if v and y append to

form z.

To express this in our query language, we de�ne two rules for a relation

append_to_form(x, y, z)

which we can interpret to mean “x and y append to form z”:

Irule(append_to_form(null, y, y))

rule(append_to_form(pair(u, v), y, pair(u, z)),

append_to_form(v, y, z))

The �rst rule has no body, which means that the conclusion holds for any value of y. Note

how the second rule makes use of pair, head and tail of a list.

Given these two rules, we can formulate queries that compute the append of two lists:

Query input :

Iappend_to_form(list("a", "b"), list("c", "d"), z)

Query r e s u l t s :
append_to_form ( l i s t ( " a " , " b " ) , l i s t ( " c " , " d " ) , l i s t ( " a " , " b " , " c " , " d " ) )

What is more striking, we can use the same rules to ask the question “Which list, when

appended to list("a", "b"), yields list("a", "b", "c", "d")? ” This is done as follows:

Query input :

Iappend_to_form(list("a", "b"), y, list("a", "b", "c", "d"))

Query r e s u l t s :
append_to_form ( l i s t ( " a " , " b " ) , l i s t ( " c " , " d " ) , l i s t ( " a " , " b " , " c " , " d " ) )

We can also ask for all pairs of lists that append to form list("a", "b", "c", "d"):
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Metalinguistic Abstraction 4.4.1

Query input :

Iappend_to_form(x, y, list("a", "b", "c", "d"))

Query r e s u l t s :
append_to_form ( nul l , l i s t ( " a " , " b " , " c " , " d " ) , l i s t ( " a " , " b " , " c " , " d " ) )
append_to_form ( l i s t ( " a " ) , l i s t ( " b " , " c " , " d " ) , l i s t ( " a " , " b " , " c " , " d " ) )
append_to_form ( l i s t ( " a " , " b " ) , l i s t ( " c " , " d " ) , l i s t ( " a " , " b " , " c " , " d " ) )
append_to_form ( l i s t ( " a " , " b " , " c " ) , l i s t ( " d " ) , l i s t ( " a " , " b " , " c " , " d " ) )
append_to_form ( l i s t ( " a " , " b " , " c " , " d " ) , nul l , l i s t ( " a " , " b " , " c " , " d " ) )

The query system may seem to exhibit quite a bit of intelligence in using the rules to deduce

the answers to the queries above. Actually, as we will see in the next section, the system is

following a well-determined algorithm in unraveling the rules. Unfortunately, although the

system works impressively in the append case, the general methods may break down in more

complex cases, as we will see in section 4.4.3.

Exercise 4.61

The following rules implement a next_to_in relation that �nds adjacent elements of a list:

rule(next_to_in(x, y, pair(x, pair(y, u))),

and(next_to_in(x, y, pair(v, z)),

next_to_in(x, y, z))

What will the response be to the following queries?

next_to_in(x, y, list(1, list(2, 3), 4))

next_to_in(x, 1, list(2, 1, 3, 1))

Exercise 4.62

De�ne rules to implement the last_pair operation of exercise 2.17, which returns a list con-

taining the last element of a nonempty list. Check your rules on queries such as last_pair(list(3), x),

last_pair(list(1, 2, 3), x), and last_pair(list(2, x), list(3)). Do your rules work

correctly on queries such as last_pair(x, list(3))?

Exercise 4.63

The following data base (see Genesis 4) traces the genealogy of the descendants of Ada back

to Adam, by way of Cain:

son("Adam", "Cain")

son("Cain", "Enoch")

480 Generated 2020-08-18 16:40:02Z
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son("Enoch", "Irad")

son("Irad", "Mehujael")

son("Mehujael", "Methushael")

son("Methushael", "Lamech")

wife("Lamech", "Ada")

son("Ada", "Jabal")

son("Ada", "Jubal")

Formulate rules such as “If S is the son of F, and F is the son of G, then S is the grandson of G”

and “If W is the wife of M, and S is the son of W, then S is the son of M” (which was supposedly

more true in biblical times than today) that will enable the query system to �nd the grandson

of Cain; the sons of Lamech; the grandsons of Methushael. (See exercise 4.69 for some rules

to deduce more complicated relationships.)

4.4.2 How the �ery System Works

In section 4.4.4 we will present an implementation of the query interpreter as a collection

of functions. In this section we give an overview that explains the general structure of the

system independent of low-level implementation details. After describing the implementation

of the interpreter, we will be in a position to understand some of its limitations and some of

the subtle ways in which the query language’s logical operations di�er from the operations

of mathematical logic.

It should be apparent that the query evaluator must perform some kind of search in order to

match queries against facts and rules in the data base. One way to do this would be to imple-

ment the query system as a nondeterministic program, using the amb evaluator of section 4.3

(see exercise 4.78). Another possibility is to manage the search with the aid of streams. Our

implementation follows this second approach.

The query system is organized around two central operations called pattern matching and

uni�cation. We �rst describe pattern matching and explain how this operation, together with

the organization of information in terms of streams of frames, enables us to implement both

simple and compound queries. We next discuss uni�cation, a generalization of pattern match-

ing needed to implement rules. Finally, we show how the entire query interpreter �ts together

through a function that classi�es expressions in a manner analogous to the way evaluate

classi�es expressions for the interpreter described in section 4.1.
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Pa�ern matching

A pattern matcher is a program that tests whether some datum �ts a speci�ed pattern. For

example, the data list list(list("a", "b"), "c", list("a", "b")) matches the pattern

list(x, "c", x) with the pattern variable x bound to list("a", "b"). The same data list

matches the pattern list(x, y, z) with x and z both bound to list("a", "b") and y bound

to "c". It also matches the pattern list(list(x, y), "c", list(x, y)) with x bound to

"a" and y bound to "b". However, it does not match the pattern list(x, "a", y), since that

pattern speci�es a list whose second element is the string "a".

The pattern matcher used by the query system takes as inputs a pattern, a datum, and a frame
that speci�es bindings for various pattern variables. It checks whether the datum matches the

pattern in a way that is consistent with the bindings already in the frame. If so, it returns

the given frame augmented by any bindings that may have been determined by the match.

Otherwise, it indicates that the match has failed.

For example, using the pattern list(x, y, z) to match list("a", "b", "c") given an

empty frame will return a frame specifying that x is bound to "a" and y is bound to "b".

Trying the match with the same pattern, the same datum, and a frame specifying that y is

bound to "a" will fail. Trying the match with the same pattern, the same datum, and a frame

in which y is bound to b and x is unbound will return the given frame augmented by a binding

of x to "a".

The pattern matcher is all the mechanism that is needed to process simple queries that don’t

involve rules. For instance, to process the query

job(x, list("computer", "programmer"))

we scan through all assertions in the data base and select those that match the pattern with

respect to an initially empty frame. For each match we �nd, we use the frame returned by the

match to instantiate the pattern with a value for x.

Streams of frames

The testing of patterns against frames is organized through the use of streams. Given a single

frame, the matching process runs through the data-base entries one by one. For each data-base

entry, the matcher generates either a special symbol indicating that the match has failed or

an extension to the frame. The results for all the data-base entries are collected into a stream,

which is passed through a �lter to weed out the failures. The result is a stream of all the frames

that extend the given frame via a match to some assertion in the data base.
59

59
Because matching is generally very expensive, we would like to avoid applying the full matcher to every

element of the data base. This is usually arranged by breaking up the process into a fast, coarse match and the
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In our system, a query takes an input stream of frames and performs the above matching

operation for every frame in the stream, as indicated in �gure 4.4. That is, for each frame in

the input stream, the query generates a new stream consisting of all extensions to that frame

by matches to assertions in the data base. All these streams are then combined to form one

huge stream, which contains all possible extensions of every frame in the input stream. This

stream is the output of the query.

input stream
of frames

output stream of frames,
filtered and extendedquery

job(x, y)

stream of assertions
from data base

Figure 4.4: A query processes a stream of frames.

To answer a simple query, we use the query with an input stream consisting of a single

empty frame. The resulting output stream contains all extensions to the empty frame (that is,

all answers to our query). This stream of frames is then used to generate a stream of copies

of the original query pattern with the variables instantiated by the values in each frame, and

this is the stream that is �nally printed.

Compound queries

The real elegance of the stream-of-frames implementation is evident when we deal with com-

pound queries. The processing of compound queries makes use of the ability of our matcher

to demand that a match be consistent with a speci�ed frame. For example, to handle the and

of two queries, such as

and(can_do_job(x, list("computer", "programmer", "trainee")),

job(person, x))

(informally, “Find all people who can do the job of a computer programmer trainee”), we �rst

�nd all entries that match the pattern

�nal match. The coarse match �lters the data base to produce a small set of candidates for the �nal match. With

care, we can arrange our data base so that some of the work of coarse matching can be done when the data base

is constructed rather then when we want to select the candidates. This is called indexing the data base. There

is a vast technology built around data-base-indexing schemes. Our implementation, described in section 4.4.4,

contains a simple-minded form of such an optimization.
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can_do_job(x, list("computer", "programmer", "trainee"))

This produces a stream of frames, each of which contains a binding for x. Then for each

frame in the stream we �nd all entries that match

job(person, x)

in a way that is consistent with the given binding for x. Each such match will produce a

frame containing bindings for x and person. The and of two queries can be viewed as a series

combination of the two component queries, as shown in �gure 4.5. The frames that pass

through the �rst query �lter are �ltered and further extended by the second query.

and(A, B)

data base

input stream
of frames

output stream
of frames

A B

Figure 4.5: The and combination of two queries is produced by operating on the stream of

frames in series.

Figure 4.6 shows the analogous method for computing the or of two queries as a parallel

combination of the two component queries. The input stream of frames is extended separately

by each query. The two resulting streams are then merged to produce the �nal output stream.
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merge

A

B

or(A, B)

data base

input 
stream

of frames

output 
stream
of frames

Figure 4.6: The or combination of two queries is produced by operating on the stream of frames

in parallel and merging the results.

Even from this high-level description, it is apparent that the processing of compound queries

can be slow. For example, since a query may produce more than one output frame for each

input frame, and each query in an and gets its input frames from the previous query, an and

query could, in the worst case, have to perform a number of matches that is exponential in

the number of queries (see exercise 4.76).
60

Though systems for handling only simple queries

are quite practical, dealing with complex queries is extremely di�cult.
61

From the stream-of-frames viewpoint, the not of some query acts as a �lter that removes all

frames for which the query can be satis�ed. For instance, given the pattern

not(job(x, list("computer", "programmer")))

we attempt, for each frame in the input stream, to produce extension frames that satisfy

job(x, list("computer", "programmer")). We remove from the input stream all frames for

which such extensions exist. The result is a stream consisting of only those frames in which

the binding for x does not satisfy job(x, list("computer", "programmer")). For example,

in processing the query

and(supervisor(x, y),

not(job(x, list("computer", "programmer"))))

60
But this kind of exponential explosion is not common in and queries because the added conditions tend to

reduce rather than expand the number of frames produced.

61
There is a large literature on data-base-management systems that is concerned with how to handle complex

queries e�ciently.
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the �rst clause will generate frames with bindings for x and y. The not clause will then �lter

these by removing all frames in which the binding for x satis�es the restriction that x is a

computer programmer.
62

The javascript_value expression is implemented as a similar �lter on frame streams. We

use each frame in the stream to instantiate any variables in the pattern, then apply the

JavaScript predicate. We remove from the input stream all frames for which the predicate

fails.

Unification

In order to handle rules in the query language, we must be able to �nd the rules whose conclu-

sions match a given query pattern. Rule conclusions are like assertions except that they can

contain variables, so we will need a generalization of pattern matching—called uni�cation—in

which both the “pattern” and the “datum” may contain variables.

A uni�er takes two patterns, each containing constants and variables, and determines whether

it is possible to assign values to the variables that will make the two patterns equal. If so,

it returns a frame containing these bindings. For example, unifying list(x, "a", y) and

list(y, z, "a") will specify a frame in which x, y, and z must all be bound to "a". On the

other hand, unifying list(x, y, "a") and list(x, "b", y) will fail, because there is no

value for y that can make the two patterns equal. (For the second elements of the patterns to

be equal, y would have to be "b"; however, for the third elements to be equal, y would have to

be "a".) The uni�er used in the query system, like the pattern matcher, takes a frame as input

and performs uni�cations that are consistent with this frame.

The uni�cation algorithm is the most technically di�cult part of the query system. With

complex patterns, performing uni�cation may seem to require deduction. To unify list(x, x)

and list(list("a", y, "c"), list("a", "b", z)), for example, the algorithm must infer

that x should be list("a", "b", "c"), y should be "b", and z should be "c". We may think of

this process as solving a set of equations among the pattern components. In general, these are

simultaneous equations, which may require substantial manipulation to solve.
63

For example,

unifying list(x, x) and list(list("a", y, "c"), list("a", "b", z)) may be thought of

62
There is a subtle di�erence between this �lter implementation of not and the usual meaning of not in

mathematical logic. See section 4.4.3.

63
In one-sided pattern matching, all the equations that contain pattern variables are explicit and already solved

for the unknown (the pattern variable).
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as specifying the simultaneous equations

x = list("a", y, "c")

x = list("a", "b", z)

These equations imply that

list("a", y, "c") = list("a", "b", z)

which in turn implies that

"a" = "a", y = "b", "c" = z

and hence that

x = list("a", "b", "c")

In a successful pattern match, all pattern variables become bound, and the values to which

they are bound contain only constants. This is also true of all the examples of uni�cation we

have seen so far. In general, however, a successful uni�cation may not completely determine

the variable values; some variables may remain unbound and others may be bound to values

that contain variables.

Consider the uni�cation of list(x, "a") and list(list("b", y), z). We can deduce that

x = list("b", y) and "a" = z, but we cannot further solve for x or y. The uni�cation doesn’t

fail, since it is certainly possible to make the two patterns equal by assigning values to x and y.

Since this match in no way restricts the values y can take on, no binding for y is put into the

result frame. The match does, however, restrict the value of x. Whatever value y has, x must

be list("b", y). A binding of x to the pattern list("b", y) is thus put into the frame. If a

value for y is later determined and added to the frame (by a pattern match or uni�cation that

is required to be consistent with this frame), the previously bound x will refer to this value.
64

64
Another way to think of uni�cation is that it generates the most general pattern that is a special-

ization of the two input patterns. That is, the uni�cation of list(x, "a") and list(list("b", y), z) is

list(list("b", y), "a") , and the uni�cation of list(x, "a", y) and list(y, z, "a"), discussed above, is

list("a", "a", "a"). For our implementation, it is more convenient to think of the result of uni�cation as a

frame rather than a pattern.
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Applying rules

Uni�cation is the key to the component of the query system that makes inferences from rules.

To see how this is accomplished, consider processing a query that involves applying a rule,

such as

lives_near(x, list("Hacker", "Alyssa", "P"))

To process this query, we �rst use the ordinary pattern-match function described above to

see if there are any assertions in the data base that match this pattern. (There will not be any

in this case, since our data base includes no direct assertions about who lives near whom.) The

next step is to attempt to unify the query pattern with the conclusion of each rule. We �nd

that the pattern uni�es with the conclusion of the rule

rule(lives_near(person_1, person_2),

and(address(person_1, pair(town, rest_1)),

address(person_2, list(town, rest_2)),

not(same(person_1, person_2))))

resulting in a frame specifying that person_2 is bound to list("Hacker", "Alyssa", "P")

and that x should be bound to (have the same value as) person_1. Now, relative to this frame,

we evaluate the compound query given by the body of the rule. Successful matches will extend

this frame by providing a binding for person_1, and consequently a value for x, which we can

use to instantiate the original query pattern.

In general, the query evaluator uses the following method to apply a rule when trying to

establish a query pattern in a frame that speci�es bindings for some of the pattern variables:

– Unify the query with the conclusion of the rule to form, if successful, an extension of

the original frame.

– Relative to the extended frame, evaluate the query formed by the body of the rule.

Notice how similar this is to the method for applying a function in the evaluate/apply

evaluator for JavaScript:

– Bind the function’s parameters to its arguments to form a frame that extends the original

function environment.

– Relative to the extended environment, evaluate the expression formed by the body of

the function.

The similarity between the two evaluators should come as no surprise. Just as function

de�nitions are the means of abstraction in JavaScript, rule de�nitions are the means of abstrac-

tion in the query language. In each case, we unwind the abstraction by creating appropriate

bindings and evaluating the rule or function body relative to these.
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Simple queries

We saw earlier in this section how to evaluate simple queries in the absence of rules. Now that

we have seen how to apply rules, we can describe how to evaluate simple queries by using

both rules and assertions.

Given the query pattern and a stream of frames, we produce, for each frame in the input

stream, two streams:

– a stream of extended frames obtained by matching the pattern against all assertions in

the data base (using the pattern matcher), and

– a stream of extended frames obtained by applying all possible rules (using the uni�er).
65

Appending these two streams produces a stream that consists of all the ways that the given

pattern can be satis�ed consistent with the original frame. These streams (one for each frame

in the input stream) are now all combined to form one large stream, which therefore consists

of all the ways that any of the frames in the original input stream can be extended to produce

a match with the given pattern.

The query evaluator and the driver loop

Despite the complexity of the underlying matching operations, the system is organized much

like an evaluator for any language. The function that coordinates the matching operations

is called evaluate_query, and it plays a role analogous to that of the evaluate function for

JavaScript. The function evaluate_query takes as inputs a query and a stream of frames. Its

output is a stream of frames, corresponding to successful matches to the query pattern, that ex-

tend some frame in the input stream, as indicated in �gure 4.4. Like evaluate, evaluate_query

classi�es the di�erent types of expressions (queries) and dispatches to an appropriate function

for each. There is a function for each special form (and, or, not, and javascript_value) and

one for simple queries.

The driver loop, which is analogous to the driver_loop function for the other evaluators in

this chapter, reads queries from the terminal. For each query, it calls evaluate_query with the

query and a stream that consists of a single empty frame. This will produce the stream of all

possible matches (all possible extensions to the empty frame). For each frame in the resulting

stream, it instantiates the original query using the values of the variables found in the frame.

This stream of instantiated queries is then printed.
66

65
Since uni�cation is a generalization of matching, we could simplify the system by using the uni�er to produce

both streams. Treating the easy case with the simple matcher, however, illustrates how matching (as opposed to

full-blown uni�cation) can be useful in its own right.

66
The reason we use streams (rather than lists) of frames is that the recursive application of rules can generate

in�nite numbers of values that satisfy a query. The delayed evaluation embodied in streams is crucial here: The

system will print responses one by one as they are generated, regardless of whether there are a �nite or in�nite
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The driver also checks for the special command assert, which signals that the input is not

a query but rather an assertion or rule to be added to the data base. For instance,

assert(job(list("Bitdiddle", "Ben"), list("computer", "wizard")))

assert(rule(wheel(person),

and(supervisor(middle_manager, person),

supervisor(x, middle_manager))))

4.4.3 Is Logic Programming Mathematical Logic?

The means of combination used in the query language may at �rst seem identical to the

operations and, or, and not of mathematical logic, and the application of query-language rules

is in fact accomplished through a legitimate method of inference.
67

This identi�cation of

the query language with mathematical logic is not really valid, though, because the query

language provides a control structure that interprets the logical statements procedurally. We

can often take advantage of this control structure. For example, to �nd all of the supervisors

of programmers we could formulate a query in either of two logically equivalent forms:

and(job(x, list("computer", "programmer")),

supervisor(x, y))

or

and(supervisor(x, y),

job(x, list("computer", "programmer")))

If a company has many more supervisors than programmers (the usual case), it is better

to use the �rst form rather than the second because the data base must be scanned for each

intermediate result (frame) produced by the �rst clause of the and.

The aim of logic programming is to provide the programmer with techniques for decom-

posing a computational problem into two separate problems: “what” is to be computed, and

“how” this should be computed. This is accomplished by selecting a subset of the statements

of mathematical logic that is powerful enough to be able to describe anything one might want

to compute, yet weak enough to have a controllable procedural interpretation. The intention

here is that, on the one hand, a program speci�ed in a logic programming language should

be an e�ective program that can be carried out by a computer. Control (“how” to compute) is

e�ected by using the order of evaluation of the language. We should be able to arrange the

number of responses.

67
That a particular method of inference is legitimate is not a trivial assertion. One must prove that if one

starts with true premises, only true conclusions can be derived. The method of inference represented by rule

applications is modus ponens, the familiar method of inference that says that if A is true and A implies B is true,

then we may conclude that B is true.
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order of clauses and the order of subgoals within each clause so that the computation is done

in an order deemed to be e�ective and e�cient. At the same time, we should be able to view

the result of the computation (“what” to compute) as a simple consequence of the laws of logic.

Our query language can be regarded as just such a procedurally interpretable subset of math-

ematical logic. An assertion represents a simple fact (an atomic proposition). A rule represents

the implication that the rule conclusion holds for those cases where the rule body holds. A

rule has a natural procedural interpretation: To establish the conclusion of the rule, establish

the body of the rule. Rules, therefore, specify computations. However, because rules can also

be regarded as statements of mathematical logic, we can justify any “inference” accomplished

by a logic program by asserting that the same result could be obtained by working entirely

within mathematical logic.
68

Infinite loops

A consequence of the procedural interpretation of logic programs is that it is possible to

construct hopelessly ine�cient programs for solving certain problems. An extreme case of

ine�ciency occurs when the system falls into in�nite loops in making deductions. As a simple

example, suppose we are setting up a data base of famous marriages, including

assert(married("Minnie", "Mickey"))

If we now ask

married("Mickey", who)

we will get no response, because the system doesn’t know that if A is married to B, then B is

married to A. So we assert the rule

assert(rule(married(x, y), married(y, x)))

and again query

married("Mickey", who)

Unfortunately, this will drive the system into an in�nite loop, as follows:

68
We must qualify this statement by agreeing that, in speaking of the “inference” accomplished by a logic

program, we assume that the computation terminates. Unfortunately, even this quali�ed statement is false for our

implementation of the query language (and also false for programs in Prolog and most other current logic pro-

gramming languages) because of our use of not and javascript_value. As we will describe below, the not imple-

mented in the query language is not always consistent with the not of mathematical logic, and javascript_value
introduces additional complications. We could implement a language consistent with mathematical logic by sim-

ply removing not and javascript_value from the language and agreeing to write programs using only simple

queries, and, and or. However, this would greatly restrict the expressive power of the language. One of the major

concerns of research in logic programming is to �nd ways to achieve more consistency with mathematical logic

without unduly sacri�cing expressive power.
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– The system �nds that the married rule is applicable; that is, the rule conclusion married(x, y)

successfully uni�es with the query pattern married("Mickey", who) to produce a frame

in which x is bound to "Mickey" and y is bound to who. So the interpreter proceeds to

evaluate the rule body married(x, y) in this frame—in e�ect, to process the query

married(who, "Mickey").

– One answer appears directly as an assertion in the data base: married("Minnie", "Mickey").

– The married rule is also applicable, so the interpreter again evaluates the rule body,

which this time is equivalent to married("Mickey", who).

The system is now in an in�nite loop. Indeed, whether the system will �nd the simple answer

married("Minnie", "Mickey") before it goes into the loop depends on implementation details

concerning the order in which the system checks the items in the data base. This is a very

simple example of the kinds of loops that can occur. Collections of interrelated rules can lead

to loops that are much harder to anticipate, and the appearance of a loop can depend on the

order of clauses in an and (see exercise 4.64) or on low-level details concerning the order in

which the system processes queries.
69

Problems with not

Another quirk in the query system concerns not. Given the data base of section 4.4.1, consider

the following two queries:

and(supervisor(x, y),

not(job(x, list("computer", "programmer"))))

and(not(job(x, list("computer", "programmer"))),

supervisor(x, y))

These two queries do not produce the same result. The �rst query begins by �nding all entries

in the data base that match supervisor(x, y), and then �lters the resulting frames by remov-

ing the ones in which the value of x satis�es job(x, list("computer", "programmer")).

The second query begins by �ltering the incoming frames to remove those that can sat-

isfy job(x, list("computer", "programmer")). Since the only incoming frame is empty, it

checks the data base to see if there are any patterns that satisfy job(x, list("computer", "programmer")).

Since there generally are entries of this form, the not clause �lters out the empty frame and re-

69
This is not a problem of the logic but one of the procedural interpretation of the logic provided by our

interpreter. We could write an interpreter that would not fall into a loop here. For example, we could enumerate

all the proofs derivable from our assertions and our rules in a breadth-�rst rather than a depth-�rst order. However,

such a system makes it more di�cult to take advantage of the order of deductions in our programs. One attempt

to build sophisticated control into such a program is described in deKleer et al. 1977. Another technique, which

does not lead to such serious control problems, is to put in special knowledge, such as detectors for particular

kinds of loops (exercise 4.67). However, there can be no general scheme for reliably preventing a system from

going down in�nite paths in performing deductions. Imagine a diabolical rule of the form “To show P(x) is true,

show that P(f (x)) is true,” for some suitably chosen function f .
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turns an empty stream of frames. Consequently, the entire compound query returns an empty

stream.

The trouble is that our implementation of not really is meant to serve as a �lter on values for

the variables. If a not clause is processed with a frame in which some of the variables remain

unbound (as does x in the example above), the system will produce unexpected results. Similar

problems occur with the use of javascript_value—the JavaScript predicate can’t work if some

of its arguments are unbound. See exercise 4.77.

There is also a much more serious way in which the not of the query language di�ers from

the not of mathematical logic. In logic, we interpret the statement “not P” to mean that P is not

true. In the query system, however, “not P” means that P is not deducible from the knowledge

in the data base. For example, given the personnel data base of section 4.4.1, the system would

happily deduce all sorts of not statements, such as that Ben Bitdiddle is not a baseball fan, that

it is not raining outside, and that 2+ 2 is not 4.
70

In other words, the not of logic programming

languages re�ects the so-called closed world assumption that all relevant information has been

included in the data base.
71

Exercise 4.64

Louis Reasoner mistakenly deletes the outranked_by rule (section 4.4.1) from the data base.

When he realizes this, he quickly reinstalls it. Unfortunately, he makes a slight change in the

rule, and types it in as

rule(outranked_by(staff_person, boss),

or(supervisor(staff_person, boss),

and(outranked_by(middle_manager, boss),

supervisor(staff_person, middle_manager))))

Just after Louis types this information into the system, DeWitt Aull comes by to �nd out who

outranks Ben Bitdiddle. He issues the query

outanked_by(list("Bitdiddle", "Ben"), who)

After answering, the system goes into an in�nite loop. Explain why.

70
Consider the query not(baseball_fan(list("Bitdiddle", "Ben"))). The system �nds that

baseball_fan(list("Bitdiddle", "Ben")) is not in the data base, so the empty frame does not satisfy

the pattern and is not �ltered out of the initial stream of frames. The result of the query is thus the empty frame,

which is used to instantiate the input query to produce not(baseball_fan(list("Bitdiddle", "Ben"))).

71
A discussion and justi�cation of this treatment of not can be found in the article by Clark (1978).
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Exercise 4.65

Cy D. Fect, looking forward to the day when he will rise in the organization, gives a query to

�nd all the wheels (using the wheel rule of section 4.4.1):

wheel(who)

To his surprise, the system responds

Query r e s u l t s :
wheel ( l i s t ( "Warbucks " , " O l i v e r " ) )
wheel ( l i s t ( " B i t d i d d l e " , " Ben " ) )
wheel ( l i s t ( "Warbucks " , " O l i v e r " ) )
wheel ( l i s t ( "Warbucks " , " O l i v e r " ) )
wheel ( l i s t ( "Warbucks " , " O l i v e r " ) )

Why is Oliver Warbucks listed four times?

Exercise 4.66

Ben has been generalizing the query system to provide statistics about the company. For

example, to �nd the total salaries of all the computer programmers one will be able to say

sum(amount,

and(job(x, list("computer", "programmer")),

salary(x, amount)))

In general, Ben’s new system allows expressions of the form

accumulation_function(variable,
query − pattern)

where accumulation_function can be things like sum, average, or maximum. Ben reasons that it

should be a cinch to implement this. He will simply feed the query pattern to evaluate_query.

This will produce a stream of frames. He will then pass this stream through a mapping func-

tion that extracts the value of the designated variable from each frame in the stream and feed

the resulting stream of values to the accumulation function. Just as Ben completes the imple-

mentation and is about to try it out, Cy walks by, still puzzling over the wheel query result

in exercise 4.65. When Cy shows Ben the system’s response, Ben groans, “Oh, no, my simple

accumulation scheme won’t work!”

What has Ben just realized? Outline a method he can use to salvage the situation.
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Exercise 4.67

Devise a way to install a loop detector in the query system so as to avoid the kinds of simple

loops illustrated in the text and in exercise 4.64. The general idea is that the system should

maintain some sort of history of its current chain of deductions and should not begin processing

a query that it is already working on. Describe what kind of information (patterns and frames)

is included in this history, and how the check should be made. (After you study the details

of the query-system implementation in section 4.4.4, you may want to modify the system to

include your loop detector.)

Exercise 4.68

De�ne rules to implement the reverse operation of exercise 2.18, which returns a list con-

taining the same elements as a given list in reverse order. (Hint: Use append_to_form.) Can

your rules answer both reverse(list(1, 2, 3), x) and reverse(x, list(1, 2, 3)?

Exercise 4.69

Let us modify the data base and the rules of exercise 4.63 to add “great” to a grandson

relationship. This should enable the system to deduce that Irad is the great-grandson of Adam,

or that Jabal and Jubal are the great-great-great-great-great-grandsons of Adam.

a. Change the assertions in the database such that there is only one kind of information,

namely related. The �rst argument then describes the relationship. Thus instead of

son("Adam", "Cain"), you would write related("son", "Adam", "Cain").

b. Represent the fact about Irad, for example, as

related(list("great", "grandson"), "Adam", "Irad")

c. Write rules that determine if a list ends in the word "grandson".

d. Use this to express a rule that allows one to derive the relationship

list(pair("great", rel), x, y)

where rel is a list ending in "grandson".

e. Check your rules on queries such as related(list("great", "grandson"), g, ggs)

and related(relationship, "Adam", "Irad").
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4.4.4 Implementing the �ery System

Section 4.4.2 described how the query system works. Now we �ll in the details by presenting

a complete implementation of the system.

4.4.4.1 The Driver Loop and Instantiation

The driver loop for the query system repeatedly reads input expressions. If the expression is a

rule or assertion to be added to the data base, then the information is added. Otherwise the ex-

pression is assumed to be a query. The driver passes this query to the evaluator evaluate_query

together with an initial frame stream consisting of a single empty frame. The result of the eval-

uation is a stream of frames generated by satisfying the query with variable values found in

the data base. These frames are used to form a new stream consisting of copies of the original

query in which the variables are instantiated with values supplied by the stream of frames,

and this �nal stream is printed at the terminal:

Iconst input_prompt = "query input:";

const output_prompt = "query results:";

function query_driver_loop() {

const input = prompt(input_prompt);

const q = query_syntax_process(parse(input + ";"));

if (assertion_to_be_added(q)) {

add_rule_or_assertion(add_assertion_body(q));

display("Assertion added to data base.");

} else {

display(output_prompt);

display_stream(

stream_map(

frame =>

unparse_query(

instantiate(q, frame, (v, _) => v)),

evaluate_query(q, singleton_stream(null))));

}

query_driver_loop();

}

Here, as in the other evaluators in this chapter, we use an abstract syntax for the expressions

of the query language. The implementation of the expression syntax, including the predicate

assertion_to_be_added and the selector add_assertion_body, is given in section 4.4.4.7. The

function add_rule_or_assertion is de�ned in section 4.4.4.5.

Before doing any processing on an input expression, the driver loop transforms it syntacti-

cally into a form that makes the processing more convenient. This involves changing the rep-
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resentation of pattern variables. When the query is instantiated, any variables that remain un-

bound are transformed back to the input representation before being printed. These transforma-

tions are performed by the two functions query_syntax_process and contract_question_mark

(section 4.4.4.7).

To instantiate an expression, we copy it, replacing any variables in the expression by their

values in a given frame. The values are themselves instantiated, since they could contain

variables (for example, if x in exp is bound to y as the result of uni�cation and y is in turn

bound to 5). The action to take if a variable cannot be instantiated is given by a functional

argument to instantiate.

Ifunction instantiate(exp, frame, unbound_var_handler) {

function copy(exp) {

if (is_var(exp)) {

const binding = binding_in_frame(exp, frame);

return binding === undefined

? unbound_var_handler(exp, frame)

: copy(binding_value(binding));

} else if (is_pair(exp)) {

return pair(copy(head(exp)), copy(tail(exp)));

} else {

return exp;

}

}

return copy(exp);

}

The functions that manipulate bindings are de�ned in section 4.4.4.8.

4.4.4.2 The Evaluator

The evaluate_query function, called by the query_driver_loop, is the basic evaluator of the

query system. It takes as inputs a query and a stream of frames, and it returns a stream of

extended frames. It identi�es special forms by a data-directed dispatch using get and put, just

as we did in implementing generic operations in chapter 2. Any query that is not identi�ed as

a special form is assumed to be a simple query, to be processed by simple_query.

Ifunction evaluate_query(query, frame_stream) {

const qfun = get(type(query), "evaluate_query");

return qfun === undefined

? simple_query(query, frame_stream)

: qfun(contents(query), frame_stream);

}

The functions type and contents, de�ned in section 4.4.4.7, implement the abstract syntax of

497 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=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
http://source-academy.github.io/playground#chap=4&prgrm=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


Metalinguistic Abstraction 4.4.4

the expressions.

Simple queries

The simple_query function handles simple queries. It takes as arguments a simple query (a

pattern) together with a stream of frames, and it returns the stream formed by extending each

frame by all data-base matches of the query.

Ifunction simple_query(query_pattern, frame_stream) {

return stream_flatmap(

frame =>

stream_append_delayed(

find_assertions(query_pattern, frame),

() => apply_rules(query_pattern, frame)),

frame_stream);

}

For each frame in the input stream, we use find_assertions (section 4.4.4.3) to match the

pattern against all assertions in the data base, producing a stream of extended frames, and

we use apply_rules (section 4.4.4.4) to apply all possible rules, producing another stream

of extended frames. These two streams are combined (using stream_append_delayed, sec-

tion 4.4.4.6) to make a stream of all the ways that the given pattern can be satis�ed consistent

with the original frame (see exercise 4.71). The streams for the individual input frames are

combined using stream_flatmap (section 4.4.4.6) to form one large stream of all the ways that

any of the frames in the original input stream can be extended to produce a match with the

given pattern.

Compound queries

And queries are handled as illustrated in �gure 4.5 by the conjoin function, which takes as

inputs the conjuncts and the frame stream and returns the stream of extended frames. First,

conjoin processes the stream of frames to �nd the stream of all possible frame extensions

that satisfy the �rst query in the conjunction. Then, using this as the new frame stream, it

recursively applies conjoin to the rest of the queries.

function conjoin(conjuncts, frame_stream) {

return is_empty_conjunction(conjuncts)

? frame_stream

: conjoin(rest_conjuncts(conjuncts),

evaluate_query(first_conjunct(conjuncts),

frame_stream));

}

The statement
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Metalinguistic Abstraction 4.4.4

Iput("and", "evaluate_query", conjoin);

sets up evaluate_query to dispatch to conjoin when an and is encountered.

We handle or queries similarly, as shown in �gure 4.6. The output streams for the various dis-

juncts of the or are computed separately and merged using the interleave_delayed function

from section 4.4.4.6. (See exercises 4.71 and 4.72.)

Ifunction disjoin(disjuncts, frame_stream) {

return is_empty_disjunction(disjuncts)

? null

: interleave_delayed(

evaluate_query(first_disjunct(disjuncts), frame_stream),

() => disjoin(rest_disjuncts(disjuncts),

frame_stream));

}

put("or", "evaluate_query", disjoin);

The predicates and selectors for the syntax of conjuncts and disjuncts are given in sec-

tion 4.4.4.7.

Filters

Queries formed with not are handled by the method outlined in section 4.4.2. We attempt to

extend each frame in the input stream to satisfy the query being negated, and we include a

given frame in the output stream only if it cannot be extended.

Ifunction negate(args, frame_stream) {

return stream_flatmap(

frame =>

is_null(evaluate_query(negated_query(args),

singleton_stream(frame)))

? singleton_stream(frame)

: null,

frame_stream);

}

put("not", "evaluate_query", negate);

The function javascript_value is a �lter similar to not. Each frame in the stream is used

to instantiate the variables in the pattern, the indicated predicate is applied, and the frames

for which the predicate returns false are �ltered out of the input stream. An error results if

there are unbound pattern variables.

Ifunction javascript_value(args, frame_stream) {

return stream_flatmap(

frame =>

execute(instantiate(
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head(args), frame,

(v, f) =>

error(v,

"Unknown pat var -- " +

"javascript_value")))

? singleton_stream(frame)

: null,

frame_stream);

}

put("javascript_value", "evaluate_query", javascript_value);

The function execute uses evaluate from section 4.1 and thus can apply primitive functions

to constants and instantiated variables.

Ifunction execute(exp) {

return evaluate(exp, the_global_environment);

}

The "always_true" expression provides for a query that is always satis�ed. It ignores its

contents (normally empty) and simply passes through all the frames in the input stream. The

"always_true" expression is used by the rule_body selector (section 4.4.4.7) to provide bodies

for rules that were de�ned without bodies (that is, rules whose bodies are always satis�ed).

Ifunction always_true(ignore, frame_stream) {

return frame_stream;

}

put("always_true", "evaluate_query", always_true);

The selectors that de�ne the syntax of not and javascript_value are given in section 4.4.4.7.

4.4.4.3 Finding Assertions by Pa�ern Matching

The function find_assertions, called by simple_query (section 4.4.4.2), takes as input a pat-

tern and a frame. It returns a stream of frames, each extending the given one by a data-base

match of the given pattern. It uses fetch_assertions (section 4.4.4.5) to get a stream of all

the assertions in the data base that should be checked for a match against the pattern and the

frame. The reason for fetch_assertions here is that we can often apply simple tests that will

eliminate many of the entries in the data base from the pool of candidates for a successful

match. The system would still work if we eliminated fetch_assertions and simply checked

a stream of all assertions in the data base, but the computation would be less e�cient because

we would need to make many more calls to the matcher.

Ifunction find_assertions(pattern, frame) {

return stream_flatmap(
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Metalinguistic Abstraction 4.4.4

datum =>

check_an_assertion(datum, pattern, frame),

fetch_assertions(pattern, frame));

}

The function check_an_assertion takes as arguments a pattern, a data object (assertion),

and a frame and returns either a one-element stream containing the extended frame or null

if the match fails.

Ifunction check_an_assertion(assertion, query_pat, query_frame) {

const match_result = pattern_match(query_pat, assertion,

query_frame);

return match_result === "failed"

? null

: singleton_stream(match_result);

}

The basic pattern matcher returns either the string "failed" or an extension of the given

frame. The basic idea of the matcher is to check the pattern against the data, element by

element, accumulating bindings for the pattern variables. If the pattern and the data object

are the same, the match succeeds and we return the frame of bindings accumulated so far.

Otherwise, if the pattern is a variable we extend the current frame by binding the variable to

the data, so long as this is consistent with the bindings already in the frame. If the pattern

and the data are both pairs, we (recursively) match the head of the pattern against the head of

the data to produce a frame; in this frame we then match the tail of the pattern against the

tail of the data. If none of these cases are applicable, the match fails and we return the string

"failed".

Ifunction pattern_match(pat, dat, frame) {

return frame === "failed"

? "failed"

: equal(pat, dat)

? frame

: is_var(pat)

? extend_if_consistent(pat, dat, frame)

: is_pair(pat) && is_pair(dat)

? pattern_match(tail(pat),

tail(dat),

pattern_match(head(pat),

head(dat),

frame))

: "failed";

}

Here is the function that extends a frame by adding a new binding, if this is consistent with

the bindings already in the frame:
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Metalinguistic Abstraction 4.4.4

Ifunction extend_if_consistent(variable, dat, frame) {

const binding = binding_in_frame(variable, frame);

return binding === undefined

? extend(variable, dat, frame)

: pattern_match(binding_value(binding), dat, frame);

}

If there is no binding for the variable in the frame, we simply add the binding of the variable

to the data. Otherwise we match, in the frame, the data against the value of the variable in the

frame. If the stored value contains only constants, as it must if it was stored during pattern

matching by extend_if_consistent, then the match simply tests whether the stored and new

values are the same. If so, it returns the unmodi�ed frame; if not, it returns a failure indication.

The stored value may, however, contain pattern variables if it was stored during uni�cation

(see section 4.4.4.4). The recursive match of the stored pattern against the new data will add

or check bindings for the variables in this pattern. For example, suppose we have a frame in

which x is bound to list("f", y) and y is unbound, and we wish to augment this frame by a

binding of x to list("f", "b"). We look up x and �nd that it is bound to list("f", y). This

leads us to match list("f", y) against the proposed new value list("f", "b") in the same

frame. Eventually this match extends the frame by adding a binding of y to "b". The variable x

remains bound to list("f", y). We never modify a stored binding and we never store more

than one binding for a given variable.

The functions used by extend_if_consistent to manipulate bindings are de�ned in sec-

tion 4.4.4.8.

4.4.4.4 Rules and Unification

The function apply_rules is the rule analog of find_assertions (section 4.4.4.3). It takes as

input a pattern and a frame, and it forms a stream of extension frames by applying rules from

the data base. The function stream_flatmap maps apply_a_rule down the stream of possibly

applicable rules (selected by fetch_rules, section 4.4.4.5) and combines the resulting streams

of frames.

Ifunction apply_rules(pattern, frame) {

return stream_flatmap(

rule =>

apply_a_rule(rule, pattern, frame),

fetch_rules(pattern, frame));

}

The function apply_a_rule applies rules using the method outlined in section 4.4.2. It �rst

augments its argument frame by unifying the rule conclusion with the pattern in the given

frame. If this succeeds, it evaluates the rule body in this new frame.
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Metalinguistic Abstraction 4.4.4

Before any of this happens, however, the program renames all the variables in the rule with

unique new names. The reason for this is to prevent the variables for di�erent rule applications

from becoming confused with each other. For instance, if two rules both use a variable named

x, then each one may add a binding for x to the frame when it is applied. These two x’s have

nothing to do with each other, and we should not be fooled into thinking that the two bindings

must be consistent. Rather than rename variables, we could devise a more clever environment

structure; however, the renaming approach we have chosen here is the most straightforward,

even if not the most e�cient. (See exercise 4.79.) Here is the apply_a_rule function:

Ifunction apply_a_rule(rule, query_pattern, query_frame) {

const clean_rule = rename_variables_in(rule);

const unify_result =

unify_match(query_pattern,

conclusion(clean_rule),

query_frame);

return unify_result === "failed"

? null

: evaluate_query(rule_body(clean_rule),

singleton_stream(unify_result));

}

The selectors rule_body and conclusion that extract parts of a rule are de�ned in sec-

tion 4.4.4.7.

We generate unique variable names by associating a unique identi�er (such as a number)

with each rule application and combining this identi�er with the original variable names. For

example, if the rule-application identi�er is 7, we might change each x in the rule to x_7 and

each y in the rule to y_7. (The functions make_new_variable and new_rule_application_id

are included with the syntax functions in section 4.4.4.7.)

Ifunction rename_variables_in(rule) {

const rule_application_id = new_rule_application_id();

function tree_walk(exp) {

return is_var(exp)

? make_new_variable(exp, rule_application_id)

: is_pair(exp)

? pair(tree_walk(head(exp)),

tree_walk(tail(exp)))

: exp;

}

return tree_walk(rule);

}

The uni�cation algorithm is implemented as a function that takes as inputs two patterns

and a frame and returns either the extended frame or the string "failed". The uni�er is like

the pattern matcher except that it is symmetrical—variables are allowed on both sides of the
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Metalinguistic Abstraction 4.4.4

match. The function unify_match is basically the same as pattern_match, except that there is

extra code (marked “***” below) to handle the case where the object on the right side of the

match is a variable.

Ifunction unify_match(p1, p2, frame) {

return frame === "failed"

? "failed"

: equal(p1, p2)

? frame

: is_var(p1)

? extend_if_possible(p1, p2, frame)

: is_var(p2)

? extend_if_possible(p2, p1, frame) // ***

: is_pair(p1) && is_pair(p2)

? unify_match(tail(p1),

tail(p2),

unify_match(head(p1),

head(p2),

frame))

: "failed";

}

In uni�cation, as in one-sided pattern matching, we want to accept a proposed extension

of the frame only if it is consistent with existing bindings. The function extend_if_possible

used in uni�cation is the same as the extend_if_consistent used in pattern matching except

for two special checks, marked “***” in the program below. In the �rst case, if the variable

we are trying to match is not bound, but the value we are trying to match it with is itself a

(di�erent) variable, it is necessary to check to see if the value is bound, and if so, to match its

value. If both parties to the match are unbound, we may bind either to the other.

The second check deals with attempts to bind a variable to a pattern that includes that

variable. Such a situation can occur whenever a variable is repeated in both patterns. Consider,

for example, unifying the two patterns list(x, x) and list(y, expression involving y) in a

frame where both x and y are unbound. First x is matched against y, making a binding of x to y.

Next, the same x is matched against the given expression involving y. Since x is already bound

to y, this results in matching y against the expression. If we think of the uni�er as �nding a set

of values for the pattern variables that make the patterns the same, then these patterns imply

instructions to �nd a y such that y is equal to the expression involving y. There is no general

method for solving such equations, so we reject such bindings; these cases are recognized

by the predicate depends_on.
72

On the other hand, we do not want to reject attempts to bind

72
In general, unifying y with an expression involving y would require our being able to �nd a �xed point of the

equation y = expression involving y. It is sometimes possible to syntactically form an expression that appears to

be the solution. For example, y = list("f", y) seems to have the �xed point list("f", list("f", list("f",
. . . ))), which we can produce by beginning with the expression list("f", y) and repeatedly substituting

list("f", y) for y. Unfortunately, not every such equation has a meaningful �xed point. The issues that arise
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Metalinguistic Abstraction 4.4.4

a variable to itself. For example, consider unifying list(x, x) and list(y, y). The second

attempt to bind x to y matches y (the stored value of x ) against y (the new value of x). This is

taken care of by the equal clause of unify_match.

Ifunction extend_if_possible(variable, val, frame) {

const binding = binding_in_frame(variable, frame);

if (binding !== undefined) {

return unify_match(binding_value(binding),

val, frame);

} else if (is_var(val)) { // ***

const binding = binding_in_frame(val, frame);

return binding !== undefined

? unify_match(variable,

binding_value(binding),

frame)

: extend(variable, val, frame);

} else if (depends_on(val, variable, frame)) { // ***

return "failed";

} else {

return extend(variable, val, frame);

}

}

The function depends_on is a predicate that tests whether an expression proposed to be the

value of a pattern variable depends on the variable. This must be done relative to the current

frame because the expression may contain occurrences of a variable that already has a value

that depends on our test variable. The structure of depends_on is a simple recursive tree walk

in which we substitute for the values of variables whenever necessary.

Ifunction depends_on(exp, variable, frame) {

function tree_walk(e) {

if (is_var(e)) {

if (equal(variable, e)) {

return true;

here are similar to the issues of manipulating in�nite series in mathematics. For example, we know that 2 is the

solution to the equation y = 1 + y/2. Beginning with the expression 1 + y/2 and repeatedly substituting 1 + y/2
for y gives

2 = y = 1 + y/2 = 1 + (1 + y/2)/2 = 1 + 1/2 + y/4 = · · · ,

which leads to

2 = 1 + 1/2 + 1/4 + 1/8 + · · · .

However, if we try the same manipulation beginning with the observation that −1 is the solution to the equation

y = 1 + 2y, we obtain

−1 = y = 1 + 2y = 1 + 2(1 + 2y) = 1 + 2 + 4y = · · · ,

which leads to

−1 = 1 + 2 + 4 + 8 + · · · .

Although the formal manipulations used in deriving these two equations are identical, the �rst result is a valid

assertion about in�nite series but the second is not. Similarly, for our uni�cation results, reasoning with an

arbitrary syntactically constructed expression may lead to errors.
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} else {

const b = binding_in_frame(e, frame);

return b === undefined

? false

: tree_walk(binding_value(b));

}

} else {

return is_pair(e)

? tree_walk(head(e)) || tree_walk(tail(e))

: false;

}

}

return tree_walk(exp);

}

4.4.4.5 Maintaining the Data Base

One important problem in designing logic programming languages is that of arranging things

so that as few irrelevant data-base entries as possible will be examined in checking a given

pattern. In our system, in addition to storing all assertions in one big stream, we store all

assertions whose heads are strings in separate streams, in a table indexed by the string. To

fetch an assertion that may match a pattern, we �rst check to see if the head of the pattern is

a string. If so, we return (to be tested using the matcher) all the stored assertions that have the

same head. If the pattern’s head is not a string, we return all the stored assertions. Cleverer

methods could also take advantage of information in the frame, or try also to optimize the case

where the head of the pattern is not a string. We avoid building our criteria for indexing (using

the head, handling only the case of strings) into the program; instead we call on predicates

and selectors that embody our criteria.

Ilet THE_ASSERTIONS = null;

function fetch_assertions(pattern, frame) {

return use_index(pattern)

? get_indexed_assertions(pattern)

: get_all_assertions;

}

function get_all_assertions() {

return THE_ASSERTIONS;

}

function get_indexed_assertions(pattern) {

return get_stream(index_key_of(pattern), "assertion-stream");

}

The function get_stream looks up a stream in the table and returns an empty stream if

nothing is stored there.
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Metalinguistic Abstraction 4.4.4

Ifunction get_stream(key1, key2) {

const s = get(key1, key2);

return s === undefined ? null : s;

}

Rules are stored similarly, using the head of the rule conclusion. Rule conclusions are arbi-

trary patterns, however, so they di�er from assertions in that they can contain variables. A

pattern whose head is a string can match rules whose conclusions start with a variable as well

as rules whose conclusions have the same head. Thus, when fetching rules that might match

a pattern whose head is a string we fetch all rules whose conclusions start with a variable as

well as those whose conclusions have the same head as the pattern. For this purpose we store

all rules whose conclusions start with a variable in a separate stream in our table, indexed by

the string "?".

Ilet THE_RULES = null;

function fetch_rules(pattern, frame) {

return use_index(pattern)

? get_indexed_rules(pattern)

: get_all_rules();

}

function get_all_rules() {

return THE_RULES;

}

function get_indexed_rules(pattern) {

return stream_append(

get_stream(index_key_of(pattern),

"rule-stream"),

get_stream("?", "rule-stream"));

}

The function add_rule_or_assertion is used by query_driver_loop to add assertions and

rules to the data base. Each item is stored in the index, if appropriate, and in a stream of all

assertions or rules in the data base.

Ifunction add_rule_or_assertion(assertion) {

return is_rule(assertion)

? add_rule(assertion)

: add_assertion(assertion);

}

function add_assertion(assertion) {

store_assertion_in_index(assertion);

const old_assertions = THE_ASSERTIONS;

THE_ASSERTIONS = pair(assertion, () => old_assertions);

return "ok";

}

function add_rule(rule) {
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Metalinguistic Abstraction 4.4.4

store_rule_in_index(rule);

const old_rules = THE_RULES;

THE_RULES = pair(rule, () => old_rules);

return "ok";

}

To actually store an assertion or a rule, we check to see if it can be indexed. If so, we store it

in the appropriate stream.

Ifunction store_assertion_in_index(assertion) {

if (is_indexable(assertion)) {

const key = index_key_of(assertion);

const current_assertion_stream =

get_stream(key, "assertion-stream");

put(key, "assertion-stream",

pair(assertion, () => current_assertion_stream));

} else {

}

}

function store_rule_in_index(rule) {

const pattern = conclusion(rule);

if (is_indexable(pattern)) {

const key = index_key_of(pattern);

const current_rule_stream =

get_stream(key, "rule-stream");

put(key, "rule-stream",

pair(rule, () => current_rule_stream));

} else {

}

}

The following functions de�ne how the data-base index is used. A pattern (an assertion or

a rule conclusion) will be stored in the table if it starts with a variable or a string.

Ifunction is_indexable(pat) {

return is_string(head(pat)) || is_var(head(pat));

}

The key under which a pattern is stored in the table is either "?" (if it starts with a variable)

or the string with which it starts.

Ifunction index_key_of(pat) {

const key = head(pat);

return is_var(key) ? "?" : key;

}

The index will be used to retrieve items that might match a pattern if the pattern starts with

a string.
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Metalinguistic Abstraction 4.4.4

Ifunction use_index(pat) {

return is_string(head(pat));

}

Exercise 4.70

What is the purpose of the constant declarations in the functions add_assertion and add_rule?

What would be wrong with the following implementation of add_assertion? Hint: Recall the

de�nition of the in�nite stream of ones in section 3.5.2: const ones = pair(1, () => ones);.

Ifunction add_assertion(assertion) {

store_assertion_in_index(assertion);

THE_ASSERTIONS = pair(assertion, () => THE_ASSERTIONS);

return "ok";

}

4.4.4.6 Stream Operations

The query system uses a few stream operations that were not presented in chapter 3.

The functions stream_append_delayed and interleave_delayed are just like stream_append

and interleave (section 3.5.3), except that they take a delayed argument (like the integral

function in section 3.5.4). This postpones looping in some cases (see exercise 4.71).

Ifunction stream_append_delayed(s1, delayed_s2) {

return is_null(s1)

? delayed_s2()

: pair(head(s1),

() => stream_append_delayed(stream_tail(s1),

delayed_s2));

}

function interleave_delayed(s1, delayed_s2) {

return is_null(s1)

? delayed_s2()

: pair(head(s1),

() => interleave_delayed(delayed_s2(),

() => stream_tail(s1)));

}

The function stream_flatmap, which is used throughout the query evaluator to map a func-

tion over a stream of frames and combine the resulting streams of frames, is the stream analog

of the flatmap function introduced for ordinary lists in section 2.2.3. Unlike ordinary flatmap,

however, we accumulate the streams with an interleaving process, rather than simply append-

ing them (see exercises 4.72 and 4.73).
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Ifunction stream_flatmap(fun, s) {

return flatten_stream(stream_map(fun, s));

}

function flatten_stream(stream) {

return is_null(stream)

? null

: interleave_delayed(

head(stream),

() => flatten_stream(stream_tail(stream)));

}

The evaluator also uses the following simple function to generate a stream consisting of a

single element:

Ifunction singleton_stream(x) {

return pair(x, () => null);

}

4.4.4.7 �ery Syntax Functions

The functions type and contents, used by evaluate_query (section 4.4.4.2), specify that a

query expression is identi�ed by string in its head. They are the same as the type_tag and

contents functions in section 2.4.2, except for the error message.

Ifunction type(exp) {

return is_pair(exp)

? head(exp)

: error(exp, "Unknown expression type");

}

function contents(exp) {

return is_pair(exp)

? tail(exp)

: error(exp, "Unknown expression contents");

}

The following functions, used by query_driver_loop (in section 4.4.4.1), specify that rules

and assertions are added to the data base by expressions of the form assert( rule-or-assertion
):

Ifunction assertion_to_be_added(exp) {

return type(exp) === "assert";

}

function add_assertion_body(exp) {

return head(contents(exp));

}

Here are the syntax de�nitions for the and, or, not, and javascript_value query expressions
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Metalinguistic Abstraction 4.4.4

(section 4.4.4.2):

Ifunction is_empty_conjunction(exps) {

return is_null(exps);

}

function first_conjunct(exps) {

return head(exps);

}

function rest_conjuncts(exps) {

return tail(exps);

}

function is_empty_disjunction(exps) {

return is_null(exps);

}

function first_disjunct(exps) {

return head(exps);

}

function rest_disjuncts(exps) {

return tail(exps);

}

function negated_query(exps) {

return head(exps);

}

The following three functions de�ne the syntax of rules:

Ifunction is_rule(statement) {

return is_tagged_list(statement, "rule");

}

function conclusion(rule) {

return head(tail(rule));

}

function rule_body(rule) {

return is_null(tail(tail(rule)))

? list("always_true")

: head(tail(tail(rule)));

}

The function query_driver_loop (section 4.4.4.1) calls query_syntax_process to transform

the syntax of the query to a tagged list representation, where the tags represent the kinds of

queries described in section 4.4.1. Along the way, pattern variables in the expression, which

are identi�ed using is_name, are converted into the internal format list("?", symbol). That

is to say, a pattern such as job(x, y) is actually represented internally by the system as

list("job", list("?", x), list("?", y))). This means that the system can check to see

if an expression is a pattern variable by checking whether the head of the expression is the

string "?". The syntax transformation is accomplished by the following function:

Ifunction query_syntax_process(exp) {
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Metalinguistic Abstraction 4.4.4

if (is_application(exp)) {

const function_symbol =

symbol_of_name(function_expression(exp));

const processed_args = map(query_syntax_process, args(exp));

return function_symbol === "pair"

? pair(head(processed_args), head(tail(processed_args)))

: function_symbol === "list"

? processed_args

: function_symbol === "javascript_value"

? pair(function_symbol,

map(javascript_value_process, args(exp)))

: pair(function_symbol, processed_args);

} else if (is_name(exp)) {

return list("?", symbol_of_name(exp));

} else {

return exp;

}

}

Exceptions to this processing are javascript_value queries. Since the instantiated syntax of

the argument of such a query is passed to the evaluate function of section 4.1.1, its applications

and self-evaluating expressions remain intact, and only its names are converted to pattern

variables.

Ifunction javascript_value_process(exp) {

return is_application(exp)

? list("application", function_expression(exp),

map(javascript_value_process, args(exp)))

: is_name(exp)

? list("?", symbol_of_name(exp))

: exp;

}

Once the variables are transformed in this way, the variables in a pattern are lists starting

with "?" and the strings (which need to be recognized for data-base indexing, section 4.4.4.5)

are just the strings.

Ifunction is_var(exp) {

return is_tagged_list(exp, "?");

}

Unique variables are constructed during rule application (in section 4.4.4.4) by means of

the following functions. The unique identi�er for a rule application is a number, which is

incremented each time a rule is applied.

Ilet rule_counter = 0;

function new_rule_application_id() {
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rule_counter = rule_counter + 1;

return rule_counter;

}

function make_new_variable(variable, rule_application_id) {

return pair("?", pair(rule_application_id, tail(variable)));

}

Afterquery_driver_loop instantiates the query, it converts it to a string using unparse_query,

following the syntax described in section 4.4.1. The function unparse_term formats unbound

pattern variables using contract_question_mark. Note that it needs to distinguish genuine

lists from pairs whose tail is a pattern variable (and therefore technically a list).

Ifunction unparse_query(query) {

return unparse(head(query),

tail(query),

is_null(member(head(query),

list("and", "or", "not", "assert", "rule")))

? unparse_term

: unparse_query);

}

function unparse_term(arg) {

return is_null(arg)

? "null"

: is_list(arg) && head(arg) === "?"

? contract_question_mark(arg)

: is_list(arg) &&

(is_null(tail(arg)) || head(tail(arg)) !== "?")

? unparse("list", arg, unparse_term))

: is_pair(arg)

? unparse("pair", list(head(arg), tail(arg)), unparse_term)

: is_string(arg)

? "'" + arg + "'"

: stringify(arg);

}

function unparse(string, args, unparse_arg) {

return string + "(" + comma_separated(map(unparse_arg, args)) + ")";

}

function comma_separated(strings) {

return accumulate((s, acc) => s + (acc === "" ? "" : ", " + acc),

"", strings);

}

function contract_question_mark(variable) {

return is_number(head(tail(variable)))

? head(tail(tail(variable))) +

"_" + stringify(head(tail(variable)))

: head(tail(variable));

}
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Metalinguistic Abstraction 4.4.4

4.4.4.8 Frames and Bindings

Frames are represented as lists of bindings, which are variable-value pairs:

Ifunction make_binding(variable, value) {

return pair(variable, value);

}

function binding_variable(binding) {

return head(binding);

}

function binding_value(binding) {

return tail(binding);

}

function binding_in_frame(variable, frame) {

return assoc(variable, frame);

}

function extend(variable, value, frame) {

return pair(make_binding(variable, value), frame);

}

Exercise 4.71

Louis Reasoner wonders why the simple_query and disjoin functions (section 4.4.4.2) are

implemented using explicit delay operations, rather than being de�ned as follows:

function simple_query(query_pattern, frame_stream) {

return stream_flatmap(

frame =>

stream_append(find_assertions(query_pattern, frame),

apply_rules(query_pattern, frame)),

frame_stream);

}

function disjoin(disjuncts, frame_stream) {

return is_empty_disjunction(disjuncts)

? null

: interleave(evaluate_query(first_disjunct(disjuncts),

frame_stream),

disjoin(rest_disjuncts(disjuncts), frame_stream));

}

Can you give examples of queries where these simpler de�nitions would lead to undesirable

behavior?
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Exercise 4.72

Why do disjoin and stream_flatmap interleave the streams rather than simply append them?

Give examples that illustrate why interleaving works better. (Hint: Why did we use interleave

in section 3.5.3?)

Exercise 4.73

Why does flatten_stream use a lambda expression in its body? What would be wrong with

de�ning it as follows:

function flatten_stream(stream) {

return is_null(stream)

? null

: interleave(head(stream),

flatten_stream(stream_tail(stream)));

}

Exercise 4.74

Alyssa P. Hacker proposes to use a simpler version of stream_flatmap in negate,javascript_value,

and find_assertions. She observes that the function that is mapped over the frame stream in

these cases always produces either the empty stream or a singleton stream, so no interleaving

is needed when combining these streams.

a. Fill in the missing expressions in Alyssa’s program.

function simple_stream_flatmap(fun, s) {

return simple_flatten(stream_map(fun, s));

}

function simple_flatten(stream) {

return stream_map(〈??〉,

stream_filter(〈??〉, stream));

}

b. Does the query system’s behavior change if we change it in this way?

Exercise 4.75

Implement for the query language a query expression called unique. Applictions of unique

should succeed if there is precisely one item in the data base satisfying a speci�ed query. For

example,

unique(job(x, list("computer", "wizard")))
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should print the one-item stream

unique(job(list("Bitdiddle", "Ben"), list("computer", "wizard")))

since Ben is the only computer wizard, and

unique(job(x, list("computer", "programmer")))

should print the empty stream, since there is more than one computer programmer. Moreover,

and(job(x, j), unique(job(anyone, j)))

should list all the jobs that are �lled by only one person, and the people who �ll them.

There are two parts to implementing unique. The �rst is to write a function that handles

this special form, and the second is to make evaluate_query dispatch to that function. The

second part is trivial, since evaluate_query does its dispatching in a data-directed way. If your

function is called uniquely_asserted, all you need to do is

put("unique", "evaluate_query", uniquely_asserted);

and evaluate_query will dispatch to this function for every query whose type (head) is the

string "unique"

The real problem is to write the function uniquely_asserted. This should take as input

the contents (tail) of the unique query, together with a stream of frames. For each frame

in the stream, it should use evaluate_query to �nd the stream of all extensions to the frame

that satisfy the given query. Any stream that does not have exactly one item in it should be

eliminated. The remaining streams should be passed back to be accumulated into one big

stream that is the result of the unique query. This is similar to the implementation of the not

special form.

Test your implementation by forming a query that lists all people who supervise precisely

one person.

Exercise 4.76

Our implementation of and as a series combination of queries (�gure 4.5) is elegant, but it is

ine�cient because in processing the second query of the and we must scan the data base for

each frame produced by the �rst query. If the data base has N elements, and a typical query

produces a number of output frames proportional to N (say N /k), then scanning the data

base for each frame produced by the �rst query will require N 2/k calls to the pattern matcher.

Another approach would be to process the two clauses of the and separately, then look for all

pairs of output frames that are compatible. If each query produces N /k output frames, then

this means that we must perform N 2/k2
compatibility checks—a factor of k fewer than the
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number of matches required in our current method.

Devise an implementation of and that uses this strategy. You must implement a function

that takes two frames as inputs, checks whether the bindings in the frames are compatible,

and, if so, produces a frame that merges the two sets of bindings. This operation is similar to

uni�cation.

Exercise 4.77

In section 4.4.3 we saw that not and javascript_value can cause the query language to

give “wrong” answers if these �ltering operations are applied to frames in which variables are

unbound. Devise a way to �x this shortcoming. One idea is to perform the �ltering in a “delayed”

manner by appending to the frame a “promise” to �lter that is ful�lled only when enough

variables have been bound to make the operation possible. We could wait to perform �ltering

until all other operations have been performed. However, for e�ciency’s sake, we would like

to perform �ltering as soon as possible so as to cut down on the number of intermediate frames

generated.

Exercise 4.78

Redesign the query language as a nondeterministic program to be implemented using the

evaluator of section 4.3, rather than as a stream process. In this approach, each query will

produce a single answer (rather than the stream of all answers) and the user can type try again

to see more answers. You should �nd that much of the mechanism we built in this section is

subsumed by nondeterministic search and backtracking. You will probably also �nd, however,

that your new query language has subtle di�erences in behavior from the one implemented

here. Can you �nd examples that illustrate this di�erence?

Exercise 4.79

When we implemented the JavaScript evaluator in section 4.1, we saw how to use local en-

vironments to avoid name con�icts between the parameters of functions. For example, in

evaluating

Ifunction square(x) {

return x * x;

}

function sum_of_squares(x, y) {

return square(x) + square(y);

}

sum_of_squares(3, 4);
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there is no confusion between the x in square and the x in sum_of_squares, because we

evaluate the body of each function in an environment that is specially constructed to contain

bindings for the local names. In the query system, we used a di�erent strategy to avoid name

con�icts in applying rules. Each time we apply a rule we rename the variables with new names

that are guaranteed to be unique. The analogous strategy for the JavaScript evaluator would be

to do away with local environments and simply rename the variables in the body of a function

each time we apply the function.

Implement for the query language a rule-application method that uses environments rather

than renaming. See if you can build on your environment structure to create constructs in the

query language for dealing with large systems, such as the rule analog of block-structured

functions. Can you relate any of this to the problem of making deductions in a context (e.g., “If

I supposed that P were true, then I would be able to deduce A and B.”) as a method of problem

solving? (This problem is open-ended. A good answer is probably worth a Ph.D.)
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Computing with Register Machines

My aim is to show that the heavenly machine is not a kind of divine,

live being, but a kind of clockwork (and he who believes that a clock

has soul attributes the maker’s glory to the work), insofar as nearly all

the manifold motions are caused by a most simple and material force,

just as all motions of the clock are caused by a single weight.

— Johannes Kepler (letter to Herwart von Hohenburg, 1605)

We began this book by studying processes and by describing processes in terms of functions

written in JavaScript. To explain the meanings of these functions, we used a succession of

models of evaluation: the substitution model of chapter 1, the environment model of chapter 3,

and the metacircular evaluator of chapter 4. Our examination of the metacircular evaluator,

in particular, dispelled much of the mystery of how JavaScript-like languages are interpreted.

But even the metacircular evaluator leaves important questions unanswered, because it fails

to elucidate the mechanisms of control in a JavaScript system. For instance, the evaluator does

not explain how the evaluation of a subexpression manages to return a value to the expression

that uses this value, nor does the evaluator explain how some recursive functions generate iter-

ative processes (that is, are evaluated using constant space) whereas other recursive functions

generate recursive processes. These questions remain unanswered because the metacircular

evaluator is itself a JavaScript program and hence inherits the control structure of the underly-

ing JavaScript system. In order to provide a more complete description of the control structure

of the JavaScript evaluator, we must work at a more primitive level than JavaScript itself.

In this chapter we will describe processes in terms of the step-by-step operation of a tradi-

tional computer. Such a computer, or register machine, sequentially executes instructions that

manipulate the contents of a �xed set of storage elements called registers. A typical register-

machine instruction applies a primitive operation to the contents of some registers and assigns
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the result to another register. Our descriptions of processes executed by register machines will

look very much like “machine-language” programs for traditional computers. However, in-

stead of focusing on the machine language of any particular computer, we will examine several

JavaScript functions and design a speci�c register machine to execute each function. Thus,

we will approach our task from the perspective of a hardware architect rather than that of

a machine-language computer programmer. In designing register machines, we will develop

mechanisms for implementing important programming constructs such as recursion. We will

also present a language for describing designs for register machines. In section 5.2 we will

implement a JavaScript program that uses these descriptions to simulate the machines we

design.

Most of the primitive operations of our register machines are very simple. For example, an

operation might add the numbers fetched from two registers, producing a result to be stored

into a third register. Such an operation can be performed by easily described hardware. In

order to deal with list structure, however, we will also use the memory operations head, tail,

and pair, which require an elaborate storage-allocation mechanism. In section 5.3 we study

their implementation in terms of more elementary operations.

In section 5.4, after we have accumulated experience formulating simple functions as register

machines, we will design a machine that carries out the algorithm described by the metacir-

cular evaluator of section 4.1. This will �ll in the gap in our understanding of how JavaScript

programs are interpreted, by providing an explicit model for the mechanisms of control in the

evaluator. In section 5.5 we will study a simple compiler that translates JavaScript programs

into sequences of instructions that can be executed directly with the registers and operations

of the evaluator register machine.

5.1 Designing Register Machines

To design a register machine, we must design its data paths (registers and operations) and

the controller that sequences these operations. To illustrate the design of a simple register

machine, let us examine Euclid’s Algorithm, which is used to compute the greatest common

divisor (GCD) of two integers. As we saw in section 1.2.5, Euclid’s Algorithm can be carried

out by an iterative process, as speci�ed by the following function:

Ifunction gcd(a, b) {

return b === 0 ? a : gcd(b, a % b);

}

A machine to carry out this algorithm must keep track of two numbers, a and b, so let us

assume that these numbers are stored in two registers with those names. The basic operations
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required are testing whether the contents of register b1
is zero and computing the remainder

of the contents of register a divided by the contents of register b. The remainder operation is

a complex process, but assume for the moment that we have a primitive device that computes

remainders. On each cycle of the GCD algorithm, the contents of register a must be replaced

by the contents of register b, and the contents of b must be replaced by the remainder of the

old contents of a divided by the old contents of b. It would be convenient if these replacements

could be done simultaneously, but in our model of register machines we will assume that only

one register can be assigned a new value at each step. To accomplish the replacements, our

machine will use a third “temporary” register, which we call t. (First the remainder will be

placed in t, then the contents of b will be placed in a, and �nally the remainder stored in t

will be placed in b.)

We can illustrate the registers and operations required for this machine by using the data-

path diagram shown in �gure 5.1. In this diagram, the registers (a, b, and t) are represented by

rectangles. Each way to assign a value to a register is indicated by an arrow with an X behind

the head, pointing from the source of data to the register. We can think of the X as a button that,

when pushed, allows the value at the source to “�ow” into the designated register. The label

next to each button is the name we will use to refer to the button. The names are arbitrary,

and can be chosen to have mnemonic value (for example, a<-b denotes pushing the button

that assigns the contents of register b to register a). The source of data for a register can be

another register (as in the a<-b assignment), an operation result (as in the t<-r assignment),

or a constant (a built-in value that cannot be changed, represented in a data-path diagram by

a triangle containing the constant).

An operation that computes a value from constants and the contents of registers is repre-

sented in a data-path diagram by a trapezoid containing a name for the operation. For example,

the box marked rem in �gure 5.1 represents an operation that computes the remainder of the

contents of the registers a and b to which it is attached. Arrows (without buttons) point from

the input registers and constants to the box, and arrows connect the operation’s output value

to registers. A test is represented by a circle containing a name for the test. For example, our

GCD machine has an operation that tests whether the contents of register b is zero. A test

also has arrows from its input registers and constants, but it has no output arrows; its value is

used by the controller rather than by the data paths. Overall, the data-path diagram shows the

registers and operations that are required for the machine and how they must be connected.

1
In our controllers, we shall use strings to represent machine components such as registers, labels and opera-

tions. In the text, we shall omit the quotation marks around the names and write

register b

instead of

register "b"
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If we view the arrows as wires and the X buttons as switches, the data-path diagram is very

like the wiring diagram for a machine that could be constructed from electrical components.

a b

t

rem

a ← b

t ← r

b ← t

0

=

Figure 5.1: Data paths for a GCD machine.

In order for the data paths to actually compute GCDs, the buttons must be pushed in the

correct sequence. We will describe this sequence in terms of a controller diagram, as illustrated

in �gure 5.2. The elements of the controller diagram indicate how the data-path components

should be operated. The rectangular boxes in the controller diagram identify data-path buttons

to be pushed, and the arrows describe the sequencing from one step to the next. The diamond

in the diagram represents a decision. One of the two sequencing arrows will be followed,

depending on the value of the data-path test identi�ed in the diamond. We can interpret the

controller in terms of a physical analogy: Think of the diagram as a maze in which a marble is

rolling. When the marble rolls into a box, it pushes the data-path button that is named by the

box. When the marble rolls into a decision node (such as the test for b= 0), it leaves the node

on the path determined by the result of the indicated test. Taken together, the data paths and

the controller completely describe a machine for computing GCDs. We start the controller (the

rolling marble) at the place marked start, after placing numbers in registers a and b. When

the controller reaches done, we will �nd the value of the GCD in register a.
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start

yes
done

no

=

t ← r

a ← b

b ← t

Figure 5.2: Controller for a GCD machine.

Exercise 5.1

Design a register machine to compute factorials using the iterative algorithm speci�ed by the

following function. Draw data-path and controller diagrams for this machine.

Ifunction factorial(n) {

function iter(product, counter) {

return counter > n

? product

: iter(counter * product,

counter + 1);

}

return iter(1, 1);

}
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5.1.1 A Language for Describing Register Machines

Data-path and controller diagrams are adequate for representing simple machines such as

GCD, but they are unwieldy for describing large machines such as a JavaScript interpreter. To

make it possible to deal with complex machines, we will create a language that presents, in

textual form, all the information given by the data-path and controller diagrams. We will start

with a notation that directly mirrors the diagrams.

We de�ne the data paths of a machine by describing the registers and the operations. To

describe a register, we give it a name and specify the buttons that control assignment to it. We

give each of these buttons a name and specify the source of the data that enters the register

under the button’s control. (The source is a register, a constant, or an operation.) To describe

an operation, we give it a name and specify its inputs (registers or constants).

We de�ne the controller of a machine as a sequence of instructions together with labels that

identify entry points in the sequence. An instruction is one of the following:

– The name of a data-path button to push to assign a value to a register. (This corresponds

to a box in the controller diagram.)

– A test instruction, that performs a speci�ed test.

– A conditional branch (branch instruction) to a location indicated by a controller label,

based on the result of the previous test. (The test and branch together correspond to a

diamond in the controller diagram.) If the test is false, the controller should continue

with the next instruction in the sequence. Otherwise, the controller should continue

with the instruction after the label.

– An unconditional branch (go_to instruction) naming a controller label at which to con-

tinue execution.

The machine starts at the beginning of the controller instruction sequence and stops when

execution reaches the end of the sequence. Except when a branch changes the �ow of control,

instructions are executed in the order in which they are listed.
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data_paths(

registers(

list(

pair(name("a"),

buttons(name("a<-b"), source(register("b")))),

pair(name("b"),

buttons(name("b<-t"), source(register("t")))),

pair(name("t"),

buttons(name("t<-r"), source(operation("rem"))))),

operations(

list(

pair(name("rem"),

inputs(register("a"), register("b"))),

pair(name("="),

inputs(register("b"), constant(0)))))));

controller(

list(

"test_b", // label

test("="), // test

branch(label("gcd_done")), // conditional branch

"t<-r", // button push

"a<-b", // button push

"b<-t", // button push

go_to(label("test_b"))), // unconditional branch

"gcd_done"); // label

Figure 5.3: A speci�cation of the GCD machine.

Figure 5.3 shows the GCD machine described in this way. This example only hints at the

generality of these descriptions, since the GCD machine is a very simple case: Each register

has only one button, and each button and test is used only once in the controller.

Unfortunately, it is di�cult to read such a description. In order to understand the controller

instructions we must constantly refer back to the de�nitions of the button names and the

operation names, and to understand what the buttons do we may have to refer to the de�nitions

of the operation names. We will thus transform our notation to combine the information from

the data-path and controller descriptions so that we see it all together.

To obtain this form of description, we will replace the arbitrary button and operation names

by the de�nitions of their behavior. That is, instead of saying (in the controller) “Push button

t<-r” and separately saying (in the data paths) “Button t<-r assigns the value of the rem

operation to register t” and “The rem operation’s inputs are the contents of registers a and b,”

we will say (in the controller) “Push the button that assigns to register t the value of the rem

operation on the contents of registers a and b.” Similarly, instead of saying (in the controller)
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“Perform the = test” and separately saying (in the data paths) “The = test operates on the

contents of register b and the constant 0,” we will say “Perform the = test on the contents

of register b and the constant 0.” We will omit the data-path description, leaving only the

controller sequence. Thus, the GCD machine is described as follows:

Icontroller(

list(

"test_b",

test(list(op("="), reg("b"), constant(0))),

branch(label("gcd_done")),

assign("t", list(op("rem"), reg("a"), reg("b"))),

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("test_b")),

"gcd_done"))

This form of description is easier to read than the kind illustrated in Figure 5.3, but it also

has disadvantages:

– It is more verbose for large machines, because complete descriptions of the data-path

elements are repeated whenever the elements are mentioned in the controller instruction

sequence. (This is not a problem in the GCD example, because each operation and button

is used only once.) Moreover, repeating the data-path descriptions obscures the actual

data-path structure of the machine; it is not obvious for a large machine how many

registers, operations, and buttons there are and how they are interconnected.

– Because the controller instructions in a machine de�nition look like JavaScript expres-

sions, it is easy to forget that they are not arbitrary JavaScript. expressions. They can

notate only legal machine operations. For example, operations can operate directly only

on constants and the contents of registers, not on the results of other operations.

In spite of these disadvantages, we will use this register-machine language throughout this

chapter, because we will be more concerned with understanding controllers than with under-

standing the elements and connections in data paths. We should keep in mind, however, that

data-path design is crucial in designing real machines.
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Exercise 5.2

Use the register-machine language to describe the iterative factorial machine of exercise 5.1.

Actions

Let us modify the GCD machine so that we can type in the numbers whose GCD we want and

get the answer printed at our terminal. We will not discuss how to make a machine that can

read and print, but will assume (as we do when we use prompt and display in JavaScript) that

they are available as primitive operations.

The operation prompt is like the operations we have been using in that it produces a value

that can be stored in a register. But prompt does not take inputs from any registers; its value

depends on something that happens outside the parts of the machine we are designing. We

will allow our machine’s operations to have such behavior, and thus will draw and notate the

use of prompt just as we do any other operation that computes a value.

The operation display, on the other hand, di�ers from the operations we have been using

in a fundamental way: It does not produce an output value to be stored in a register. Though

it has an e�ect, this e�ect is not on a part of the machine we are designing. We will refer to

this kind of operation as an action. We will represent an action in a data-path diagram just as

we represent an operation that computes a value—as a trapezoid that contains the name of

the action. Arrows point to the action box from any inputs (registers or constants). We also

associate a button with the action. Pushing the button makes the action happen. To make a

controller push an action button we use a new kind of instruction called perform. Thus, the

action of printing the contents of register a is represented in a controller sequence by the

instruction

perform(list(op("display"), reg("a")))

Figure 5.4 shows the data paths and controller for the new GCD machine. Instead of having

the machine stop after printing the answer, we have made it start over, so that it repeatedly

reads a pair of numbers, computes their GCD, and prints the result. This structure is like the

driver loops we used in the interpreters of chapter 4.
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prompt

a b

t

rem

a ← b

t ← r

b ← t

0

=

display

a ← rd b ← rd

P

Icontroller(

list(

"gcd_loop",

assign("a", list(op("prompt"))),

assign("b", list(op("prompt"))),

"test_b",

test(list(op("="), reg("b"), constant(0))),

branch(label("gcd_done")),

assign("t", list(op("rem"), reg("a"), reg("b"))),

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("test_b")),

"gcd_done",

perform(list(op("display"), reg("a"))),

go_to(label("gcd_loop"))))

Figure 5.4: A GCD machine that reads inputs and prints results.
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5.1.2 Abstraction in Machine Design

We will often de�ne a machine to include “primitive” operations that are actually very complex.

For example, in sections 5.4 and 5.5 we will treat JavaScript’s environment manipulations as

primitive. Such abstraction is valuable because it allows us to ignore the details of parts of

a machine so that we can concentrate on other aspects of the design. The fact that we have

swept a lot of complexity under the rug, however, does not mean that a machine design is

unrealistic. We can always replace the complex “primitives” by simpler primitive operations.

Consider the GCD machine. The machine has an instruction that computes the remainder

of the contents of registers a and b and assigns the result to register t. If we want to construct

the GCD machine without using a primitive remainder operation, we must specify how to

compute remainders in terms of simpler operations, such as subtraction. Indeed, we can write

a JavaScript function that �nds remainders in this way:

Ifunction remainder(n, d) {

return n < d

? n

: remainder(n - d, d);

}

We can thus replace the remainder operation in the GCD machine’s data paths with a

subtraction operation and a comparison test. Figure 5.5 shows the data paths and controller

for the elaborated machine. The instruction
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Figure 5.5: Data paths and controller for the elaborated GCD machine.

assign("t", list(op("rem"), reg("a"), reg("b")))

in the GCD controller de�nition is replaced by a sequence of instructions that contains a loop,

as shown in �gure 5.6.
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Icontroller(

list(

"test_b",

test(list(op("="), reg("b"), constant(0))),

branch(label("gcd_done")),

assign("t", reg("a")),

"rem_loop",

test(list(op("<"), reg("t"), reg("b"))),

branch(label("rem_done")),

assign("t", list(op("-"), reg("t"), reg("b"))),

go_to(label("rem_loop")),

"rem_done",

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("test_b")),

"gcd_done"))

Figure 5.6: Controller instruction sequence for the GCD machine in �gure 5.5.

Exercise 5.3

Design a machine to compute square roots using Newton’s method, as described in sec-

tion 1.1.7:

Ifunction sqrt(x) {

function good_enough(guess) {

return math_abs(square(guess) - x) < 0.001;

}

function improve(guess) {

return average(guess, x / guess);

}

function sqrt_iter(guess) {

return good_enough(guess)

? guess

: sqrt_iter(improve(guess));

}

return sqrt_iter(1.0);

}

Begin by assuming that good_enough and improve operations are available as primitives. Then

show how to expand these in terms of arithmetic operations. Describe each version of the

sqrt machine design by drawing a data-path diagram and writing a controller de�nition in

the register-machine language.
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5.1.3 Subroutines

When designing a machine to perform a computation, we would often prefer to arrange for

components to be shared by di�erent parts of the computation rather than duplicate the

components. Consider a machine that includes two GCD computations—one that �nds the

GCD of the contents of registers a and b and one that �nds the GCD of the contents of registers

c and d. We might start by assuming we have a primitive gcd operation, then expand the

two instances of gcd in terms of more primitive operations. Figure 5.7 shows just the GCD

portions of the resulting machine’s data paths, without showing how they connect to the rest

of the machine. The �gure also shows the corresponding portions of the machine’s controller

sequence.
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"gcd_1",

  test(list(op("="),

       reg("b"),

       constant(0))),

  branch(label("after_gcd_1")),

  assign("t", list(op("rem"),

                   reg("a"),

                   reg("b"))),

  assign("a", reg("b")),

  assign("b", reg("t")),

  go_to(label("gcd_1")),

"after_gcd_1",

  ...

a b

t

rem

a ← b

t ← r

b ← t

0

=

"gcd_2",

  test(list(op("="),

            reg("d"),

            constant(0))),

  branch(label("after_gcd_2")),

  assign("s", list(op("rem"),

                   reg("c"),

                   reg("d"))),

  assign("c", reg("d")),

  assign("d", reg("s")),

  go_to(label("gcd_2")),

"after_gcd_2"

  ...

c d

s

rem

c ← d

s ← r

d ← s

0

=

Figure 5.7: Portions of the data paths and controller sequence for a machine with two GCD

computations.

This machine has two remainder operation boxes and two boxes for testing equality. If the

duplicated components are complicated, as is the remainder box, this will not be an economical

way to build the machine. We can avoid duplicating the data-path components by using the

same components for both GCD computations, provided that doing so will not a�ect the rest of

the larger machine’s computation. If the values in registers a and b are not needed by the time

the controller gets to gcd_2 (or if these values can be moved to other registers for safekeeping),

we can change the machine so that it uses registers a and b, rather than registers c and d, in

computing the second GCD as well as the �rst. If we do this, we obtain the controller sequence

shown in �gure 5.8.
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We have removed the duplicate data-path components (so that the data paths are again

as in �gure 5.1), but the controller now has two GCD sequences that di�er only in their

entry-point labels. It would be better to replace these two sequences by branches to a single

sequence—a gcd subroutine—at the end of which we branch back to the correct place in the

main instruction sequence. We can accomplish this as follows: Before branching to gcd, we

place a distinguishing value (such as 0 or 1) into a special register, continue. At the end of

the gcd subroutine we return either to after_gcd_1 or to after_gcd_2, depending on the

value of the continue register. Figure 5.9 shows the relevant portion of the resulting controller

sequence, which includes only a single copy of the gcd instructions.

"gcd_1",

test(list(op("="), reg("b"), constant(0))),

branch(label("after_gcd_1")),

assign("t", list(op("rem"), reg("a"), reg("b"))),

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("gcd_1")),

"after_gcd_1",

...

"gcd_2",

test(list(op("="), reg("b"), constant(0))),

branch(label("after_gcd_2")),

assign("t", list(op("rem"), reg("a"), reg("b"))),

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("gcd_2")),

"after_gcd_2"

Figure 5.8: Portions of the controller sequence for a machine that uses the same data-path

components for two di�erent GCD computations.
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"gcd",

test(list(op("="), reg("b"), constant(0))),

branch(label("gcd_done")),

assign("t", list(op("rem"), reg("a"), reg("b"))),

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("gcd")),

"gcd_done",

test(list(op("="), reg("continue"), constant(0))),

branch(label("after_gcd_1")),

go_to(label("after_gcd_2")),

...

// Before branching to "gcd" from the first place where

// it is needed, we place 0 in the "continue" register

assign("continue", constant(0)),

go_to(label("gcd")),

"after_gcd_1",

...

// Before the second use of "gcd", we place 1 in the

// "continue" register

assign("continue", constant(1)),

go_to(label("gcd")),

"after_gcd_2"

Figure 5.9: Using a continue register to avoid the duplicate controller sequence in �gure 5.8.

535 Generated 2020-08-18 16:40:02Z



Computing with Register Machines 5.1.3

"gcd",

test(list(op("="), reg("b"), constant(0))),

branch(label("gcd_done")),

assign("t", list(op("rem"), reg("a"), reg("b"))),

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("gcd")),

"gcd_done",

go_to(reg("continue")),

...

// Before calling "gcd", we assign to "continue"

// the label to which "gcd" should return.

assign("continue", label("after_gcd_1"))),

go_to(label("gcd")),

"after_gcd_1",

...

// Here is the second call to "gcd", with a different continuation.

assign("continue", label("after_gcd_2")),

go_to(label("gcd")),

"after_gcd_2"

Figure 5.10: Assigning labels to the continue register simpli�es and generalizes the strategy

shown in �gure 5.9.

This is a reasonable approach for handling small problems, but it would be awkward if there

were many instances of GCD computations in the controller sequence. To decide where to

continue executing after the gcd subroutine, we would need tests in the data paths and branch

instructions in the controller for all the places that use gcd. A more powerful method for

implementing subroutines is to have the continue register hold the label of the entry point in

the controller sequence at which execution should continue when the subroutine is �nished.

Implementing this strategy requires a new kind of connection between the data paths and

the controller of a register machine: There must be a way to assign to a register a label in the

controller sequence in such a way that this value can be fetched from the register and used to

continue execution at the designated entry point.

To re�ect this ability, we will extend the assign instruction of the register-machine language

to allow a register to be assigned as value a label from the controller sequence (as a special kind

of constant). We will also extend the go_to instruction to allow execution to continue at the

entry point described by the contents of a register rather than only at an entry point described

by a constant label. Using these new constructs we can terminate the gcd subroutine with a

branch to the location stored in the continue register. This leads to the controller sequence

shown in �gure 5.10.

A machine with more than one subroutine could use multiple continuation registers (e.g.,
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gcd_continue, factorial_continue) or we could have all subroutines share a single continue

register. Sharing is more economical, but we must be careful if we have a subroutine (sub1)

that calls another subroutine (sub2). Unless sub1 saves the contents of continue in some other

register before setting up continue for the call to sub2, sub1 will not know where to go when

it is �nished. The mechanism developed in the next section to handle recursion also provides

a better solution to this problem of nested subroutine calls.

5.1.4 Using a Stack to Implement Recursion

With the ideas illustrated so far, we can implement any iterative process by specifying a

register machine that has a register corresponding to each state variable of the process. The

machine repeatedly executes a controller loop, changing the contents of the registers, until

some termination condition is satis�ed. At each point in the controller sequence, the state of

the machine (representing the state of the iterative process) is completely determined by the

contents of the registers (the values of the state variables).

Implementing recursive processes, however, requires an additional mechanism. Consider the

following recursive method for computing factorials, which we �rst examined in section 1.2.1:

Ifunction factorial(n) {

return n === 1

? 1

: n * factorial(n - 1);

}

As we see from the function, computing n! requires computing (n − 1)!. Our GCD machine,

modeled on the function

Ifunction gcd(a, b) {

return b === 0 ? a : gcd(b, a % b);

}

similarly had to compute another GCD. But there is an important di�erence between the gcd

function, which reduces the original computation to a new GCD computation, and factorial,

which requires computing another factorial as a subproblem. In GCD, the answer to the new

GCD computation is the answer to the original problem. To compute the next GCD, we simply

place the new arguments in the input registers of the GCD machine and reuse the machine’s

data paths by executing the same controller sequence. When the machine is �nished solving

the �nal GCD problem, it has completed the entire computation.

In the case of factorial (or any recursive process) the answer to the new factorial subproblem

is not the answer to the original problem. The value obtained for (n−1)! must be multiplied by

n to get the �nal answer. If we try to imitate the GCD design, and solve the factorial subproblem
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by decrementing the n register and rerunning the factorial machine, we will no longer have

available the old value of n by which to multiply the result. We thus need a second factorial

machine to work on the subproblem. This second factorial computation itself has a factorial

subproblem, which requires a third factorial machine, and so on. Since each factorial machine

contains another factorial machine within it, the total machine contains an in�nite nest of

similar machines and hence cannot be constructed from a �xed, �nite number of parts.

Nevertheless, we can implement the factorial process as a register machine if we can arrange

to use the same components for each nested instance of the machine. Speci�cally, the machine

that computes n! should use the same components to work on the subproblem of computing

(n−1)!, on the subproblem for (n−2)!, and so on. This is plausible because, although the factorial

process dictates that an unbounded number of copies of the same machine are needed to

perform a computation, only one of these copies needs to be active at any given time. When the

machine encounters a recursive subproblem, it can suspend work on the main problem, reuse

the same physical parts to work on the subproblem, then continue the suspended computation.

In the subproblem, the contents of the registers will be di�erent than they were in the

main problem. (In this case the n register is decremented.) In order to be able to continue

the suspended computation, the machine must save the contents of any registers that will be

needed after the subproblem is solved so that these can be restored to continue the suspended

computation. In the case of factorial, we will save the old value of n, to be restored when we

are �nished computing the factorial of the decremented n register.
2

Since there is no a priori limit on the depth of nested recursive calls, we may need to save an

arbitrary number of register values. These values must be restored in the reverse of the order

in which they were saved, since in a nest of recursions the last subproblem to be entered is the

�rst to be �nished. This dictates the use of a stack, or “last in, �rst out” data structure, to save

register values. We can extend the register-machine language to include a stack by adding

two kinds of instructions: Values are placed on the stack using a save instruction and restored

from the stack using a restore instruction. After a sequence of values has been saved on the

stack, a sequence of restores will retrieve these values in reverse order.
3

With the aid of the stack, we can reuse a single copy of the factorial machine’s data paths for

each factorial subproblem. There is a similar design issue in reusing the controller sequence that

operates the data paths. To reexecute the factorial computation, the controller cannot simply

loop back to the beginning, as with an iterative process, because after solving the (n − 1)!

subproblem the machine must still multiply the result by n. The controller must suspend its

computation of n!, solve the (n − 1)! subproblem, then continue its computation of n!. This

2
One might argue that we don’t need to save the old n; after we decrement it and solve the subproblem, we

could simply increment it to recover the old value. Although this strategy works for factorial, it cannot work in

general, since the old value of a register cannot always be computed from the new one.

3
In section 5.3 we will see how to implement a stack in terms of more primitive operations.
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view of the factorial computation suggests the use of the subroutine mechanism described in

section 5.1.3, which has the controller use a continue register to transfer to the part of the

sequence that solves a subproblem and then continue where it left o� on the main problem.

We can thus make a factorial subroutine that returns to the entry point stored in the continue

register. Around each subroutine call, register, since each “level” of the factorial computation

will use the same continue register. That is, the factorial subroutine must put a new value in

continue when it calls itself for a subproblem, but it will need the old value in order to return

to the place that called it to solve a subproblem.

Figure 5.11 shows the data paths and controller for a machine that implements the recursive

factorial function. The machine has a stack and three registers, called n, val, and continue.

To simplify the data-path diagram, we have not named the register-assignment buttons, only

the stack-operation buttons (sc and sn to save registers, rc and rn to restore registers). To

operate the machine, we put in register n the number whose factorial we wish to compute

and start the machine. When the machine reaches fact_done, the computation is �nished

and the answer will be found in the val register. In the controller sequence, n and continue

are saved before each recursive call and restored upon return from the call. Returning from a

call is accomplished by branching to the location stored in continue. The register continue

is initialized when the machine starts so that the last return will go to fact_done. The val

register, which holds the result of the factorial computation, is not saved before the recursive

call, because the old contents of val is not useful after the subroutine returns. Only the new

value, which is the value produced by the subcomputation, is needed.

Although in principle the factorial computation requires an in�nite machine, the machine

in �gure 5.11 is actually �nite except for the stack, which is potentially unbounded. Any

particular physical implementation of a stack, however, will be of �nite size, and this will

limit the depth of recursive calls that can be handled by the machine. This implementation of

factorial illustrates the general strategy for realizing recursive algorithms as ordinary register

machines augmented by stacks. When a recursive subproblem is encountered, we save on

the stack the registers whose current values will be required after the subproblem is solved,

solve the recursive subproblem, then restore the saved registers and continue execution on the

main problem. The continue register must always be saved. Whether there are other registers

that need to be saved depends on the particular machine, since not all recursive computations

need the original values of registers that are modi�ed during solution of the subproblem (see

exercise 5.4).
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A double recursion

Let us examine a more complex recursive process, the tree-recursive computation of the Fi-

bonacci numbers, which we introduced in section 1.2.2:

Ifunction fib(n) {

return n === 0

? 0

: n === 1

? 1

: fib(n - 1) + fib(n - 2);

}

Just as with factorial, we can implement the recursive Fibonacci computation as a register

machine with registers n, val, and continue. The machine is more complex than the one for

factorial, because there are two places in the controller sequence where we need to perform

recursive calls—once to compute Fib(n − 1) and once to compute Fib(n − 2). To set up for each

of these calls, we save the registers whose values will be needed later, set the n register to the

number whose Fib we need to compute recursively (n − 1 or n − 2), and assign to continue

the entry point in the main sequence to which to return (afterfib_n_1 or afterfib_n_2,

respectively). We then go to fib_loop. When we return from the recursive call, the answer is

in val. Figure 5.12 shows the controller sequence for this machine.
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after_fact fact_done
1

=

val n stack

continue* --

sn

rn

scrc

controller

after_fact fact_done
1

=

val n stack

continue*

sn

rn
rc sc

controller

after_fact

-

1

=

val n stack

Icontroller(

list(

assign("continue", label("fact_done")), // set up final

"fact_loop", // rtrn address

test(list(op("="), reg("n"), constant(1))),

branch(label("base_case")),

// Set up for recursive call by saving "n" and "continue".

// Set up "continue" so that the computation will continue

// at "after_fact" when the subroutine returns.

save("continue"),

save("n"),

assign("n", list(op("-"), reg("n"), constant(1))),

assign("continue", label("after_fact")),

go_to(label("fact_loop")),

"after_fact",

restore("n"),

restore("continue"),

assign("val", list(op("*"), reg("n"), reg("val"))),

// "val" now contains n(n-1)!

go_to(reg("continue")), // return to caller

"base_case",

assign("val", constant(1)), // base case: val = 1

go_to(reg("continue")), // return to caller

"fact_done"))

Figure 5.11: A recursive factorial machine.
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Icontroller(

list(

assign("continue", label("fib_done")),

"fib_loop",

test(list(op("<"), reg("n"), constant(2))),

branch(label("immediate_answer")),

// set up to compute Fib(n-1)

save("continue"),

assign("continue", label("afterfib_n_1")),

save("n"), // save old value of n

// clobber n to n - 1

assign("n", list(op("-"), reg("n"), constant(1))),

go_to(label("fib_loop")), // perform recursive call

"afterfib_n_1",

// upon return, "val" contains Fib(n-1)

restore("n"),

restore("continue"), // set up to compute Fib(n-2)

assign("n", list(op("-"), reg("n"), constant(2))),

save("continue"),

assign("continue", label("afterfib_n_2")),

save("val"), // save Fib(n-1)

go_to(label("fib_loop")),

"afterfib_n_2", // upon rtrn, val is Fib(n-2)

assign("n", reg("val")), // n now contains Fib(n-2)

restore("val"), // val now contains Fib(n-1)

restore("continue"),

assign("val", // Fib(n-1) + Fib(n-2)

list(op("+"), reg("val"), reg("n"))),

go_to(reg("continue")), // back to caller, ans in val

"immediate_answer",

assign("val", reg("n")), // base case: Fib(n) = n

go_to(reg("continue")),

"fib_done"))

Figure 5.12: Controller for a machine to compute Fibonacci numbers.

Exercise 5.4

Specify register machines that implement each of the following functions. For each machine,

write a controller instruction sequence and draw a diagram showing the data paths.

a. Recursive exponentiation:

Ifunction expt(b, n) {

return n === 0

? 1
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: b * expt(b, n - 1);

}

b. Iterative exponentiation:

Ifunction expt(b, n) {

function expt_iter(counter, product) {

return counter === 0

? product

: expt_iter(counter - 1, b * product);

}

return expt_iter(n, 1);

}

Exercise 5.5

Hand-simulate the factorial and Fibonacci machines, using some nontrivial input (requiring

execution of at least one recursive call). Show the contents of the stack at each signi�cant

point in the execution.

Exercise 5.6

Ben Bitdiddle observes that the Fibonacci machine’s controller sequence has an extra save

and an extra restore, which can be removed to make a faster machine. Where are these

instructions?

5.1.5 Instruction Summary

A controller instruction in our register-machine language has one of the following forms,

where each inputi is either reg(register-name) or constant(constant-value).

These instructions were introduced in section 5.1.1:

assign(register_name, reg(register_name))

assign(register_name, constant(constant_value))

assign(register_name, list(op(operation_name), input
1
, . . ., inputn))

perform(list(op(operation_name), input
1
, . . ., inputn))

test(list(op(operation_name), input
1
, . . ., inputn))

branch(label(label_name))
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go_to(label(label_name))

The use of registers to hold labels was introduced in section 5.1.3:

assign(register_name, label(label_name))

go_to(reg(register_name))

Instructions to use the stack were introduced in section 5.1.4:

save(register_name)

restore(register_name)

The only kind of constant_value we have seen so far is a number, but later we will use strings

and lists. For example, constant("abc") is the string "abc", constant(list(a, b, c)) is the

list list(a, b, c), and constant(null) is the empty list.

5.2 A Register-Machine Simulator

In order to gain a good understanding of the design of register machines, we must test the

machines we design to see if they perform as expected. One way to test a design is to hand-

simulate the operation of the controller, as in exercise 5.5. But this is extremely tedious for

all but the simplest machines. In this section we construct a simulator for machines described

in the register-machine language. The simulator is a JavaScript program with four interface

functions. The �rst uses a description of a register machine to construct a model of the machine

(a data structure whose parts correspond to the parts of the machine to be simulated), and the

other three allow us to simulate the machine by manipulating the model:

– make_machine( register_names, operations, controller )
constructs and returns a model of the machine with the given registers, operations, and

controller.

– set_register_contents( machine_model, register_name, value )
stores a value in a simulated register in the given machine.

– get_register_contents( machine_model, register_name )
returns the contents of a simulated register in the given machine.

– start( machine_model )
simulates the execution of the given machine, starting from the beginning of the con-

troller sequence and stopping when it reaches the end of the sequence.

As an example of how these functions are used, we can de�ne gcd_machine to be a model

of the GCD machine of section 5.1.1 as follows:
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Iconst gcd_machine =

make_machine(

list("a", "b", "t"),

list(list("rem", (a, b) => a % b),

list("=", (a, b) => a === b)),

list(

"test_b",

test(list(op("="), reg("b"), constant(0))),

branch(label("gcd_done")),

assign("t", list(op("rem"), reg("a"), reg("b"))),

assign("a", reg("b")),

assign("b", reg("t")),

go_to(label("test_b")),

"gcd_done"));

The �rst argument to make_machine is a list of register names. The next argument is a table

(a list of two-element lists) that pairs each operation name with a JavaScript function that

implements the operation (that is, produces the same output value given the same input values).

The last argument speci�es the controller as a list of labels and machine instructions, as in

section 5.1.

To compute GCDs with this machine, we set the input registers, start the machine, and

examine the result when the simulation terminates:

Iset_register_contents(gcd_machine, "a", 206);

" done "

Iset_register_contents(gcd_machine, "b", 40);

" done "

Istart(gcd_machine);

" done "

Iget_register_contents(gcd_machine, "a");

2

This computation will run much more slowly than a gcd function written in JavaScript, be-

cause we will simulate low-level machine instructions, such as assign, by much more complex

operations.
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Computing with Register Machines 5.2.1

Exercise 5.7

Use the simulator to test the machines you designed in exercise 5.4.

5.2.1 The Machine Model

The machine model generated by make_machine is represented as a function with local state us-

ing the message-passing techniques developed in chapter 3. To build this model, make_machine

begins by calling the function make_new_machine to construct the parts of the machine model

that are common to all register machines. This basic machine model constructed by make_new_machine

is essentially a container for some registers and a stack, together with an execution mechanism

that processes the controller instructions one by one.

The function make_machine then extends this basic model (by sending it messages) to include

the registers, operations, and controller of the particular machine being de�ned. First it allocates

a register in the new machine for each of the supplied register names and installs the designated

operations in the machine. Then it uses an assembler (described below in section 5.2.2) to

transform the controller list into instructions for the new machine and installs these as the

machine’s instruction sequence. The function make_machine returns as its value the modi�ed

machine model.

Ifunction make_machine(register_names, ops, controller_text) {

const machine = make_new_machine();

for_each(register_name =>

machine("allocate_register")(register_name),

register_names);

machine("install_operations")(ops);

machine("install_instruction_sequence")

(assemble(controller_text, machine));

return machine;

}

Registers

We will represent a register as a function with local state, as in chapter 3. The function

make_register creates a register that holds a value that can be accessed or changed:

Ifunction make_register(name) {

let contents = "*unassigned*";

function dispatch(message) {

return message === "get"

? contents

: message === "set"
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? value => { contents = value; }

: error(message,

"Unknown request in make_register:");

}

return dispatch;

}

The following functions are used to access registers:

Ifunction get_contents(register) {

return register("get");

}

function set_contents(register, value) {

return register("set")(value);

}

The stack

We can also represent a stack as a function with local state. The function make_stack creates

a stack whose local state consists of a list of the items on the stack. A stack accepts requests to

push an item onto the stack, to pop the top item o� the stack and return it, and to initialize

the stack to empty.

Ifunction make_stack() {

let stack = null;

function push(x) {

stack = pair(x, stack);

return "done";

}

function pop() {

if (is_null(stack)) {

error("Empty stack: POP");

} else {

const top = head(stack);

stack = tail(stack);

return top;

}

}

function initialize() {

stack = null;

return "done";

}

function dispatch(message) {

return message === "push"

? push

: message === "pop"

? pop()
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: message === "initialize"

? initialize()

: error("Unknown request in stack:", message);

}

return dispatch;

}

The following functions are used to access stacks:

Ifunction pop(stack) {

return stack("pop");

}

function push(stack, value) {

return stack("push")(value);

}

The basic machine

The make_new_machine function, shown in �gure 5.13, constructs an object whose local state

consists of a stack, an initially empty instruction sequence, a list of operations that initially

contains an operation to initialize the stack, and a register table that initially contains two reg-

isters, named flag and pc (for “program counter”). The internal function allocate_register

adds new entries to the register table, and the internal function lookup_register looks up

registers in the table.

The flag register is used to control branching in the simulated machine. Our test instruc-

tions set the contents of flag to the result of the test (true or false). Our branch instructions

decide whether or not to branch by examining the contents of flag.

The pc register determines the sequencing of instructions as the machine runs. This sequenc-

ing is implemented by the internal function execute. In the simulation model, each machine

instruction is a data structure that includes a function of no arguments, called the instruction
execution function, such that calling this function simulates executing the instruction. As the

simulation runs, pc points to the place in the instruction sequence beginning with the next

instruction to be executed. The function execute gets that instruction, executes it by calling

the instruction execution function, and repeats this cycle until there are no more instructions

to execute (i.e., until pc points to the end of the instruction sequence).
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Computing with Register Machines 5.2.1

Ifunction make_new_machine() {

const pc = make_register("pc");

const flag = make_register("flag");

const stack = make_stack();

let the_instruction_sequence = null;

let the_ops = list(list("initialize_stack",

() => stack("initialize")));

let register_table = list(list("pc", pc), list("flag", flag));

function allocate_register(name) {

if (assoc(name, register_table) === undefined) {

register_table = pair(list(name, make_register(name)),

register_table);

} else {

error(name, "Multiply defined register: ");

}

return "register_allocated";

}

function lookup_register(name) {

const val = assoc(name, register_table);

return val === undefined

? error(name, "Unknown register:")

: head(tail(val));

}

function execute() {

const insts = get_contents(pc);

if (is_null(insts)) {

return "done";

} else {

instruction_execution_fun(head(insts))();

return execute();

}

}

function dispatch(message) {

return message === "start"

? () => { set_contents(pc, the_instruction_sequence);

return execute(); }

: message === "install_instruction_sequence"

? seq => { the_instruction_sequence = seq; }

: message === "allocate_register"

? allocate_register

: message === "get_register"

? lookup_register

: message === "install_operations"

? ops => { the_ops = append(the_ops, ops); }

: message === "stack"

? stack

: message === "operations"

? the_ops

: error(message, "Unknown request in machine:");

}

return dispatch;

}

Figure 5.13: The make_new_machine function, which implements the basic machine model.
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Computing with Register Machines 5.2.2

As part of its operation, each instruction execution function modi�es pc to indicate the next

instruction to be executed. The instructions branch and go_to change pc to point to the new

destination. All other instructions simply advance pc, making it point to the next instruction in

the sequence. Observe that each call to execute calls execute again, but this does not produce

an in�nite loop because running the instruction execution function changes the contents of

pc.

The function make_new_machine returns a dispatch function that implements message-passing

access to the internal state. Notice that starting the machine is accomplished by setting pc to

the beginning of the instruction sequence and calling execute.

For convenience, we provide an alternate procedural interface to a machine’s start opera-

tion, as well as functions to set and examine register contents, as speci�ed at the beginning of

section 5.2:

Ifunction start(machine) {

return machine("start")();

}

function get_register_contents(machine, register_name) {

return get_contents(get_register(machine, register_name));

}

function set_register_contents(machine, register_name, value) {

set_contents(get_register(machine, register_name), value);

return "done";

}

These functions (and many functions in sections 5.2.2 and 5.2.3) use the following to look

up the register with a given name in a given machine:

Ifunction get_register(machine, reg_name) {

return machine("get_register")(reg_name);

}

5.2.2 The Assembler

The assembler transforms the sequence of controller expressions for a machine into a corre-

sponding list of machine instructions, each with its execution function. Overall, the assembler

is much like the evaluators we studied in chapter 4—there is an input language (in this case,

the register-machine language) and we must perform an appropriate action for each type of

expression in the language.

The technique of producing an execution function for each instruction is just what we used

in section 4.1.7 to speed up the evaluator by separating analysis from runtime execution. As

we saw in chapter 4, much useful analysis of JavaScript expressions could be performed with-
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out knowing the actual values of names. Here, analogously, much useful analysis of register-

machine-language expressions can be performed without knowing the actual contents of

machine registers. For example, we can replace references to registers by pointers to the regis-

ter objects, and we can replace references to labels by pointers to the place in the instruction

sequence that the label designates.

Before it can generate the instruction execution functions, the assembler must know what

all the labels refer to, so it begins by scanning the controller text to separate the labels from

the instructions. As it scans the text, it constructs both a list of instructions and a table that

associates each label with a pointer into that list. Then the assembler augments the instruction

list by inserting the execution function for each instruction.

The assemble function is the main entry to the assembler. It takes the controller text and the

machine model as arguments and returns the instruction sequence to be stored in the model.

The function Assemble calls extract_labels to build the initial instruction list and label table

from the supplied controller text. The second argument to extract_labels is a function to be

called to process these results: This function uses update_insts to generate the instruction

execution functions and insert them into the instruction list, and returns the modi�ed list.

Ifunction assemble(controller_text, machine) {

return extract_labels(controller_text,

(insts, labels) => {

update_insts(insts, labels, machine);

return insts;

});

}

The function extract_labels takes as arguments a list text (the sequence of controller

instruction expressions) and a receive function. The function receive will be called with two

values: (1) a list insts of instruction data structures, each containing an instruction from text;

and (2) a table called labels, which associates each label from text with the position in the

list insts that the label designates.

Ifunction extract_labels(text, receive) {

if (is_null(text)) {

return receive(null, null);

} else {

return extract_labels(tail(text),

(insts, labels) => {

const next_inst = head(text);

return is_string(next_inst)

? receive(insts,

pair(make_label_entry(next_inst,

insts),

labels))
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: receive(pair(make_instruction(next_inst),

insts),

labels);

});

}

}

The function extract_labels works by sequentially scanning the elements of the text

and accumulating the insts and the labels. If an element is a symbol (and thus a label) an

appropriate entry is added to the labels table. Otherwise the element is accumulated onto

the insts list.
4

The function update_insts modi�es the instruction list, which initially contains only the

text of the instructions, to include the corresponding execution functions:

Ifunction update_insts(insts, labels, machine) {

const pc = get_register(machine, "pc");

const flag = get_register(machine, "flag");

const stack = machine("stack");

const ops = machine("operations");

4
Using the receive function here is a way to get extract_labels to e�ectively return two values—labels

and insts—without explicitly making a compound data structure to hold them. An alternative implementation,

which returns an explicit pair of values, is

function extract_labels(text) {
if (is_null(text)) {

return pair(null, null);
} else {

const result = extract_labels(tail(text));
const insts = head(result);
const labels = tail(result);
const next_inst = head(text);
return is_string(next_inst)

? pair(insts,
pair(make_label_entry(next_inst, insts), labels))

: pair(pair(make_instruction(next_inst), insts),
labels);

}
}
which would be called by assemble as follows:

function assemble(controller_text, machine) {
const result = extract_labels(controller_text);
const insts = head(result);
const labels = tail(result);

update_insts(insts, labels, machine);

return insts;
}
You can consider our use of receive as demonstrating an elegant way to return multiple values, or simply an

excuse to show o� a programming trick. An argument like receive that is the next function to be invoked is

called a “continuation.” Recall that we also used continuations to implement the backtracking control structure

in the amb evaluator in section 4.3.3.
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return for_each(

inst => set_instruction_execution_fun(

inst,

make_execution_function(

instruction_text(inst),

labels,

machine,

pc,

flag,

stack,

ops)),

insts);

}

The machine instruction data structure simply pairs the instruction text with the correspond-

ing execution function. The execution function is not yet available when extract_labels

constructs the instruction, and is inserted later by update_insts.

Ifunction make_instruction(text) {

return pair(text, null);

}

function instruction_text(inst) {

return head(inst);

}

function instruction_execution_fun(inst) {

return tail(inst);

}

function set_instruction_execution_fun(inst, proc) {

set_tail(inst, proc);

}

The instruction text is not used by our simulator, but it is handy to keep around for debugging

(see exercise 5.16).

Elements of the label table are pairs:

Ifunction make_label_entry(label_name, insts) {

return pair(label_name, insts);

}

Entries will be looked up in the table with

Ifunction lookup_label(labels, label_name) {

const val = assoc(label_name, labels);

return val === undefined

? error(label_name, "Undefined label in assemble:")

: tail(val);

}
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Computing with Register Machines 5.2.3

Exercise 5.8

The following register-machine code is ambiguous, because the label here is de�ned more

than once:

"start",

go_to(label(here)),

"here",

assign("a", constant(3)),

go_to(label(there)),

"here",

assign("a", constant(4)),

go_to(label(there)),

"there",

With the simulator as written, what will the contents of register a be when control reaches

there? Modify the extract_labels function so that the assembler will signal an error if the

same label name is used to indicate two di�erent locations.

5.2.3 Generating Execution Functions for Instructions

The assembler calls make_execution_function to generate the execution function for an in-

struction. Like the analyze function in the evaluator of section 4.1.7, this dispatches on the

type of instruction to generate the appropriate execution function.

Ifunction make_execution_function(inst, labels, machine,

pc, flag, stack, ops) {

return head(inst) === "assign"

? make_assign(inst, machine, labels, ops, pc)

: head(inst) === "test"

? make_test(inst, machine, labels, ops, flag, pc)

: head(inst) === "branch"

? make_branch(inst, machine, labels, flag, pc)

: head(inst) === "go_to"

? make_go_to(inst, machine, labels, pc)

: head(inst) === "save"

? make_save(inst, machine, stack, pc)

: head(inst) === "restore"

? make_restore(inst, machine, stack, pc)

: head(inst) === "perform"

? make_perform(inst, machine, labels, ops, pc)

: error(inst, "Unknown instruction type in assemble:");

}

For each type of instruction in the register-machine language, there is a generator that builds

an appropriate execution function. The details of these functions determine both the syntax
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and meaning of the individual instructions in the register-machine language. We use data

abstraction to isolate the detailed syntax of register-machine expressions from the general

execution mechanism, as we did for evaluators in section 4.1.2, by using syntax functions to

extract and classify the parts of an instruction.

The instruction assign

The make_assign function handles assign instructions:

Ifunction make_assign(inst, machine, labels, operations, pc) {

const target = get_register(machine, assign_reg_name(inst));

const value_exp = assign_value_exp(inst);

const value_fun =

is_operation_exp(value_exp)

? make_operation_exp(value_exp, machine, labels, operations)

: make_primitive_exp(value_exp, machine, labels);

return () => {

set_contents(target, value_fun());

advance_pc(pc);

};

}

The function make_assign extracts the target register name (the second element of the instruc-

tion) and the value expression (the rest of the list that forms the instruction) from the assign

instruction using the selectors

Ifunction assign_reg_name(assign_instruction) {

return head(tail(assign_instruction));

}

function assign_value_exp(assign_instruction) {

return head(tail(tail(assign_instruction)));

}

The function assign is the matching constructor for assign instructions.

Ifunction assign(register_name, source) {

return list("assign", register_name, source);

}

The register name is looked up with get_register to produce the target register object. The

value expression is passed to make_operation_exp if the value is the result of an operation, and

to make_primitive_exp otherwise. These functions (shown below) parse the value expression

and produce an execution function for the value. This is a function of no arguments, called

value_fun, which will be evaluated during the simulation to produce the actual value to be

assigned to the register. Notice that the work of looking up the register name and parsing

the value expression is performed just once, at assembly time, not every time the instruction
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is simulated. This saving of work is the reason we use execution functions, and corresponds

directly to the saving in work we obtained by separating program analysis from execution in

the evaluator of section 4.1.7.

The result returned by make_assign is the execution function for the assign instruction.

When this function is called (by the machine model’s execute function), it sets the contents

of the target register to the result obtained by executing value_fun. Then it advances the pc

to the next instruction by running the function

Ifunction advance_pc(pc) {

set_contents(pc, tail(get_contents(pc)));

}

The function advance_pc is the normal termination for all instructions except branch and

go_to.

The instructions test, branch, and go_to

The function make_test handles test instructions in a similar way. It extracts the expression

that speci�es the condition to be tested and generates an execution function for it. At simulation

time, the function for the condition is called, the result is assigned to the flag register, and the

pc is advanced:

Ifunction make_test(inst, machine, labels, operations, flag, pc) {

const condition = test_condition(inst);

if (is_operation_exp(condition)) {

const condition_fun = make_operation_exp(condition,

machine, labels, operations);

return () => {

set_contents(flag, condition_fun());

advance_pc(pc);

};

} else {

error(inst, "Bad test instruction in assemble:");

}

}

function test(sequence) {

return list("test", sequence);

}

function test_condition(test_instruction) {

return head(tail(test_instruction));

}

The execution function for a branch instruction checks the contents of the flag register and

either sets the contents of the pc to the branch destination (if the branch is taken) or else just

advances the pc (if the branch is not taken). Notice that the indicated destination in a branch
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instruction must be a label, and the make_branch function enforces this. Notice also that the

label is looked up at assembly time, not each time the branch instruction is simulated.

Ifunction make_branch(inst, machine, labels, flag, pc) {

const dest = branch_dest(inst);

if (is_label_exp(dest)) {

const insts = lookup_label(labels, label_exp_label(dest));

return () => {

if (get_contents(flag)) {

set_contents(pc, insts);

} else {

advance_pc(pc);

}

};

} else {

error(inst, "Bad branch instruction in assemble:");

}

}

function branch(label) {

return list("branch", label);

}

function branch_dest(branch_instruction) {

return head(tail(branch_instruction));

}

A go_to instruction is similar to a branch, except that the destination may be speci�ed either

as a label or as a register, and there is no condition to check—the pc is always set to the new

destination.

Ifunction make_go_to(inst, machine, labels, pc) {

const dest = go_to_dest(inst);

if (is_label_exp(dest)) {

const insts = lookup_label(labels, label_exp_label(dest));

return () => set_contents(pc, insts);

} else if (is_register_exp(dest)) {

const reg = get_register(machine, register_exp_reg(dest));

return () => set_contents(pc, get_contents(reg));

} else {

error(inst, "Bad go_to instruction in assemble:");

}

}

function go_to(label) {

return list("go_to", label);

}

function go_to_dest(go_to_instruction) {

return head(tail(go_to_instruction));

}
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Computing with Register Machines 5.2.3

Other instructions

The stack instructions save and restore simply use the stack with the designated register and

advance the pc:

Ifunction make_save(inst, machine, stack, pc) {

const reg = get_register(machine, stack_inst_reg_name(inst));

return () => {

push(stack, get_contents(reg));

advance_pc(pc);

};

}

function make_restore(inst, machine, stack, pc) {

const reg = get_register(machine, stack_inst_reg_name(inst));

return () => {

set_contents(reg, pop(stack));

advance_pc(pc);

};

}

function save(reg) {

return list("save", reg);

}

function restore(reg) {

return list("restore", reg);

}

function stack_inst_reg_name(stack_instruction) {

return head(tail(stack_instruction));

}

The �nal instruction type, handled by make_perform, generates an execution function for

the action to be performed. At simulation time, the action function is executed and the pc

advanced.

Ifunction make_perform(inst, machine, labels, operations, pc) {

const action = perform_action(inst);

if (is_operation_exp(action)) {

const action_fun = make_operation_exp(action, machine,

labels, operations);

return () => {

action_fun(); advance_pc(pc);

};

} else {

error(inst, "Bad perform instruction in assemble");

}

}

function perform(action) {

return list("perform", action);
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}

function perform_action(inst) {

return head(tail(inst));

}

Execution functions for subexpressions

The value of a reg, label, or constant expression may be needed for assignment to a regis-

ter (make_assign) or for input to an operation (make_operation_exp, below). The following

function generates execution functions to produce values for these expressions during the

simulation:

Ifunction make_primitive_exp(exp, machine, labels) {

if (is_constant_exp(exp)) {

const c = constant_exp_value(exp);

return () => c;

} else if (is_label_exp(exp)) {

const insts = lookup_label(labels, label_exp_label(exp));

return () => insts;

} else if (is_register_exp(exp)) {

const r = get_register(machine, register_exp_reg(exp));

return () => get_contents(r);

} else {

error(exp, "Unknown expression type in assemble:");

}

}

The syntax of reg, label, and constant expressions is determined by

Ifunction reg(name) {

return list("reg", name);

}

function is_register_exp(exp) {

return is_tagged_list(exp, "reg");

}

function register_exp_reg(exp) {

return head(tail(exp));

}

function constant(value) {

return list("constant", value);

}

function is_constant_exp(exp) {

return is_tagged_list(exp, "constant");

}

function constant_exp_value(exp) {

return head(tail(exp));

}
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function label(name) {

return list("label", name);

}

function is_label_exp(exp) {

return is_tagged_list(exp, "label");

}

function label_exp_label(exp) {

return head(tail(exp));

}

Instructions assign, perform, and test may include the application of a machine operation

(speci�ed by an op expression) to some operands (speci�ed by reg and constant expressions).

The following function produces an execution function for an “operation expression”—a list

containing the operation and operand expressions from the instruction:

Ifunction make_operation_exp(exp, machine, labels, operations) {

const op = lookup_prim(operation_exp_op(exp), operations);

const aprocs = map(e => make_primitive_exp(e, machine, labels),

operation_exp_operands(exp));

return () => apply_in_underlying_javascript(

op, map(p => p(), aprocs));

}

The syntax of operation expressions is determined by

Ifunction op(name) {

return list("op", name);

}

function is_operation_exp(exp) {

return is_pair(exp) && is_tagged_list(head(exp), "op");

}

function operation_exp_op(operation_exp) {

return head(tail(head(operation_exp)));

}

function operation_exp_operands(operation_exp) {

return tail(operation_exp);

}

Observe that the treatment of operation expressions is very much like the treatment of

function applications by the analyze_application function in the evaluator of section 4.1.7

in that we generate an execution function for each operand. At simulation time, we call the

operand functions and apply the Scheme function that simulates the operation to the resulting

values. The simulation function is found by looking up the operation name in the operation

table for the machine:

Ifunction lookup_prim(symbol, operations) {

const val = assoc(symbol, operations);

return val === undefined
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? error(symbol, "Unknown operation in assemble:")

: head(tail(val));

}

Exercise 5.9

The treatment of machine operations above permits them to operate on labels as well as on

constants and the contents of registers. Modify the expression-processing functions to enforce

the condition that operations can be used only with registers and constants.

Exercise 5.10

Design a new syntax for register-machine instructions and modify the simulator to use your

new syntax. Can you implement your new syntax without changing any part of the simulator

except the syntax functions in this section?

Exercise 5.11

When we introduced save and restore in section 5.1.4, we didn’t specify what would happen

if you tried to restore a register that was not the last one saved, as in the sequence

save(y);

save(x);

restore(y);

There are several reasonable possibilities for the meaning of restore:

a. restore(y) puts into >y the last value saved on the stack, regardless of what register that

value came from. This is the way our simulator behaves. Show how to take advantage

of this behavior to eliminate one instruction from the Fibonacci machine of section 5.1.4

(�gure 5.12).

b. restore(y) puts into y the last value saved on the stack, but only if that value was saved

from y; otherwise, it signals an error. Modify the simulator to behave this way. You will

have to change save to put the register name on the stack along with the value.

c. restore(y) puts into y the last value saved from y regardless of what other registers were

saved after y and not restored. Modify the simulator to behave this way. You will have

to associate a separate stack with each register. You should make the initialize_stack

operation initialize all the register stacks.
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Exercise 5.12

The simulator can be used to help determine the data paths required for implementing a

machine with a given controller. Extend the assembler to store the following information in

the machine model:

– a list of all instructions, with duplicates removed, sorted by instruction type (assign,

go_to, and so on);

– a list (without duplicates) of the registers used to hold entry points (these are the registers

referenced by go_to instructions);

– a list (without duplicates) of the registers that are saved or restored;

– for each register, a list (without duplicates) of the sources from which it is assigned

(for example, the sources for register val in the factorial machine of �gure 5.11 are

constant(1) and op("*", reg("n"), reg("val"))).

Extend the message-passing interface to the machine to provide access to this new information.

To test your analyzer, de�ne the Fibonacci machine from �gure 5.12 and examine the lists you

constructed.

Exercise 5.13

Modify the simulator so that it uses the controller sequence to determine what registers the

machine has rather than requiring a list of registers as an argument to make_machine. Instead

of pre-allocating the registers in make_machine, you can allocate them one at a time when they

are �rst seen during assembly of the instructions.

5.2.4 Monitoring Machine Performance

Simulation is useful not only for verifying the correctness of a proposed machine design but

also for measuring the machine’s performance. For example, we can install in our simulation

program a “meter” that measures the number of stack operations used in a computation. To

do this, we modify our simulated stack to keep track of the number of times registers are

saved on the stack and the maximum depth reached by the stack, and add a message to the

stack’s interface that prints the statistics, as shown below. We also add an operation to the

basic machine model to print the stack statistics, by initializing the_ops in make_new_machine

to

list(list("initialize_stack",

() => stack("initialize")),

list("print_stack_statistics",

() => stack("print_statistics")));
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Here is the new version of make_stack:

Ifunction make_stack() {

let s = null;

let number_pushes = 0;

let max_depth = 0;

let current_depth = 0;

function push(x) {

s = pair(x, s);

number_pushes = number_pushes + 1;

current_depth = current_depth + 1;

max_depth = math_max(current_depth, math_max);

}

function pop() {

if (is_null(s)) {

error("Empty stack in pop");

} else {

const top = head(s);

s = tail(s);

current_depth = current_depth - 1;

return top;

}

}

function initialize() {

s = null;

number_pushes = 0;

max_depth = 0;

current_depth = 0;

return "done";

}

function print_statistics() {

display(stringify(

list("\n", "total-pushes = ", number_pushes,

"\n", "maximum-depth = ", max_depth)));

}

function dispatch(message) {

return message === "push"

? push

: message === "pop"

? pop()

: message === "initialize"

? initialize()

: message === "print_statistics"

? print_statistics()

: error(message, "Unknown request: STACK");

}
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return dispatch;

}

Exercises 5.15 through 5.19 describe other useful monitoring and debugging features that

can be added to the register-machine simulator.

Exercise 5.14

Measure the number of pushes and the maximum stack depth required to compute n! for

various small values of n using the factorial machine shown in Figure 5.11. From your data

determine formulas in terms of n for the total number of push operations and the maximum

stack depth used in computing n! for any n > 1. Note that each of these is a linear function

of n and is thus determined by two constants. In order to get the statistics printed, you will

have to augment the factorial machine with instructions to initialize the stack and print the

statistics. You may want to also modify the machine so that it repeatedly reads a value for n,

computes the factorial, and prints the result (as we did for the GCD machine in �gure 5.4), so

that you will not have to repeatedly invoke get_register_contents, set_register_contents,

and start.

Exercise 5.15

Add instruction counting to the register machine simulation. That is, have the machine model

keep track of the number of instructions executed. Extend the machine model’s interface to

accept a new message that prints the value of the instruction count and resets the count to

zero.

Exercise 5.16

Augment the simulator to provide for instruction tracing. That is, before each instruction is

executed, the simulator should print the text of the instruction. Make the machine model accept

trace_on and trace_off messages to turn tracing on and o�.

Exercise 5.17

Extend the instruction tracing of exercise 5.16 so that before printing an instruction, the

simulator prints any labels that immediately precede that instruction in the controller sequence.

Be careful to do this in a way that does not interfere with instruction counting (exercise 5.15).

You will have to make the simulator retain the necessary label information.
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Exercise 5.18

Modify the make_register function of section 5.2.1 so that registers can be traced. Registers

should accept messages that turn tracing on and o�. When a register is traced, assigning a

value to the register should print the name of the register, the old contents of the register, and

the new contents being assigned. Extend the interface to the machine model to permit you to

turn tracing on and o� for designated machine registers.

Exercise 5.19

Alyssa P. Hacker wants a breakpoint feature in the simulator to help her debug her machine

designs. You have been hired to install this feature for her. She wants to be able to specify a

place in the controller sequence where the simulator will stop and allow her to examine the

state of the machine. You are to implement a function

set_breakpoint(machine, label, n)

that sets a breakpoint just before the nth instruction after the given label. For example,

set_breakpoint(gcd_machine, "test_b", 4)

installs a breakpoint in gcd_machine just before the assignment to register "a". When the simu-

lator reaches the breakpoint it should print the label and the o�set of the breakpoint and stop ex-

ecuting instructions. Alyssa can then use get_register_contents and set_register_contents

to manipulate the state of the simulated machine. She should then be able to continue execution

by saying

proceed_machine(machine)

She should also be able to remove a speci�c breakpoint by means of

cancel_breakpoint(machine, label, n)

or to remove all breakpoints by means of

cancel_all_breakpoints(machine)
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5.3 Storage Allocation and Garbage Collection

In section 5.4, we will show how to implement a JavaScript evaluator as a register machine. In

order to simplify the discussion, we will assume that our register machines can be equipped

with a list-structured memory, in which the basic operations for manipulating list-structured

data are primitive. Postulating the existence of such a memory is a useful abstraction when

one is focusing on the mechanisms of control in a JavaScript interpreter, but this does not

re�ect a realistic view of the actual primitive data operations of contemporary computers. To

obtain a more complete picture of how systems can support list-structured memory e�ciently,

we must investigate how list structure can be represented in a way that is compatible with

conventional computer memories.

There are two considerations in implementing list structure. The �rst is purely an issue of

representation: how to represent the “box-and-pointer” structure of JavaScript pairs, using

only the storage and addressing capabilities of typical computer memories. The second issue

concerns the management of memory as a computation proceeds. The operation of a JavaScript

system depends crucially on the ability to continually create new data objects. These include

objects that are explicitly created by the JavaScript functions being interpreted as well as

structures created by the interpreter itself, such as environments and argument lists. Although

the constant creation of new data objects would pose no problem on a computer with an

in�nite amount of rapidly addressable memory, computer memories are available only in

�nite sizes (more’s the pity). JavaScript thus provide an automatic storage allocation facility

to support the illusion of an in�nite memory. When a data object is no longer needed, the

memory allocated to it is automatically recycled and used to construct new data objects. There

are various techniques for providing such automatic storage allocation. The method we shall

discuss in this section is called garbage collection.

5.3.1 Memory as Vectors

A conventional computer memory can be thought of as an array of cubbyholes, each of which

can contain a piece of information. Each cubbyhole has a unique name, called its address or

location. Typical memory systems provide two primitive operations: one that fetches the data

stored in a speci�ed location and one that assigns new data to a speci�ed location. Memory

addresses can be incremented to support sequential access to some set of the cubbyholes.

More generally, many important data operations require that memory addresses be treated

as data, which can be stored in memory locations and manipulated in machine registers. The

representation of list structure is one application of such address arithmetic.

To model computer memory, we use a new kind of data structure called a vector. Abstractly,
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a vector is a compound data object whose individual elements can be accessed by means of

an integer index in an amount of time that is independent of the index.
5

In order to describe

memory operations, we use two primitive JavaScript functions for manipulating vectors:

– vector_ref( vector, n ) returns the nth element of the vector.

– vector_set( vector, n, value ) sets the nth element of the vector to the designated value.

For example, if v is a vector, then vector_ref(v, 5) gets the �fth entry in the vector v and

vector_set(v, 5, 7) changes the value of the �fth entry of the vector v to 7.
6

For computer

memory, this access can be implemented through the use of address arithmetic to combine a

base address that speci�es the beginning location of a vector in memory with an index that

speci�es the o�set of a particular element of the vector.

Representing list-structured data

We can use vectors to implement the basic pair structures required for a list-structured memory.

Let us imagine that computer memory is divided into two vectors: the_heads and the_tails.

We will represent list structure as follows: A pointer to a pair is an index into the two vectors.

The head of the pair is the entry in the_heads with the designated index, and the tail of the

pair is the entry in the_tails with the designated index. We also need a representation for

objects other than pairs (such as numbers and strings) and a way to distinguish one kind of

data from another. There are many methods of accomplishing this, but they all reduce to using

typed pointers, that is, to extending the notion of “pointer” to include information on data

type.
7

The data type enables the system to distinguish a pointer to a pair (which consists of

the “pair” data type and an index into the memory vectors) from pointers to other kinds of

data (which consist of some other data type and whatever is being used to represent data of

that type). Two data objects are considered to be the same (===) if their pointers are identical.
8

Figure 5.14 illustrates the use of this method to represent the list list(list(1, 2), 3, 4),

whose box-and-pointer diagram is also shown. We use letter pre�xes to denote the data-type

5
We could represent memory as lists of items. However, the access time would then not be independent of

the index, since accessing the nth element of a list requires n − 1 tail operations.

6
For completeness, we should specify a make_vector operation that constructs vectors. However, in the present

application we will use vectors only to model �xed divisions of the computer memory.

7
This is precisely the same “tagged data” idea we introduced in chapter 2 for dealing with generic operations.

Here, however, the data types are included at the primitive machine level rather than constructed through the

use of lists.

8
Type information may be encoded in a variety of ways, depending on the details of the machine on which

the JavaScript system is to be implemented. The execution e�ciency of JavaScript programs will be strongly

dependent on how cleverly this choice is made, but it is di�cult to formulate general design rules for good choices.

The most straightforward way to implement typed pointers is to allocate a �xed set of bits in each pointer to be

a type �eld that encodes the data type. Important questions to be addressed in designing such a representation

include the following: How many type bits are required? How large must the vector indices be? How e�ciently

can the primitive machine instructions be used to manipulate the type �elds of pointers? Machines that include

special hardware for the e�cient handling of type �elds are said to have tagged architectures.
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information. Thus, a pointer to the pair with index 5 is denoted p5, the empty list is denoted by

the pointer e0, and a pointer to the number 4 is denoted n4. In the box-and-pointer diagram,

we have indicated at the lower left of each pair the vector index that speci�es where the head

and tail of the pair are stored. The blank locations in the_heads and the_tails may contain

parts of other list structures (not of interest here).

0 1 2 3 4 5 6 7 8 ...Index

the_heads

the_tails

p5 n3 n4 n1 n2 ...

p2 p4 e0 p7 e0 ...

list(list(1, 2), 3, 4)

1 2 4

5 7

4

1 2

3

Figure 5.14: Box-and-pointer and memory-vector representations of the list

list(list(1, 2), 3, 4).

A pointer to a number, such as n4, might consist of a type indicating numeric data together

with the actual representation of the number 4.
9

To deal with numbers that are too large to be

represented in the �xed amount of space allocated for a single pointer, we could use a distinct

bignum data type, for which the pointer designates a list in which the parts of the number are

stored.
10

A string might be represented as a typed pointer that designates a sequence of the characters

that form the string’s printed representation. This sequence is constructed by the JavaScript

reader when the character string is initially encountered in input. Since we want two instances

9
This decision on the representation of numbers determines whether ===, which tests equality of pointers,

can be used to test for equality of numbers. If the pointer contains the number itself, then equal numbers will

have the same pointer. But if the pointer contains the index of a location where the number is stored, equal

numbers will be guaranteed to have equal pointers only if we are careful never to store the same number in more

than one location.

10
This is just like writing a number as a sequence of digits, except that each “digit” is a number between 0 and

the largest number that can be stored in a single pointer.
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of a string to be recognized as the “same” string by === and we want === to be a simple test for

equality of pointers, we must ensure that if the reader sees the same character string twice, it

will use the same pointer (to the same sequence of characters) to represent both occurrences.

To accomplish this, the reader maintains a table, traditionally called the obarray, of all the

string it has ever encountered. When the reader encounters a character string and is about to

construct a string, it checks the obarray to see if it has ever before seen the same character

string. If it has not, it uses the characters to construct a new string (a typed pointer to a new

character sequence) and enters this pointer in the obarray. If the reader has seen the string

before, it returns the string pointer stored in the obarray. This process of replacing character

strings by unique pointers is called interning strings.

Implementing the primitive list operations

Given the above representation scheme, we can replace each “primitive” list operation of a

register machine with one or more primitive vector operations. We will use two registers,

the_heads and the_tails, to identify the memory vectors, and will assume that vector_ref

and vector_set are available as primitive operations. We also assume that numeric operations

on pointers (such as incrementing a pointer, using a pair pointer to index a vector, or adding

two numbers) use only the index portion of the typed pointer.

For example, we can make a register machine support the instructions

assign(reg
1
, list(op("head"), reg

2
))

assign(reg
1
, list(op("tail"), reg

2
))

if we implement these, respectively, as

assign(reg
1
, list(op("vector_ref"), reg("the_heads"), reg

2
))

assign(reg
1
, list(op("vector_ref"), reg("the_tails"), reg

2
))

The instructions

perform(list(op("set_head"), reg(reg
1
), reg(reg

2
)))

perform(list(op("set_tail"), reg(reg
1
), reg(reg

2
)))

are implemented as

Iperform(op("vector_set"), list(reg("the_heads"), reg(reg
1
), reg(reg

2
)))

perform(op("vector_set"), list((reg("the_tails"), reg(reg
1
), reg(reg

2
)))

The operation pair is performed by allocating an unused index and storing the arguments

to pair in the_heads and the_tails at that indexed vector position. We presume that there

is a special register, free, that always holds a pair pointer containing the next available index,

and that we can increment the index part of that pointer to �nd the next free location.
11

For

11
There are other ways of �nding free storage. For example, we could link together all the unused pairs into a
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example, the instruction

assign(reg
1
, list(op("pair"), reg(reg

2
), reg(reg

3
)))

is implemented as the following sequence of vector operations:
12

perform(op("vector_set"), list(reg("the_heads"), reg("free"), reg(reg
2
))),

perform(op("vector_set"), list(reg("the_tails"), reg("free"), reg(reg
3
))),

assign(reg
1
, reg("free")),

assign("free", list(op("+"), reg("free"), constant(1)))

The === operation

list(op("==="), reg(reg
1
), reg(reg

2
))

simply tests the equality of all �elds in the registers, and predicates such as is_pair, is_null,

is_string, and is_number need only check the type �eld.

Implementing stacks

Although our register machines use stacks, we need do nothing special here, since stacks can

be modeled in terms of lists. The stack can be a list of the saved values, pointed to by a special

register the_stack. Thus, save( reg ) can be implemented as

assign("the_stack", list(op("pair"), reg(reg), reg("the_stack")))

Similarly, restore( reg ) can be implemented as

assign(reg, list(op("head"), reg("the_stack")))

assign("the_stack", list(op("tail"), reg("the_stack")))

and perform(op("initialize_stack")) can be implemented as

assign("the_stack", constant(null))

These operations can be further expanded in terms of the vector operations given above. In

conventional computer architectures, however, it is usually advantageous to allocate the stack

as a separate vector. Then pushing and popping the stack can be accomplished by incrementing

or decrementing an index into that vector.

Exercise 5.20

Draw the box-and-pointer representation and the memory-vector representation (as in �g-

ure 5.14) of the list structure produced by

free list. Our free locations are consecutive (and hence can be accessed by incrementing a pointer) because we

are using a compacting garbage collector, as we will see in section 5.3.2.

12
This is essentially the implementation of pair in terms of set_head and set_tail, as described in section 3.3.1.

The operation get_new_pair used in that implementation is realized here by the free pointer.
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const x = pair(1, 2);

const y = list(x, x);

with the free pointer initially p1. What is the �nal value of free ? What pointers represent

the values of x and y?

Exercise 5.21

Implement register machines for the following functions. Assume that the list-structure mem-

ory operations are available as machine primitives.

a. Recursive count_leaves:

Ifunction count_leaves(tree) {

return is_null(tree)

? 0

: ! is_pair(tree)

? 1

: count_leaves(head(tree)) +

count_leaves(tail(tree));

}

b. Recursive count_leaves with explicit counter:

Ifunction count_leaves(tree) {

function count_iter(tree, n) {

return is_null(tree)

? n

: ! is_pair(tree)

? n + 1

: count_iter(tail(tree),

count_iter(head(tree), n));

}

return count_iter(tree, 0);

}
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Exercise 5.22

Exercise 3.12 of section 3.3.1 presented an append function that appends two lists to form a new

list and an append_mutator function that splices two lists together. Design a register machine

to implement each of these functions. Assume that the list-structure memory operations are

available as primitive operations.

5.3.2 Maintaining the Illusion of Infinite Memory

The representation method outlined in section 5.3.1 solves the problem of implementing list

structure, provided that we have an in�nite amount of memory. With a real computer we

will eventually run out of free space in which to construct new pairs.
13

However, most of the

pairs generated in a typical computation are used only to hold intermediate results. After

these results are accessed, the pairs are no longer needed—they are garbage. For instance, the

computation

accumulate((x, y) => x + y, 0, filter(is_odd, enumerate_interval(0, n)))

constructs two lists: the enumeration and the result of �ltering the enumeration. When the

accumulation is complete, these lists are no longer needed, and the allocated memory can

be reclaimed. If we can arrange to collect all the garbage periodically, and if this turns out

to recycle memory at about the same rate at which we construct new pairs, we will have

preserved the illusion that there is an in�nite amount of memory.

In order to recycle pairs, we must have a way to determine which allocated pairs are not

needed (in the sense that their contents can no longer in�uence the future of the computation).

The method we shall examine for accomplishing this is known as garbage collection. Garbage

collection is based on the observation that, at any moment in a JavaScript interpretation, the

only objects that can a�ect the future of the computation are those that can be reached by

some succession of head and tail operations starting from the pointers that are currently in

the machine registers.
14

Any memory cell that is not so accessible may be recycled.

There are many ways to perform garbage collection. The method we shall examine here is

called stop-and-copy. The basic idea is to divide memory into two halves: “working memory”

and “free memory.” When pair constructs pairs, it allocates these in working memory. When

13
This may not be true eventually, because memories may get large enough so that it would be impossible to

run out of free memory in the lifetime of the computer. For example, there are about 3 × 10
13

, microseconds in a

year, so if we were to pair once per microsecond we would need about 10
15

cells of memory to build a machine

that could operate for 30 years without running out of memory. That much memory seems absurdly large by

today’s standards, but it is not physically impossible. On the other hand, processors are getting faster and a future

computer may have large numbers of processors operating in parallel on a single memory, so it may be possible

to use up memory much faster than we have postulated.

14
We assume here that the stack is represented as a list as described in section 5.3.1, so that items on the stack

are accessible via the pointer in the stack register.
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working memory is full, we perform garbage collection by locating all the useful pairs in

working memory and copying these into consecutive locations in free memory. (The useful

pairs are located by tracing all the head and tail pointers, starting with the machine registers.)

Since we do not copy the garbage, there will presumably be additional free memory that we

can use to allocate new pairs. In addition, nothing in the working memory is needed, since all

the useful pairs in it have been copied. Thus, if we interchange the roles of working memory

and free memory, we can continue processing; new pairs will be allocated in the new working

memory (which was the old free memory). When this is full, we can copy the useful pairs into

the new free memory (which was the old working memory).
15

Implementation of a stop-and-copy garbage collector

We now use our register-machine language to describe the stop-and-copy algorithm in more

detail. We will assume that there is a register called root that contains a pointer to a structure

that eventually points at all accessible data. This can be arranged by storing the contents of

all the machine registers in a pre-allocated list pointed at by root just before starting garbage

collection.
16

We also assume that, in addition to the current working memory, there is free

memory available into which we can copy the useful data. The current working memory

consists of vectors whose base addresses are in registers called the_heads and the_tails, and

the free memory is in registers called new_heads and new_tails.

Garbage collection is triggered when we exhaust the free cells in the current working mem-

ory, that is, when a pair operation attempts to increment the free pointer beyond the end of

the memory vector. When the garbage-collection process is complete, the root pointer will

point into the new memory, all objects accessible from the root will have been moved to the

new memory, and the free pointer will indicate the next place in the new memory where a

15
This idea was invented and �rst implemented by Minsky, as part of the implementation of Lisp for the PDP-1

at the MIT Research Laboratory of Electronics. It was further developed by Fenichel and Yochelson (1969) for

use in the Lisp implementation for the Multics time-sharing system. Later, Baker (1978) developed a “real-time”

version of the method, which does not require the computation to stop during garbage collection. Baker’s idea

was extended by Hewitt, Lieberman, and Moon (see Lieberman and Hewitt 1983) to take advantage of the fact

that some structure is more volatile and other structure is more permanent.

An alternative commonly used garbage-collection technique is the mark-sweep method. This consists of tracing

all the structure accessible from the machine registers and marking each pair we reach. We then scan all of memory,

and any location that is unmarked is “swept up” as garbage and made available for reuse. A full discussion of the

mark-sweep method can be found in Allen 1978.

The Minsky-Fenichel-Yochelson algorithm is the dominant algorithm in use for large-memory systems because

it examines only the useful part of memory. This is in contrast to mark-sweep, in which the sweep phase must

check all of memory. A second advantage of stop-and-copy is that it is a compacting garbage collector. That

is, at the end of the garbage-collection phase the useful data will have been moved to consecutive memory

locations, with all garbage pairs compressed out. This can be an extremely important performance consideration

in machines with virtual memory, in which accesses to widely separated memory addresses may require extra

paging operations.

16
This list of registers does not include the registers used by the storage-allocation system—root, the_heads,

the_tails, and the other registers that will be introduced in this section.
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new pair can be allocated. In addition, the roles of working memory and new memory will have

been interchanged—new pairs will be constructed in the new memory, beginning at the place

indicated by free, and the (previous) working memory will be available as the new memory

for the next garbage collection. Figure 5.15 shows the arrangement of memory just before and

just after garbage collection.

free

free

Just before garbage collection

mixture of useful data and garbage

free memory

Just aer garbage collection

discarded memory

useful data free area

working

memory

free

memory

new

free

memory

new

working

memory

the_heads

the_tails

the_heads

the_tails

new_heads

new_tails

new_heads

new_tails

Figure 5.15: Recon�guration of memory by the garbage-collection process.

The state of the garbage-collection process is controlled by maintaining two pointers: free

and scan. These are initialized to point to the beginning of the new memory. The algorithm

begins by relocating the pair pointed at by root to the beginning of the new memory. The

pair is copied, the root pointer is adjusted to point to the new location, and the free pointer

is incremented. In addition, the old location of the pair is marked to show that its contents

have been moved. This marking is done as follows: In the head position, we place a special

tag that signals that this is an already-moved object. (Such an object is traditionally called a

broken heart.)17
In the tail position we place a forwarding address that points at the location

to which the object has been moved.

After relocating the root, the garbage collector enters its basic cycle. At each step in the

algorithm, the scan pointer (initially pointing at the relocated root) points at a pair that has

17
The term broken heart was coined by David Cressey, who wrote a garbage collector for MDL, a dialect of

Lisp developed at MIT during the early 1970s.
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been moved to the new memory but whose head and tail pointers still refer to objects in

the old memory. These objects are each relocated, and the scan pointer is incremented. To

relocate an object (for example, the object indicated by the head pointer of the pair we are

scanning) we check to see if the object has already been moved (as indicated by the presence

of a broken-heart tag in the head position of the object). If the object has not already been

moved, we copy it to the place indicated by free, update free, set up a broken heart at the

object’s old location, and update the pointer to the object (in this example, the head pointer of

the pair we are scanning) to point to the new location. If the object has already been moved,

its forwarding address (found in the tail position of the broken heart) is substituted for the

pointer in the pair being scanned. Eventually, all accessible objects will have been moved and

scanned, at which point the scan pointer will overtake the free pointer and the process will

terminate.

We can specify the stop-and-copy algorithm as a sequence of instructions for a register ma-

chine. The basic step of relocating an object is accomplished by a subroutine called relocate_old_result_in_new.

This subroutine gets its argument, a pointer to the object to be relocated, from a register named

old. It relocates the designated object (incrementing free in the process), puts a pointer to the

relocated object into a register called new, and returns by branching to the entry point stored

in the register relocate_continue. To begin garbage collection, we invoke this subroutine to

relocate the root pointer, after initializing free and scan. When the relocation of root has

been accomplished, we install the new pointer as the new root and enter the main loop of the

garbage collector.

"begin_garbage_collection",

assign("free", constant(0)),

assign("scan", constant(0)),

assign("old", reg("root")),

assign("relocate_continue", label("reassign_root")),

go_to(label("relocate_old_result_in_new")),

"reassign_root",

assign("root", reg("new")),

go_to(label("gc_loop")),

In the main loop of the garbage collector we must determine whether there are any more

objects to be scanned. We do this by testing whether the scan pointer is coincident with

the free pointer. If the pointers are equal, then all accessible objects have been relocated,

and we branch to gc_flip, which cleans things up so that we can continue the interrupted

computation. If there are still pairs to be scanned, we call the relocate subroutine to relocate

the head of the next pair (by placing the head pointer in old). The relocate_continue register

is set up so that the subroutine will return to update the head pointer.

"gc_loop",

test(list(op("==="), reg("scan"), reg("free"))),
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branch(label("gc_flip")),

assign("old", list(op("vector_ref"), reg("new_heads"), reg("scan"))),

assign("relocate_continue", label("update_head")),

go_to(label("relocate_old_result_in_new")),

At update_head, we modify the head pointer of the pair being scanned, then proceed to

relocate the tail of the pair. We return to update_tail when that relocation has been ac-

complished. After relocating and updating the tail, we are �nished scanning that pair, so we

continue with the main loop.

"update_head",

perform(list(op("vector_set"),

reg("new_heads"), reg("scan"), reg("new"))),

assign("old", list(op("vector_ref"),

reg("new_tails"), reg("scan"))),

assign("relocate_continue", label("update_tail")),

go_to(label("relocate_old_result_in_new")),

"update_tail",

perform(list(op("vector_set"),

reg("new_tails"), reg("scan"), reg("new"))),

assign("scan", list(op("+"), reg("scan"), constant(1))),

go_to(label("gc_loop")),

The subroutine relocate_old_result_in_new relocates objects as follows: If the object to

be relocated (pointed at by old) is not a pair, then we return the same pointer to the object

unchanged (in new). (For example, we may be scanning a pair whose head is the number 4. If

we represent the head by n4, as described in section 5.3.1, then we want the “relocated” head

pointer to still be n4.) Otherwise, we must perform the relocation. If the head position of the

pair to be relocated contains a broken-heart tag, then the pair has in fact already been moved, so

we retrieve the forwarding address (from the tail position of the broken heart) and return this

in new. If the pointer in old points at a yet-unmoved pair, then we move the pair to the �rst free

cell in new memory (pointed at by free) and set up the broken heart by storing a broken-heart

tag and forwarding address at the old location. The subroutine relocate_old_result_in_new

uses a register oldht to hold the head or the tail of the object pointed at by old.
18

"relocate_old_result_in_new",

test(list(op("is_pointer_to_pair"), reg("old"))),

branch(label("pair")),

assign("new", reg("old")),

go_to(reg("relocate_continue")),

18
The garbage collector uses the low-level predicate is_pointer_to_pair instead of the list-structure is_pair

operation because in a real system there might be various things that are treated as pairs for garbage-collection pur-

poses. For example, in a Scheme system that conforms to the IEEE standard a function object may be implemented

as a special kind of “pair” that doesn’t satisfy the is_pair predicate. For simulation purposes,is_pointer_to_pair
can be implemented as is_pair.
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"pair",

assign("oldht", list(op("vector_ref"),

reg("the_heads"), reg("old"))),

test(list(op("is_broken_heart"), reg("oldht"))),

branch(label("already_moved")),

assign("new", reg("free")), // new location for pair

// Update "free" pointer.

assign("free", list((op("+"), reg("free"), constant(1))),

// Copy the head and tail to new memory

perform(list(op("vector_set"),

reg("new_heads"), reg("new"), reg("oldht"))),

assign("oldht", list(op("vector_ref"),

reg("the_tails"), reg("old"))),

perform(list(op("vector_set"),

reg("new_tails"), reg("new"), reg("oldht"))),

// Construct the broken heart

perform(list(op("vector_set"),

reg("the_heads"), reg("old"),

constant("broken_heart"))),

perform(list(op("vector_set"),

reg("the_tails"), reg("old"), reg("new"))),

go_to(reg("relocate_continue")),

"already_moved",

assign("new", list(op("vector_ref"),

reg("the_tails"), reg("old"))),

go_to(reg("relocate_continue")),

At the very end of the garbage collection process, we interchange the role of old and new

memories by interchanging pointers: interchanging the_headswith new_heads, and the_tails

with new_tails. We will then be ready to perform another garbage collection the next time

memory runs out.

I"gc_flip",

assign("temp", reg("the_tails")),

assign("the_tails", reg("new_tails")),

assign("new_tails", reg("temp")),

assign("temp", reg("the_heads")),

assign("the_heads", reg("new_heads")),

assign("new_heads", reg("temp"))
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5.4 The Explicit-Control Evaluator

In section 5.1 we saw how to transform simple JavaScript programs into descriptions of reg-

ister machines. We will now perform this transformation on a more complex program, the

metacircular evaluator of sections 4.1.1–4.1.4, which shows how the behavior of a JavaScript

interpreter can be described in terms of the functions evaluate and apply. The explicit-control
evaluator that we develop in this section shows how the underlying function-calling and

argument-passing mechanisms used in the evaluation process can be described in terms of

operations on registers and stacks. In addition, the explicit-control evaluator can serve as

an implementation of a JavaScript interpreter, written in a language that is very similar to

the native machine language of conventional computers. The evaluator can be executed by

the register-machine simulator of section 5.2. Alternatively, it can be used as a starting point

for building a machine-language implementation of a JavaScript evaluator, or even a special-

purpose machine for evaluating JavaScript expressions. Figure 5.16 shows such a hardware

implementation: a silicon chip that acts as an evaluator for Scheme, the language for which

this book was originally written. The chip designers started with the data-path and controller

speci�cations for a register machine similar to the evaluator described in this section and used

design automation programs to construct the integrated-circuit layout.
19

Registers and operations

In designing the explicit-control evaluator, we must specify the operations to be used in our

register machine. We described the metacircular evaluator in terms of abstract syntax, using

functions such as is_self_evaluating and make_function. In implementing the register ma-

chine, we could expand these functions into sequences of elementary list-structure memory

operations, and implement these operations on our register machine. However, this would

make our evaluator very long, obscuring the basic structure with details. To clarify the presen-

tation, we will include as primitive operations of the register machine the syntax functions

given in section 4.1.2 and the functions for representing environments and other run-time

data given in sections 4.1.3 and 4.1.4. In order to completely specify an evaluator that could be

programmed in a low-level machine language or implemented in hardware, we would replace

these operations by more elementary operations, using the list-structure implementation we

described in section 5.3.

19
See Batali et al. 1982 for more information on the chip and the method by which it was designed.
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Figure 5.16: A silicon-chip implementation of an evaluator for Scheme.

Our JavaScript evaluator register machine includes a stack and seven registers: stmt, env,

val, continue, fun, argl, and unev. The stmt register is used to hold the statement to be eval-

uated, and env contains the environment in which the evaluation is to be performed. At the

end of an evaluation, val contains the value obtained by evaluating the expression in the des-

ignated environment. The continue register is used to implement recursion, as explained in

section 5.1.4. (The evaluator needs to call itself recursively, since evaluating an expression re-

quires evaluating its subexpressions.) The registers fun, argl, and unev are used in evaluating

combinations.

We will not provide a data-path diagram to show how the registers and operations of the

evaluator are connected, nor will we give the complete list of machine operations. These are

implicit in the evaluator’s controller, which will be presented in detail.
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5.4.1 The Core of the Explicit-Control Evaluator

The central element in the evaluator is the sequence of instructions beginning at eval_dispatch.

This corresponds to the evaluate function of the metacircular evaluator described in sec-

tion 4.1.1. When the controller starts at eval_dispatch, it evaluates the expression speci�ed

by stmt in the environment speci�ed by env. When evaluation is complete, the controller will

go to the entry point stored in continue, and the val register will hold the value of the expres-

sion. As with the metacircular evaluate, the structure of eval_dispatch is a case analysis on

the syntactic type of the expression to be evaluated.
20

"eval_dispatch",

test(list(op("is_self_evaluating"), reg("stmt"))),

branch(label("ev_self_eval")),

test(list(op("is_name"), reg("stmt"))),

branch(label("ev_name")),

test(list(op("is_variable_declaration"), reg("stmt"))),

branch(label("ev_variable_declaration")),

test(list(op("is_constant_declaration"), reg("stmt"))),

branch(label("ev_constant_declaration")),

test(list(op("is_assignment"), reg("stmt"))),

branch(label("ev_assignment")),

test(list(op("is_return_statement"), reg("stmt"))),

branch(label("ev_return")),

test(list(op("is_conditional_expression"), reg("stmt"))),

branch(label("ev_cond")),

test(list(op("is_lambda_expression"), reg("stmt"))),

branch(label("ev_lambda")),

test(list(op("is_sequence"), reg("stmt"))),

branch(label("ev_seq")),

test(list(op("is_block"), reg("stmt"))),

branch(label("ev_block")),

test(list(op("is_application"), reg("stmt"))),

branch(label("ev_application")),

go_to(label("unknown_expression_type")),

20
In our controller, the dispatch is written as a sequence of test and branch instructions. Alternatively, it

could have been written in a data-directed style (and in a real system it probably would have been) to avoid the

need to perform sequential tests and to facilitate the de�nition of new expression types. A machine designed

to run JavaScript would probably include a dispatch_on_type instruction that would e�ciently execute such

data-directed dispatches.
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Evaluating simple expressions

Numbers and strings (which are self-evaluating), names, and lambda expressions have no

subexpressions to be evaluated. For these, the evaluator simply places the correct value in the

val register and continues execution at the entry point speci�ed by continue. Evaluation of

simple expressions is performed by the following controller code:

"ev_self_eval",

assign("val", reg("stmt")),

go_to(reg("continue")),

"ev_name",

assign("val",

list(op("lookup_symbol_value"), reg("stmt"), reg("env"))),

go_to(reg("continue")),

"ev_lambda",

assign("unev", list(op("lambda_parameters"), reg("stmt"))),

assign("stmt", list(op("lambda_body"), reg("stmt"))),

assign("val", list(op("make_function"),

reg("unev"), reg("stmt"), reg("env"))),

go_to(reg("continue")),

Observe how ev_lambda uses the unev and stmt registers to hold the parameters and body of

the lambda expression so that they can be passed to the make_compound_function operation,

along with the environment in env.

Evaluating function applications

A function application is speci�ed by a combination containing a function expression and

argument expressions. The function expression is a subexpression whose value is a function,

and the argument expressions are subexpressions whose values are the arguments to which

the function should be applied. The metacircular evaluate handles applications by calling

itself recursively to evaluate each element of the combination, and then passing the results

to apply, which performs the actual function application. The explicit-control evaluator does

the same thing; these recursive calls are implemented by go_to instructions, together with use

of the stack to save registers that will be restored after the recursive call returns. Before each

call we will be careful to identify which registers must be saved (because their values will be

needed later).
21

21
This is an important but subtle point in translating algorithms from a procedural language, such as JavaScript,

to a register-machine language. As an alternative to saving only what is needed, we could save all the registers

(except val) before each recursive call. This is called a framed-stack discipline. This would work but might save

more registers than necessary; this could be an important consideration in a system where stack operations are

expensive. Saving registers whose contents will not be needed later may also hold onto useless data that could
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We begin the evaluation of an application by evaluating the function expression to produce

a function, which will later be applied to the evaluated argument expressions. To evaluate the

function expression, we move it to the stmt register and go to eval_dispatch. The environment

in the env register is already the correct one in which to evaluate the function expression.

However, we save env because we will need it later to evaluate the argument expressions. We

also extract the argument expressions into unev and save this on the stack. We set up continue

so that eval_dispatch will resume at ev_appl_did_function_expression after the function

expression has been evaluated. First, however, we save the old value of continue, which tells

the controller where to continue after the application.

"ev_application",

save("continue"),

save("env"),

assign("unev", list(op("args"), reg("stmt"))),

save("unev"),

assign("stmt", list(op("function_expression"), reg("stmt"))),

assign("continue", label("ev_appl_did_function_expression")),

go_to(label("eval_dispatch")),

Upon returning from evaluating the function expression, we proceed to evaluate the argu-

ment expressions of the combination and to accumulate the resulting arguments in a list, held

in argl. First we restore the unevaluated argument expressions and the environment. We ini-

tialize argl to an empty list. Then we assign to the fun register the function that was produced

by evaluating the function expression. If there are no argument expressions, we go directly

to apply_dispatch. Otherwise we save fun on the stack and start the argument-evaluation

loop:
22

"ev_appl_did_function_expression",

restore("unev"), // the args

restore("env"),

assign("argl", list(op("empty_arglist"))),

assign("fun", reg("val")), // the function_expression

otherwise be garbage-collected, freeing space to be reused.

22
We add to the evaluator data-structure functions in section 4.1.3 the following two functions for manipulating

argument lists:

const empty_arglist = list();

function adjoin_arg(arg, arglist) {
return append(arglist, list(arg));

}
We also use an additional syntax function to test for the last argument expression in a combination:

function is_last_argument_expression(ops) {
return is_null(tail(ops));

}
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test(list(op("has_no_argument_expressions"),

reg("unev"))),

branch(label("apply_dispatch")),

save("fun"),

Each cycle of the argument-evaluation loop evaluates an argument expression from the list

in unev and accumulates the result into argl. To evaluate an argument expression , we place

it in the stmt register and go to eval_dispatch, after setting continue so that execution will

resume with the argument-accumulation phase. But �rst we save the arguments accumulated

so far (held in argl), the environment (held in env), and the remaining argument expressions

to be evaluated (held in unev). A special case is made for the evaluation of the last argument

expression which is handled at ev_appl_last_arg.

"ev_appl_argument_expression_loop",

save("argl"),

assign("stmt", list(op("first_arg"), reg("unev"))),

test(list(op("is_last_argument_expression"),

reg("unev"))),

branch(label("ev_appl_last_arg")),

save("env"),

save("unev"),

assign("continue", label("ev_appl_accumulate_arg")),

go_to(label("eval_dispatch")),

When an argument expression has been evaluated, the value is accumulated into the list

held in argl. The argument expression is then removed from the list of unevaluated argument

expressions in unev, and the argument-evaluation continues.

"ev_appl_accumulate_arg",

restore("unev"),

restore("env"),

restore("argl"),

assign("argl", list(op("adjoin_arg"),

reg("val"), reg("argl"))),

assign("unev", list(op("rest_args"), reg("unev"))),

go_to(label("ev_appl_argument_expression_loop")),

Evaluation of the last argument is handled di�erently. There is no need to save the environ-

ment or the list of unevaluated argument expressions before going to eval_dispatch, since

they will not be required after the last argument expression is evaluated. Thus, we return from

the evaluation to a special entry point ev_appl_accum_last_arg, which restores the argument

list, accumulates the new argument, restores the saved function, and goes o� to perform the

application.
23

23
The optimization of treating the last argument expression specially is known as evlis tail recursion (see Wand

1980). We could be somewhat more e�cient in the argument evaluation loop if we made evaluation of the �rst

argument expression a special case too. This would permit us to postpone initializing argl until after evaluating
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"ev_appl_last_arg",

assign("continue", label("ev_appl_accum_last_arg")),

go_to(label("eval_dispatch")),

"ev_appl_accum_last_arg",

restore("argl"),

assign("argl", list(op("adjoin_arg"),

reg("val"), reg("argl"))),

restore("fun"),

go_to(label("apply_dispatch")),

The details of the argument-evaluation loop determine the order in which the interpreter

evaluates the argument expressions of a combination (e.g., left to right or right to left—see exer-

cise 3.8). This order is not determined by the metacircular evaluator, which inherits its control

structure from the underlying Scheme in which it is implemented.
24

Because the first_arg se-

lector (used in ev_appl_argument_loop to extract successive argument expressions from unev)

is implemented as head and the rest_args selector is implemented as tail, the explicit-control

evaluator will evaluate the argument expressions of a combination in left-to-right order.

Function application

The entry point apply_dispatch corresponds to the apply function of the metacircular eval-

uator. By the time we get to apply_dispatch, the fun register contains the function to apply

and argl contains the list of evaluated arguments to which it must be applied. The saved value

of continue (originally passed to eval_dispatch and saved at ev_application), which tells

where to return with the result of the function application, is on the stack. When the applica-

tion is complete, the controller transfers to the entry point speci�ed by the saved continue,

with the result of the application in val. As with the metacircular apply, there are two cases

to consider. Either the function to be applied is a primitive or it is a compound function.

"apply_dispatch",

test(list(op("is_primitive_function"),

reg("fun"))),

branch(label("primitive_apply")),

test(list(op("is_compound_function"),

reg("fun"))),

branch(label("compound_apply")),

go_to(label("unknown_function_type")),

We assume that each primitive is implemented so as to obtain its arguments from argl

the �rst argument expression, so as to avoid saving argl in this case. The compiler in section 5.5 performs this

optimization. (Compare the construct_arglist function of section 5.5.3.)

24
The order of argument expression evaluation in the metacircular evaluator is determined by the order of

evaluation of the arguments to pair in the function list_of_values of section 4.1.1 (see exercise 4.1).

584 Generated 2020-08-18 16:40:02Z



Computing with Register Machines 5.4.1

and place its result in val. To specify how the machine handles primitives, we would have

to provide a sequence of controller instructions to implement each primitive and arrange for

primitive_apply to dispatch to the instructions for the primitive identi�ed by the contents of

fun. Since we are interested in the structure of the evaluation process rather than the details of

the primitives, we will instead just use an apply_primitive_function operation that applies

the function in proc to the arguments in argl. For the purpose of simulating the evaluator with

the simulator of section 5.2 we use the function apply_primitive_function, which calls on

the underlying JavaScript system to perform the application, just as we did for the metacircular

evaluator in section 4.1.4. After computing the value of the primitive application, we restore

continue and go to the designated entry point.

"primitive_apply",

assign("val", list(op("apply_primitive_function"),

reg("fun"),

reg("argl"))),

restore("continue"),

go_to(reg("continue")),

To apply a compound function, we proceed just as with the metacircular evaluator. We con-

struct a frame that binds the function’s parameters to the arguments, use this frame to extend

the environment carried by the function, and evaluate in this extended environment the se-

quence of expressions that forms the body of the function. A little extra work is needed to

handle function bodies with a single non-return statement as these should return undefined.

In this case, we set as continuation the label end_without_return, which will overwrite the

contents of val by undefined before jumping back into the dispatch loop. This has implica-

tions for tail-recursion, which is discussed in section 5.4.2. All other cases handle returns by

themselves as part of the normal dispatch loop.

"compound_apply",

assign("unev", list(op("function_parameters"), reg("fun"))),

assign("env", list(op("function_environment"), reg("fun"))),

assign("env", list(op("extend_environment"),

reg("unev"), reg("argl"), reg("env"))),

assign("stmt", list(op("function_body"), reg("fun"))),

test(list(op("does_not_handle_return"), reg("stmt"))),

branch(label("no_return_wrapping")),

restore("continue"),

go_to(label("eval_dispatch")),

"no_return_wrapping",

assign("continue", label("end_without_return")),

go_to(label("eval_dispatch")),

The only places in the interpreter where the env register is assigned a new value are compound_apply
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and ev_block. Just as in the metacircular evaluator, the new environment is constructed from

the environment carried by the function, together with the argument list and the corresponding

list of names to be bound.

5.4.2 Sequence Evaluation and Tail Recursion

The portion of the explicit-control evaluator at ev_sequence is analogous to the metacircular

evaluator’s eval_sequence function. It handles sequences of expressions in function bodies

or in sequences of statements.

Sequences of statements are evaluated by placing the sequence of expressions to be evaluated

in unev, saving continue on the stack, and jumping to ev_sequence.

"ev_seq",

save("continue"),

assign("unev", list(op("sequence_statements"), reg("stmt"))),

go_to(label("ev_sequence"))

The implicit sequences in function bodies are handled by jumping to ev_sequence from

compound_apply, at which point continue is already on the stack, having been saved at ev_application.

The entries at ev_sequence and ev_sequence_continue form a loop that successively evalu-

ates each expression in a sequence. The list of unevaluated expressions is kept in unev. Before

evaluating each expression, we check to see if there are additional expressions to be evaluated

in the sequence. If so, we save the rest of the unevaluated expressions (held in unev) and the en-

vironment in which these must be evaluated (held in env) and call eval_dispatch to evaluate

the expression. The two saved registers are restored upon the return from this evaluation, at

ev_sequence_continue. As returns immediately end the function, skipping any trailing state-

ments, we inspect each statement to see whether it is a return or not. If it is, we jump to the

entry point ev_return_from_seq and abort the loop. Sequences that do not contain an explicit

return will eventually dispatch to the aforementioned entry point end_without_return, which

will ensure that the sequence ends with val holding the value undefined.

The �nal expression in the sequence is handled di�erently, at the entry point ev_sequence_last_stmt.

Since there are no more expressions to be evaluated after this one, we need not save unev or

env before going to eval_dispatch. The value of the whole sequence is the value of the last

expression, so after the evaluation of the last expression there is nothing left to do except

continue at the entry point currently held on the stack (which was saved by ev_application

or ev_seq.) Rather than setting up continue to arrange for eval_dispatch to return here and

then restoring continue from the stack and continuing at that entry point, we restore continue

from the stack before going to eval_dispatch, so that eval_dispatch will continue at that

entry point after evaluating the expression.
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"ev_sequence",

assign("stmt", list(op("first_statement"), reg("unev"))),

test(list(op("is_return_statement"), reg("stmt"))),

branch(label("ev_return_from_seq")),

test(list(op("is_last_statement"), reg("unev"))),

branch(label("ev_sequence_last_exp")),

save("unev"),

save("env"),

assign("continue", label("ev_sequence_continue")),

go_to(label("eval_dispatch")),

"ev_sequence_continue",

restore("env"),

restore("unev"),

assign("unev", list(op("rest_statements"), reg("unev"))),

go_to(label("ev_sequence")),

"ev_sequence_last_exp",

assign("continue", label("end_without_return")),

go_to(label("eval_dispatch")),

"end_without_return",

assign("val", constant(undefined)),

restore("continue"),

go_to(reg("continue")),

Tail recursion

In chapter 1 we said that the process described by a function such as

function sqrt_iter(guess, x) {

return is_good_enough(guess, x)

? guess

: sqrt_iter(improve(guess, x), x);

}

is an iterative process. Even though the function is syntactically recursive (de�ned in terms

of itself), it is not logically necessary for an evaluator to save information in passing from one

call to sqrt_iter to the next.
25

An evaluator that can execute a function such as sqrt_iter

without requiring increasing storage as the function continues to call itself is called a tail-
recursive evaluator. The metacircular implementation of the evaluator in chapter 4 does not

specify whether the evaluator is tail-recursive, because that evaluator inherits its mechanism

for saving state from the underlying Scheme. With the explicit-control evaluator, however, we

25
We saw in section 5.1 how to implement such a process with a register machine that had no stack; the state

of the process was stored in a �xed set of registers.
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can trace through the evaluation process to see when function calls cause a net accumulation

of information on the stack.

With one exception, discussed at the end of this section, evaluator is tail-recursive, because

in order to evaluate the �nal expression of a sequence we transfer directly to eval_dispatch

without saving any information on the stack. Hence, evaluating the �nal expression in a

sequence—even if it is a function call (as in sqrt_iter, where the conditional expression,

which is the last expression in the function body, reduces to a call to sqrt_iter)—will not

cause any information to be accumulated on the stack.
26

If we did not think to take advantage of the fact that it was unnecessary to save information

in this case, we might have implemented eval_sequence by treating all the expressions in a

sequence in the same way—saving the registers, evaluating the expression, returning to restore

the registers, and repeating this until all the expressions have been evaluated (for simplicity,

ignoring the handling of returns which are not needed to illustrate this point):
27

"ev_sequence",

test(list(op("has_no_more_stmts"), reg("unev"))),

branch(label("ev_sequence_end")),

assign(exp(op("first_stmt"), reg("unev")),

save("unev"),

save("env"),

assign(continue(label("ev_sequence_continue"))),

go_to(label("eval_dispatch")),

"ev_sequence_continue",

restore("env"),

restore("unev"),

assign("unev", op("rest_stmts"), reg("unev")),

go_to(label("ev_sequence")),

"ev_sequence_end",

restore("continue"),

go_to(reg("continue")),

This may seem like a minor change to our previous code for evaluation of a sequence: The

only di�erence is that we go through the save-restore cycle for the last expression in a sequence

as well as for the others. The interpreter will still give the same value for any expression. But

this change is fatal to the tail-recursive implementation, because we must now return after

26
This implementation of tail recursion in ev_sequence is one variety of a well-known optimization technique

used by many compilers. In compiling a function that ends with a function call, one can replace the call by a jump

to the called function’s entry point. Building this strategy into the interpreter, as we have done in this section,

provides the optimization uniformly throughout the language.

27
We can de�ne has_no_more_stmts as follows:

function has_no_more_exps(seq) {
return is_null(seq);

}
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evaluating the �nal expression in a sequence in order to undo the (useless) register saves. These

extra saves will accumulate during a nest of function calls. Consequently, processes such as

sqrt_iter will require space proportional to the number of iterations rather than requiring

constant space. This di�erence can be signi�cant. For example, with tail recursion, an in�nite

loop can be expressed using only the function-call mechanism:

function count(n) {

display(n, "\n");

return count(n + 1);

}

Without tail recursion, such a function would eventually run out of stack space, and expressing

a true iteration would require some control mechanism other than function call.

The exception to tail recursion in our evaluator is due to the implicit returning of undefined.

Function bodies that do not end in an explicit return dispatch to the end_without_return

entry point which destroys tail-recursion as every function call must have its return value

changed to undefined. Removing the return from the count function above will thus lead to

exhausting the stack space. (Note that it is only when a function actually reaches the end of

its body that this extra stack space is consumed.)

5.4.3 Conditionals, Assignments, and Declarations and Blocks

As with the metacircular evaluator, special forms are handled by selectively evaluating frag-

ments of the expression. For conditional expression, we must evaluate the predicate and decide,

based on the value of predicate, whether to evaluate the consequent or the alternative.

Before evaluating the predicate, we save the conditional expression itself so that we can later

extract the consequent or alternative. We also save the environment, which we will need later

in order to evaluate the consequent or the alternative, and we save continue, which we will

need later in order to return to the evaluation of the expression that is waiting for the value

of the conditional.

"ev_cond",

save("stmt"), // save expression for later

save("env"),

save("continue"),

assign("continue", label("ev_cond_decide")),

assign("stmt", list(op("conditional_pred"), reg("stmt"))),

go_to(label("eval_dispatch")), // evaluate the predicate

When we return from evaluating the predicate, we test whether it was true or false and,

depending on the result, place either the consequent or the alternative in stmt before going

to eval_dispatch. Notice that restoring env and continue here sets up eval_dispatch to
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have the correct environment and to continue at the right place to receive the value of the

conditional expression.

"ev_cond_decide",

restore("continue"),

restore("env"),

restore("stmt"),

test(list(op("is_true"), reg("val"))),

branch(label("ev_cond_consequent")),

"ev_cond_alternative",

assign("stmt", list(op("conditional_alt"), reg("stmt"))),

go_to(label("eval_dispatch")),

"ev_cond_consequent",

assign("stmt", list(op("conditional_cons"), reg("stmt"))),

go_to(label("eval_dispatch")),

Assignments and declarations

Assignments are handled by ev_assignment, which is reached from eval_dispatch with the as-

signment expression in stmt . The code at ev_assignment �rst evaluates the value part of the ex-

pression and then installs the new value in the environment. The function assign_symbol_value

is assumed to be available as a machine operation.

"ev_assignment",

assign("unev", list(op("assignment_symbol"), reg("stmt"))),

save("unev"), // save variable for later

assign("stmt", list(op("assignment_value"), reg("stmt"))),

save("env"),

save("continue"),

assign("continue", label("ev_assignment_1")),

go_to(label("eval_dispatch")), // evaluate assignment value

"ev_assignment_1",

restore("continue"),

restore("env"),

restore("unev"),

perform(list(op("assign_symbol_value"),

reg("unev"), reg("val"), reg("env"))),

go_to(reg("continue")),

Declarations of variables and constants are handled in a similar way:

"ev_variable_declaration",

assign("unev", list(op("variable_declaration_symbol"),

reg("stmt"))),
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save("unev"), // save variable for later

assign("stmt", list(op("variable_declaration_value"),

reg("stmt"))),

save("env"),

save("continue"),

assign("continue", label("ev_declaration")),

go_to(label("eval_dispatch")), // evaluate declaration value

"ev_declaration",

restore("continue"),

restore("env"),

restore("unev"),

perform(list(op("assign_symbol_value"),

reg("unev"), reg("val"), reg("env"))),

assign("val", constant(undefined)),

go_to(reg("continue")),

"ev_constant_declaration",

assign("unev", list(op("constant_declaration_symbol"),

reg("stmt"))),

save("unev"), // save constant for later

assign("stmt", list(op("constant_declaration_value"),

reg("stmt"))),

save("env"),

save("continue"),

assign("continue", label("ev_declaration")),

go_to(label("eval_dispatch")), // evaluate declaration value

Evaluation of blocks evaluates the body of the block with respect to the current environment

extended by a binding of all local names to the special value no_value_yet.

"ev_block",

assign("stmt", list(op("block_body"), reg("stmt"))),

assign("val", list(op("scan_out_declarations"), reg("stmt"))),

save("stmt"), // temporarily store to stmt

assign("stmt", list(op("list_of_unassigned"), reg("val"))),

assign("env", list(op("extend_environment"),

reg("val"),

reg("stmt"),

reg("env"))),

restore("stmt"),

go_to(label("eval_dispatch")),

The function get_temp_block_values can be implemented easily using a map: (locals) => map((_) => no_value_yet, locals).
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Exercise 5.23

Extend the evaluator to handle while loops, by translating them to applications of a function

while_loop, as shown in exercise 4.7. You can then paste the declaration of the function

while_loop in front of user programs. You may “cheat” and assume that the syntax transformer

while_to_application is available as machine operation.
28

Refer to exercise 4.7 to discuss

whether this approach works if return, break and continue statements are allowed inside the

while loop. If not, how can you modify the explicit control evaluator to run programs with

while loops that include these statements?

Exercise 5.24

Implement conditional statements in the explicit control evaluator. Note that proper handling

of returns inside the consequent and alternative blocks poses a challenge as the current im-

plementation only supports returning from the outermost block in a function. One way to

implement this is to add a new register returning that keeps track of whether the current

function is returning. Change ev_sequence so that instead of checking if the next statement is

a return statement, the sequence loop inspects returning to determine whether to continue

or return. Also note that it is possible to nest several conditional statements, so a return can

appear at any depth.

Exercise 5.25

Modify the evaluator so that it uses normal-order evaluation, based on the lazy evaluator of

section 4.2.

5.4.4 Running the Evaluator

With the implementation of the explicit-control evaluator we come to the end of a develop-

ment, begun in chapter 1, in which we have explored successively more precise models of the

evaluation process. We started with the relatively informal substitution model, then extended

this in chapter 3 to the environment model, which enabled us to deal with state and change.

In the metacircular evaluator of chapter 4, we used JavaScript itself as a language for making

more explicit the environment structure constructed during evaluation of an expression. Now,

with register machines, we have taken a close look at the evaluator’s mechanisms for storage

management, argument passing, and control. At each new level of description, we have had

28
This isn’t really cheating. In an actual implementation built from scratch, we would use our

explicit-control evaluator to interpret a JavaScript program that performs source-level transformations like

while_to_application in a syntax phase that runs before execution.
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to raise issues and resolve ambiguities that were not apparent at the previous, less precise

treatment of evaluation. To understand the behavior of the explicit-control evaluator, we can

simulate it and monitor its performance.

We will install a driver loop in our evaluator machine. This plays the role of the driver_loop

function of section 4.1.4. The evaluator will repeatedly print a prompt, read a program, scan

its declarations and appropriately extend the environment before proceeding to evaluate the

program by going to eval_dispatch, and print the result. The following instructions form the

beginning of the explicit-control evaluator’s controller sequence:
29

"read_eval_print_loop",

perform(list(op("initialize_stack"))),

assign("stmt", list(op("prompt_for_input"),

constant("EC-evaluate input:"))),

assign("env", list(op("get_program_environment"))),

assign("val", list(op("scan_out_declarations"), reg("stmt"))),

save("stmt"), // temporarily store to stmt

assign("stmt", list(op("list_of_unassigned"), reg("val"))),

assign("env", list(op("extend_environment"),

reg("val"), reg("stmt"), reg("env"))),

perform(list(op("set_program_environment"), reg("env"))),

restore("stmt"),

assign("continue", label("print_result")),

go_to(label("eval_dispatch")),

"print_result",

perform(list(op("user_print"),

constant("EC-evaluate value:"), reg("val"))),

go_to(label("read_eval_print_loop")),

When we encounter an error in a function (such as the “unknown function type error”

indicated at apply_dispatch), we print an error message and return to the driver loop.
30

"unknown_expression_type",

assign("val", constant("unknown_expression_type_error")),

29
We assume here that prompt_for_input and the various printing operations are available as primitive ma-

chine operations, which is useful for our simulation, but completely unrealistic in practice. These are actually

extremely complex operations. In practice, they would be implemented using low-level input-output operations

such as transferring single characters to and from a device.

To support the get_program_environment and set_program_environment operations we declare

function get_program_environment() {
return the_global_environment;

}
function set_program_environment(env) {

the_global_environment = env;
}

30
There are other errors that we would like the interpreter to handle, but these are not so simple. See exer-

cise 5.30.
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go_to(label("signal_error")),

"unknown_function_type",

restore("continue"), /// clean up stack (from apply_dispatch)

assign("val", constant("unknown_function_type_error")),

go_to(label("signal_error")),

"signal_error",

perform(list(op("user_print"),

constant("EC_eval error:"), reg("val"))),

go_to(label("read_eval_print_loop")),

For the purposes of the simulation, we initialize the stack each time through the driver

loop, since it might not be empty after an error (such as an undeclared name) interrupts an

evaluation.
31

If we combine all the code fragments presented in sections 5.4.1–5.4.4, we can create an

evaluator machine model that we can run using the register-machine simulator of section 5.2.

const eceval =

make_machine(list("stmt", "env", "val", "fun",

"argl", "continue", "unev"),

eceval_operations,

list("read_eval_print_loop",

〈entire machine controller as дiven above〉
));

We must de�ne JavaScript functions to simulate the operations used as primitives by the

evaluator. These are the same functions we used for the metacircular evaluator in section 4.1,

together with the few additional ones de�ned in footnotes throughout section 5.4.

const eceval_operations =

list(list("is_self_evaluating", is_self_evaluating),

〈complete list o f operations f or eceval machine〉);

Finally, we can initialize the global environment and run the evaluator:

Iconst the_global_environment = setup_environment();

start(eceval);

EC−eva lua te input :

function append(x, y) {

return is_null(x)

? y

: pair(head(x), append(tail(x), y));

}

31
We could perform the stack initialization only after errors, but doing it in the driver loop will be convenient

for monitoring the evaluator’s performance, as described below.
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EC−eva lua te value :
undef ined

EC−eva lua te input :

append(list("a", "b", "c"), list("d", "e", "f"));

EC−eva lua te value :
[ " a " , [ " b " , [ " c " , [ " d " , [ " e " , [ " f " , nu l l ] ] ] ] ] ]

Of course, evaluating expressions in this way will take much longer than if we had directly

typed them into JavaScript, because of the multiple levels of simulation involved. Our expres-

sions are evaluated by the explicit-control-evaluator machine, which is being simulated by a

JavaScript program, which is itself being evaluated by the JavaScript interpreter.

Monitoring the performance of the evaluator

Simulation can be a powerful tool to guide the implementation of evaluators. Simulations

make it easy not only to explore variations of the register-machine design but also to monitor

the performance of the simulated evaluator. For example, one important factor in performance

is how e�ciently the evaluator uses the stack. We can observe the number of stack operations

required to evaluate various expressions by de�ning the evaluator register machine with the

version of the simulator that collects statistics on stack use (section 5.2.4), and adding an

instruction at the evaluator’s print_result entry point to print the statistics:

I"print_result",

perform(op("print_stack_statistics")), // added instruction

perform(op("announce_output"), constant("EC-evaluate value:")),

. . . // same as before

Interactions with the evaluator now look like this:

EC−eva lua te input :

function factorial (n) {

return n === 1

? 1

: n * factorial(n - 1);

}

( t o t a l −pushes = 3 maximum−depth = 3)
EC−eva lua te value :
undef ined

EC−eva lua te input :

factorial(5);
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( t o t a l −pushes = 144 maximum−depth = 28)
EC−eva lua te value :
120

Note that the driver loop of the evaluator reinitializes the stack at the start of each interaction,

so that the statistics printed will refer only to stack operations used to evaluate the previous

expression.

Exercise 5.26

Use the monitored stack to explore the tail-recursive property of the evaluator (section 5.4.2).

Start the evaluator and de�ne the iterative factorial function from section 1.2.1:

function factorial(n) {

function iter(product, counter, max_count) {

return counter > max_count

? product

: fact_iter(counter * product,

counter + 1,

max_count);

}

return iter(1, 1, n);

}

Run the function with some small values of n. Record the maximum stack depth and the

number of pushes required to compute n! for each of these values.

a. You will �nd that the maximum depth required to evaluate n! is independent of n. What

is that depth?

b. Determine from your data a formula in terms ofn for the total number of push operations

used in evaluating n! for any n ≥ 1. Note that the number of operations used is a linear

function of n and is thus determined by two constants.

Exercise 5.27

For comparison with exercise 5.26, explore the behavior of the following function for comput-

ing factorials recursively:

function factorial(n) {

return n === 1

? 1

: n * factorial(n - 1);

}

By running this function with the monitored stack, determine, as a function ofn, the maximum
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depth of the stack and the total number of pushes used in evaluating n! for n ≥ 1. (Again, these

functions will be linear.) Summarize your experiments by �lling in the following table with

the appropriate expressions in terms of n:

The maximum depth is a measure of the amount of space used by the evaluator in carrying

out the computation, and the number of pushes correlates well with the time required.

Exercise 5.28

Modify the de�nition of the evaluator by changing eval_sequence as described in section 5.4.2

so that the evaluator is no longer tail-recursive. Rerun your experiments from exercises 5.26

and 5.27 to demonstrate that both versions of the factorial function now require space that

grows linearly with their input.

Exercise 5.29

Monitor the stack operations in the tree-recursive Fibonacci computation:

function fib(n) {

return n < 2 ? n : fib(n - 1) + fib(n - 2);

}

a. Give a formula in terms of n for the maximum depth of the stack required to compute

Fib(n) for n ≥ 2. Hint: In section 1.2.2 we argued that the space used by this process

grows linearly with n.

b. Give a formula for the total number of pushes used to compute Fib(n) for n ≥ 2. You

should �nd that the number of pushes (which correlates well with the time used) grows

exponentially with n. Hint: Let S(n) be the number of pushes used in computing Fib(n).

You should be able to argue that there is a formula that expresses S(n) in terms of S(n−1),

S(n−2), and some �xed “overhead” constant k that is independent of n. Give the formula,

and say what k is. Then show that S(n) can be expressed as aFib(n + 1) + b and give the

values of a and b.
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Exercise 5.30

Our evaluator currently catches and signals only two kinds of errors—unknown expression

types and unknown function types. Other errors will take us out of the evaluator read-eval-

print loop. When we run the evaluator using the register-machine simulator, these errors are

caught by the underlying JavaScript system. This is analogous to the computer crashing when

a user program makes an error.
32

It is a large project to make a real error system work, but it

is well worth the e�ort to understand what is involved here.

a. Errors that occur in the evaluation process, such as an attempt to access an unbound

name, could be caught by changing the lookup operation to make it return a distinguished

condition code, which cannot be a possible value of any user name. The evaluator can

test for this condition code and then do what is necessary to go to signal_error. Find

all of the places in the evaluator where such a change is necessary and �x them. This is

lots of work.

b. Much worse is the problem of handling errors that are signaled by applying primitive

functions such as an attempt to divide by zero or an attempt to extract the head of a

symbol. In a professionally written high-quality system, each primitive application is

checked for safety as part of the primitive. For example, every call to head could �rst

check that the argument is a pair. If the argument is not a pair, the application would

return a distinguished condition code to the evaluator, which would then report the

failure. We could arrange for this in our register-machine simulator by making each

primitive function check for applicability and returning an appropriate distinguished

condition code on failure. Then the primitive_apply code in the evaluator can check

for the condition code and go to signal_error if necessary. Build this structure and

make it work. This is a major project.

5.5 Compilation

The explicit-control evaluator of section 5.4 is a register machine whose controller interprets

JavaScript programs. In this section we will see how to run JavaScript programs on a register

machine whose controller is not a JavaScript interpreter.

The explicit-control evaluator machine is universal—it can carry out any computational

process that can be described in JavaScript. The evaluator’s controller orchestrates the use

of its data paths to perform the desired computation. Thus, the evaluator’s data paths are

32
This manifests itself as, for example, a “kernel panic” or a “blue screen of death” or a spurious reboot, typically

on phones and tablets. Most modern operating systems do a decent job of preventing user programs from causing

an entire machine to crash.
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universal: They are su�cient to perform any computation we desire, given an appropriate

controller.
33

Commercial general-purpose computers are register machines organized around a collection

of registers and operations that constitute an e�cient and convenient universal set of data

paths. The controller for a general-purpose machine is an interpreter for a register-machine

language like the one we have been using. This language is called the native language of the

machine, or simply machine language. Programs written in machine language are sequences

of instructions that use the machine’s data paths. For example, the explicit-control evaluator’s

instruction sequence can be thought of as a machine-language program for a general-purpose

computer rather than as the controller for a specialized interpreter machine.

There are two common strategies for bridging the gap between higher-level languages and

register-machine languages. The explicit-control evaluator illustrates the strategy of interpre-

tation. An interpreter written in the native language of a machine con�gures the machine

to execute programs written in a language (called the source language) that may di�er from

the native language of the machine performing the evaluation. The primitive functions of the

source language are implemented as a library of subroutines written in the native language of

the given machine. A program to be interpreted (called the source program) is represented as

a data structure. The interpreter traverses this data structure, analyzing the source program.

As it does so, it simulates the intended behavior of the source program by calling appropriate

primitive subroutines from the library.

In this section, we explore the alternative strategy of compilation. A compiler for a given

source language and machine translates a source program into an equivalent program (called

the object program) written in the machine’s native language. The compiler that we implement

in this section translates programs written in JavaScript into sequences of instructions to be

executed using the explicit-control evaluator machine’s data paths.
34

Compared with interpretation, compilation can provide a great increase in the e�ciency of

program execution, as we will explain below in the overview of the compiler. On the other hand,

an interpreter provides a more powerful environment for interactive program development

and debugging, because the source program being executed is available at run time to be

examined and modi�ed. In addition, because the entire library of primitives is present, new

33
This is a theoretical statement. We are not claiming that the evaluator’s data paths are a particularly con-

venient or e�cient set of data paths for a general-purpose computer. For example, they are not very good for

implementing high-performance �oating-point calculations or calculations that intensively manipulate bit vec-

tors.

34
Actually, the machine that runs compiled code can be simpler than the interpreter machine, because we

won’t use the exp and unev registers. The interpreter used these to hold pieces of unevaluated expressions. With

the compiler, however, these expressions get built into the compiled code that the register machine will run. For

the same reason, we don’t need the machine operations that deal with expression syntax. But compiled code

will use a few additional machine operations (to represent compiled function objects) that didn’t appear in the

explicit-control evaluator machine.
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programs can be constructed and added to the system during debugging.

In view of the complementary advantages of compilation and interpretation, modern program-

development environments pursue a mixed strategy. JavaScript interpreters are generally or-

ganized so that interpreted functions and compiled functions can call each other. This enables

a programmer to compile those parts of a program that are assumed to be debugged, thus gain-

ing the e�ciency advantage of compilation, while retaining the interpretive mode of execution

for those parts of the program that are in the �ux of interactive development and debugging.

In section 5.5.7, after we have implemented the compiler, we will show how to interface it with

our interpreter to produce an integrated interpreter-compiler development system.

An overview of the compiler

Our compiler is much like our interpreter, both in its structure and in the function it performs.

Accordingly, the mechanisms used by the compiler for analyzing expressions will be similar to

those used by the interpreter. Moreover, to make it easy to interface compiled and interpreted

code, we will design the compiler to generate code that obeys the same conventions of register

usage as the interpreter: The environment will be kept in the env register, argument lists will

be accumulated in argl, a function to be applied will be in fun, functions will return their

answers in val, and the location to which a function should return will be kept in continue.

In general, the compiler translates a source program into an object program that performs

essentially the same register operations as would the interpreter in evaluating the same source

program.

This description suggests a strategy for implementing a rudimentary compiler: We traverse

the expression in the same way the interpreter does. When we encounter a register instruc-

tion that the interpreter would perform in evaluating the expression, we do not execute the

instruction but instead accumulate it into a sequence. The resulting sequence of instructions

will be the object code. Observe the e�ciency advantage of compilation over interpretation.

Each time the interpreter evaluates an expression—for example, f(84, 96)—it performs the

work of classifying the expression (discovering that this is a function application) and test-

ing for the end of the list of argument expressions (discovering that there are two argument

expressions). With a compiler, the expression is analyzed only once, when the instruction

sequence is generated at compile time. The object code produced by the compiler contains

only the instructions that evaluate the function expression and the two argument expressions,

assemble the argument list, and apply the function (in fun) to the arguments (in argl).

This is the same kind of optimization we implemented in the analyzing evaluator of sec-

tion 4.1.7. But there are further opportunities to gain e�ciency in compiled code. As the

interpreter runs, it follows a process that must be applicable to any expression in the language.
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In contrast, a given segment of compiled code is meant to execute some particular expression.

This can make a big di�erence, for example in the use of the stack to save registers. When

the interpreter evaluates an expression, it must be prepared for any contingency. Before eval-

uating a subexpression, the interpreter saves all registers that will be needed later, because

the subexpression might require an arbitrary evaluation. A compiler, on the other hand, can

exploit the structure of the particular expression it is processing to generate code that avoids

unnecessary stack operations.

As a case in point, consider the combination f(84, 96). Before the interpreter evaluates the

function expression of the application it prepares for this evaluation by saving the registers

containing the argument expressions and the environment, whose values will be needed later.

The interpreter then evaluates the function expression to obtain the result in val, restores

the saved registers, and �nally moves the result from val to fun. However, in the particular

expression we are dealing with, the function expression is the symbol f, whose evaluation

is accomplished by the machine operation lookup_symbol_value, which does not alter any

registers. The compiler that we implement in this section will take advantage of this fact and

generate code that evaluates the function expression using the instruction

assign("fun", op("lookup_symbol_value"), constant("f"), reg("env"));

This code not only avoids the unnecessary saves and restores but also assigns the value of the

lookup directly to fun, whereas the interpreter would obtain the result in val and then move

this to fun.

A compiler can also optimize access to the environment. Having analyzed the code, the

compiler can in many cases know in which frame a particular name will be located and access

that frame directly, rather than performing the lookup_symbol_value search. We will discuss

how to implement such name access in section 5.5.6. Until then, however, we will focus on the

kind of register and stack optimizations described above. There are many other optimizations

that can be performed by a compiler, such as coding primitive operations “in line” instead of

using a general apply mechanism (see exercise 5.38); but we will not emphasize these here.

Our main goal in this section is to illustrate the compilation process in a simpli�ed (but still

interesting) context.
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5.5.1 Structure of the Compiler

In section 4.1.7 we modi�ed our original metacircular interpreter to separate analysis from

execution. We analyzed each expression to produce an execution function that took an en-

vironment as argument and performed the required operations. In our compiler, we will do

essentially the same analysis. Instead of producing execution functions, however, we will

generate sequences of instructions to be run by our register machine.

The function compile is the top-level dispatch in the compiler. It corresponds to the eval

function of section 4.1.1, the analyze function of section 4.1.7, and the eval_dispatch entry

point of the explicit-control-evaluator in section 5.4.1. The compiler, like the interpreters, uses

the expression-syntax functions de�ned in section 4.1.2.
35 Compile performs a case analysis on

the syntactic type of the expression to be compiled. For each type of expression, it dispatches

to a specialized code generator:

function compile(stmt, target, linkage) {

return is_self_evaluating(stmt)

? compile_self_evaluating(stmt, target, linkage)

: is_name(stmt)

? compile_name(stmt, target, linkage)

: is_constant_declaration(stmt)

? compile_constant_declaration(stmt, target, linkage)

: is_variable_declaration(stmt)

? compile_variable_declaration(stmt, target, linkage)

: is_assignment(stmt)

? compile_assignment(stmt, target, linkage)

: is_conditional_expression(stmt)

? compile_conditional_expression(stmt, target, linkage)

: is_lambda_expression(stmt)

? compile_lambda_expression(stmt, target, linkage)

: is_sequence(stmt)

? compile_sequence(sequence_statements(stmt), target, linkage)

: is_block(stmt)

? compile_block(stmt, target, linkage)

: is_return_statement(stmt)

? compile_return_statement(stmt, target, linkage)

: is_application(stmt)

? compile_application(stmt, target, linkage)

: error(stmt, "Unknown statement type -- compile");

}

35
Notice, however, that our compiler is a Scheme program, and the syntax functions that it uses to manipulate

expressions are the actual Scheme functions used with the metacircular evaluator. For the explicit-control eval-

uator, in contrast, we assumed that equivalent syntax operations were available as operations for the register

machine. (Of course, when we simulated the register machine in Scheme, we used the actual Scheme functions

in our register machine simulation.)
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Targets and linkages

The function compile and the code generators that it calls take two arguments in addition to

the expression to compile. There is a target, which speci�es the register in which the compiled

code is to return the value of the expression. There is also a linkage descriptor, which describes

how the code resulting from the compilation of the expression should proceed when it has

�nished its execution. The linkage descriptor can require that the code do one of the following

three things:

– continue at the next instruction in sequence (this is speci�ed by the linkage descriptor

"next"),

– return from the function being compiled (this is speci�ed by the linkage descriptor

"return"), or

– jump to a named entry point (this is speci�ed by using the designated label as the linkage

descriptor).

For example, compiling the expression 5 (which is self-evaluating) with a target of the val

register and a linkage of "next" should produce the instruction

assign("val", constant(5));

Compiling the same expression with a linkage of "return" should produce the instructions

assign("val", constant(5));

go_to(reg("continue"));

In the �rst case, execution will continue with the next instruction in the sequence. In the

second case, we will return from a function call. In both cases, the value of the expression will

be placed into the target val register.

Instruction sequences and stack usage

Each code generator returns an instruction sequence containing the object code it has generated

for the expression. Code generation for a compound expression is accomplished by combining

the output from simpler code generators for component expressions, just as evaluation of a

compound expression is accomplished by evaluating the component expressions.

The simplest method for combining instruction sequences is a function called append_instruction_sequences.

It takes as arguments two instruction sequences that are to be executed sequentially; it ap-

pends them and returns the combined sequence. That is, if seq1 and seq2 are sequences of

instructions, then evaluating

append_instruction_sequences(seq1, seq2)
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produces the sequence

seq1

seq2

Whenever registers might need to be saved, the compiler’s code generators use preserving,

which is a more subtle method for combining instruction sequences. The function preserving

takes three arguments: a set of registers and two instruction sequences that are to be executed

sequentially. It appends the sequences in such a way that the contents of each register in the set

is preserved over the execution of the �rst sequence, if this is needed for the execution of the

second sequence. That is, if the �rst sequence modi�es the register and the second sequence

actually needs the register’s original contents, then preserving wraps a save and a restore of

the register around the �rst sequence before appending the sequences. Otherwise, preserving

simply returns the appended instruction sequences. Thus, for example,

preserving(list(reд1, reд2), seq1, seq2);

produces one of the following four sequences of instructions, depending on how seq
1

and seq
2

use reg
1

and reg
2
:

seq
1

save(reg
1
) save(reg

2
) save(reg

2
)

seq
2

seq
1

seq
1

save(reg
1
)

restore(reg
1
) restore(reg

2
) seq

1

seq
2

seq
2

restore(reg
1
)

restore(reg
2
)

seq
2

By using preserving to combine instruction sequences the compiler avoids unnecessary

stack operations. This also isolates the details of whether or not to generate save and restore

instructions within the preserving function, separating them from the concerns that arise

in writing each of the individual code generators. In fact no save or restore instructions are

explicitly produced by the code generators.

In principle, we could represent an instruction sequence simply as a list of instructions.

The function append_instruction_sequences could then combine instruction sequences by

performing an ordinary list append. However, preserving would then be a complex operation,

because it would have to analyze each instruction sequence to determine how the sequence

uses its registers. Preserving would be ine�cient as well as complex, because it would have

to analyze each of its instruction sequence arguments, even though these sequences might

themselves have been constructed by calls to preserving, in which case their parts would

have already been analyzed. To avoid such repetitious analysis we will associate with each

instruction sequence some information about its register use. When we construct a basic
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instruction sequence we will provide this information explicitly, and the functions that combine

instruction sequences will derive register-use information for the combined sequence from

the information associated with the component sequences.

An instruction sequence will contain three pieces of information:

– the set of registers that must be initialized before the instructions in the sequence are

executed (these registers are said to be needed by the sequence),

– the set of registers whose values are modi�ed by the instructions in the sequence, and

– the actual instructions in the sequence.

We will represent an instruction sequence as a list of its three parts. The constructor for

instruction sequences is thus

function make_instruction_sequence(needs, modifies, instructions) {

return list(needs, modifies, instructions);

}

For example, the two-instruction sequence that looks up the value of the name x in the

current environment, assigns the result to val, and then returns, requires registers env and

continue to have been initialized, and modi�es register val. This sequence would therefore

be constructed as

make_instruction_sequence(

list("env", "continue"),

list("val"),

list(assign("val", list(op("lookup_symbol_value"),

constant("x"), reg("env"))),

go_to(reg("continue"))));

We sometimes need to construct an instruction sequence with no instructions:

function empty_instruction_sequence() {

return make_instruction_sequence(null, null, null);

}

The functions for combining instruction sequences are shown in section 5.5.4.

Exercise 5.31

In evaluating a function application, the explicit-control evaluator always saves and restores

the env register around the evaluation of the operator, saves and restores env around the

evaluation of each operand (except the �nal one), saves and restores argl around the evaluation

of each operand, and saves and restores proc around the evaluation of the operand sequence.

For each of the following combinations, say which of these save and restore operations are

super�uous and thus could be eliminated by the compiler’s preserving mechanism:
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f("x", "y")

f()("x", "y")

f(g("x"), y)

f(g("x"), "y")

Exercise 5.32

Using the preserving mechanism, the compiler will avoid saving and restoring env around

the evaluation of the function expression of an application in the case where the function

expression is a name. We could also build such optimizations into the evaluator. Indeed, the

explicit-control evaluator of section 5.4 already performs a similar optimization, by treating

applications with no arguments as a special case.

a. Extend the explicit-control evaluator to recognize as a separate class of statements ap-

plications whose function expression is a name, and to take advantage of this fact in

evaluating such statements.

b. Alyssa P. Hacker suggests that by extending the evaluator to recognize more and more

special cases we could incorporate all the compiler’s optimizations, and that this would

eliminate the advantage of compilation altogether. What do you think of this idea?

5.5.2 Compiling Statements and Expressions

In this section and the next we implement the code generators to which the compile function

dispatches.

Compiling linkage code

In general, the output of each code generator will end with instructions—generated by the

function compile_linkage—that implement the required linkage. If the linkage is "return"

then we must generate the instruction go_to(reg("continue")). This needs the continue

register and does not modify any registers. If the linkage is "return_undefined", we insert

an assignment instruction before the go_to, which assigns the current target register to the

constant undefined. The target register must be treated as modi�ed in this case. If the linkage

is "next", then we needn’t include any additional instructions. Otherwise, the linkage is a

label, and we generate a go_to to that label, an instruction that does not need or modify any

registers.

function compile_linkage(target, linkage) {
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return linkage === "return"

? make_instruction_sequence(

list("continue"),

null,

list(go_to(reg("continue"))))

: linkage === "return_undefined"

? make_instruction_sequence(

list("continue"),

list(target),

list(assign(target, constant(undefined)),

go_to(reg("continue"))))

: linkage === "next"

? empty_instruction_sequence()

: make_instruction_sequence(null, null,

list(go_to(label(linkage))));

}

The linkage code is appended to an instruction sequence by preserving the continue reg-

ister, since a "return" linkage will require the continue register: If the given instruction

sequence modi�es continue and the linkage code needs it, continue will be saved and re-

stored.

function end_with_linkage(target, linkage, instruction_sequence) {

return preserving(list("continue"),

instruction_sequence,

compile_linkage(target, linkage));

}

Compiling simple expressions

The code generators for self-evaluating expressions and names construct instruction sequences

that assign the required value to the target register and then proceed as speci�ed by the linkage

descriptor.

function compile_self_evaluating(exp, target, linkage) {

return end_with_linkage(target, linkage,

make_instruction_sequence(

null,

list(target),

list(assign(target, constant(exp)))));

}

function compile_name(exp, target, linkage) {

return end_with_linkage(target, linkage,

make_instruction_sequence(list("env"), list(target),

list(assign(target,

list(op("lookup_symbol_value"),
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constant(exp), reg("env"))))));

}

All these assignment instructions modify the target register, and the one that looks up a

name needs the env register.

Assignments and the two kinds of declaration are handled much as they are in the inter-

preter. The three functions use the function compile_assignment_returning, whose parame-

ter return_val lets declarations return undefined and assignments return the assigned value.

In compile_assignment_returning, we recursively generate code that computes the value to

be assigned to the variable, and append to it a two-instruction sequence that actually sets the

variable and assigns the value of the whole statement to the target register. The recursive

compilation has target val and linkage "next" so that the code will put its result into val and

continue with the code that is appended after it. The appending is done preserving env, since

the environment is needed for setting or de�ning the variable and the code for the variable

value could be the compilation of a complex expression that might modify the registers in

arbitrary ways.

function compile_assignment(stmt, target, linkage) {

const symbol = assignment_symbol(stmt);

const value_code =

compile(assignment_value(stmt), "val", "next");

return compile_assignment_returning(symbol,

value_code, target, linkage, reg("val"));

}

function compile_constant_declaration(stmt, target, linkage) {

const symbol = constant_declaration_symbol(stmt);

const value_code =

compile(constant_declaration_value(stmt), "val", "next");

return compile_assignment_returning(symbol,

value_code, target, linkage, constant(undefined));

}

function compile_variable_declaration(stmt, target, linkage) {

const variable = variable_declaration_symbol(stmt);

const value_code =

compile(variable_declaration_value(stmt), "val", "next");

return compile_assignment_returning(variable,

value_code, target, linkage, constant(undefined));

}

function compile_assignment_returning(

symbol, value_code, target, linkage, return_val) {

return end_with_linkage(target, linkage,

preserving(
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list("env"),

value_code,

make_instruction_sequence(

list("env", "val"),

list(target),

list(perform(

list(op("assign_symbol_value"),

constant(symbol),

reg("val"),

reg("env"))),

assign(target, return_val)))));

}

The appended two-instruction sequence requires env and val and modi�es the target. Note

that although we preserve env for this sequence, we do not preserve val, because the get_value_code

is designed to explicitly place its result in val for use by this sequence. (In fact, if we did pre-

serve val, we would have a bug, because this would cause the previous contents of val to be

restored right after the get_value_code is run.)

Compiling conditional expressions

The code for a conditional expression compiled with a given target and linkage has the form

〈compilation o f predicate, tarдet val, linkaдe next〉

test(list(op("is_false"), reg("val"))),

branch(label("false_branch")),

"true_branch",

〈compilation o f consequent with дiven tarдet and дiven linkaдe or after_cond〉

"false_branch",

〈compilation o f alternative with дiven tarдet and linkaдe〉
"after_cond"

To generate this code, we compile the predicate, consequent, and alternative, and combine

the resulting code with instructions to test the predicate result and with newly generated labels

to mark the true and false branches and the end of the conditional.
36

In this arrangement of

36
We can’t just use the labels true_branch, false_branch, and after_cond as shown above, because there

might be more than one if in the program. The compiler uses the function make_label to generate labels. The

function make_label takes a symbol as argument and returns a new symbol that begins with the given symbol.

For example, successive calls to make_label("a") would return a1, a2, and so on. The function make_label can

be implemented similarly to the generation of unique variable names in the query language, as follows:

let label_counter = 0;

function new_label_number() {
label_counter = label_counter + 1;
return label_counter;

}
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code, we must branch around the true branch if the test is false. The only slight complication

is in how the linkage for the true branch should be handled. If the linkage for the conditional

is "return" or a label, then the true and false branches will both use this same linkage. If the

linkage is "next", the true branch ends with a jump around the code for the false branch to

the label at the end of the conditional.

function compile_conditional_expression(stmt, target, linkage) {

let t_branch = make_label("true_branch");

let f_branch = make_label("false_branch");

let after_cond = make_label("after_cond");

let consequent_linkage =

linkage === "next" ? after_cond : linkage;

let p_code = compile(cond_expr_pred(stmt), "val", "next");

let c_code = compile(cond_expr_cons(stmt),

target, consequent_linkage);

let a_code = compile(cond_expr_alt(stmt),

target, linkage);

return preserving(

list("env", "continue"),

p_code,

append_instruction_sequences(

make_instruction_sequence(

list("val"),

list(),

list(test(list(op("is_false"), reg("val"))),

branch(label(f_branch)))),

append_instruction_sequences(

parallel_instruction_sequences(

append_instruction_sequences(t_branch, c_code),

append_instruction_sequences(f_branch, a_code)),

after_cond)));

}

The register env is preserved around the predicate code because it could be needed by the

true and false branches, and continue is preserved because it could be needed by the linkage

code in those branches. The code for the true and false branches (which are not executed se-

quentially) is appended using a special combiner parallel_instruction_sequences described

in section 5.5.4.

function make_label(name) {
return name + stringify(new_label_number());

}
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Compiling sequences

The compilation of sequences (from function bodies or explicit begin expressions) parallels

their evaluation. Each expression of the sequence is compiled—the last expression with the

linkage speci�ed for the sequence, and the other expressions with linkage "next" (to execute

the rest of the sequence). The instruction sequences for the individual expressions are appended

to form a single instruction sequence, such that env (needed for the rest of the sequence) and

continue (possibly needed for the linkage at the end of the sequence) are preserved.

function compile_sequence(seq, target, linkage) {

return is_last_statement(seq)

? compile(first_statement(seq), target, linkage)

: preserving(

list("env", "continue"),

compile(first_statement(seq), target, "next"),

compile_sequence(rest_statements(seq), target, linkage));

}

Compiling lambda expressions

Lambda expressions construct functions. The object code for a lambda expression must have

the form

〈construct f unction object and assiдn it to tarдet reдister 〉
〈linkaдe〉

When we compile the lambda expression, we also generate the code for the function body.

Although the body won’t be executed at the time of function construction, it is convenient to

insert it into the object code right after the code for the lambda expression. If the linkage for

the lambda expression is a label or "return", this is �ne. But if the linkage is "next", we will

need to skip around the code for the function body by using a linkage that jumps to a label

that is inserted after the body. The object code thus has the form

〈construct f unction object and assiдn it to tarдet reдister 〉
〈code f or дiven linkaдe〉 or go_to(label("after_lambda"))

〈compilation o f f unction body〉
"after_lambda",

The function compile_lambda generates the code for constructing the function object fol-

lowed by the code for the function body. The function object will be constructed at run time

by combining the current environment (the environment at the point of de�nition) with the

entry point to the compiled function body (a newly generated label).
37

37
We need machine operations to implement a data structure for representing compiled functions, analogous

to the structure for compound functions described in section 4.1.3:
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function compile_lambda_expression(exp, target, linkage) {

let fun_entry = make_label("entry");

let after_lambda = make_label("after_lambda");

let lambda_linkage =

linkage === "next" ? after_lambda : linkage;

return append_instruction_sequences(

tack_on_instruction_sequence(

end_with_linkage(target, lambda_linkage,

make_instruction_sequence(list("env"), list(target),

list(assign(target,

list(op("make_compiled_function"),

label(fun_entry), reg("env")))))),

compile_lambda_body(exp, fun_entry)),

after_lambda);

}

The function compile_lambda_expression uses the special combinertack_on_instruction_sequence

(section 5.5.4) rather than append_instruction_sequences to append the function body to the

lambda expression code, because the body is not part of the sequence of instructions that will

be executed when the combined sequence is entered; rather, it is in the sequence only because

that was a convenient place to put it.

The function compile_lambda_body constructs the code for the body of the function. This

code begins with a label for the entry point. Next come instructions that will cause the run-

time evaluation environment to switch to the correct environment for evaluating the function

body—namely, the de�nition environment of the function, extended to include the bindings of

the formal parameters to the arguments with which the function is called. After this comes the

code for the sequence of expressions that makes up the function body. The body is compiled

with linkage "return_undefined" so that it will end by returning from the function with

the return value undefined unless the compiled code runs code that stems from compiling a

return statement. The target is val so that the return value (or undefined) will be in val.

function make_compiled_function(entry, env) {
return list("compiled_function", entry, env);

}

function is_compiled_function(proc) {
return is_tagged_list(proc, "compiled_function");

}

function compiled_function_entry(c_proc) {
return head(tail(c_proc));

}

function compiled_function_env(c_proc) {
return head(tail(tail(c_proc)));

}
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function compile_lambda_body(exp, fun_entry) {

let formals = lambda_parameters(exp);

return append_instruction_sequences(

make_instruction_sequence(

list("env", "fun", "argl"),

list("env"),

list(fun_entry,

assign("env", list(op("compiled_function_env"),

reg("fun"))),

assign("env", list(op("extend_environment"),

constant(formals),

reg("argl"),

reg("env"))))),

compile(lambda_body(exp), "val", "return_undefined"));

}

Compiling return statements

JavaScript’s return statements are compiled such that the compiled code returns to the caller

of the current function the result of running the code of the return expression, ignoring the

current linkage.

function compile_return_statement(stmt, target, linkage) {

return compile(return_expression(stmt), target, "return");

}

Compiling blocks

A block is compiled by prepending an assignment instruction to the compiled body of the

block. The assignment extends the current environment with bindings of the declared names

of the block to the value "*unassigned*". This a�ects neither target nor linkage.

function compile_block(stmt, target, linkage) {

const body = block_body(stmt);

const locals = scan_out_declarations(body);

const unassigneds = list_of_unassigned(locals);

return append_instruction_sequences(

make_instruction_sequence(

list("env", "fun", "argl"),

list("env"),

list(assign("env", list(op("extend_environment"),

constant(locals),

constant(unassigneds),

reg("env"))))),

compile(body(stmt), target, linkage));
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}

5.5.3 Compiling Applications

The essence of the compilation process is the compilation of function applications. The code

for an application compiled with a given target and linkage has the form

〈compilation o f f unction expression, tarдet fun, linkaдe next〉

〈evaluate arд expressions and construct arд list in argl〉

〈compilation o f f unction call with дiven tarдet and linkaдe〉

The registers env, fun, and argl may have to be saved and restored during evaluation of the

function and argument expressions. Note that this is the only place in the compiler where a

target other than val is speci�ed.

The required code is generated by compile_application. This recursively compiles the op-

erator, to produce code that puts the function to be applied into fun, and compiles the operands,

to produce code that evaluates the individual operands of the application. The instruction se-

quences for the operands are combined (by construct_arglist) with code that constructs the

list of arguments in argl, and the resulting argument-list code is combined with the function

code and the code that performs the function call (produced by compile_function_call). In

appending the code sequences, the env register must be preserved around the evaluation of the

operator (since evaluating the operator might modify env, which will be needed to evaluate the

operands), and the fun register must be preserved around the construction of the argument list

(since evaluating the operands might modify fun, which will be needed for the actual function

application). Continue must also be preserved throughout, since it is needed for the linkage

in the function call.

function compile_application(exp, target, linkage) {

const fun_code = compile(function_expression(exp), "fun", "next");

const arguments_codes =

map(arg => compile(arg, "val", "next"),

args(exp));

return preserving(list("env", "continue"),

fun_code,

preserving(list("fun", "continue"),

construct_arglist(arguments_codes),

compile_function_call(target, linkage)));

}

The code to construct the argument list will evaluate each argument into val and then pair

that value onto the argument list being accumulated in argl. Since we pair the arguments

onto argl in sequence, we must start with the last argument and end with the �rst, so that

the arguments will appear in order from �rst to last in the resulting list. Rather than waste an
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instruction by initializing argl to the empty list to set up for this sequence of evaluations, we

make the �rst code sequence construct the initial argl. The general form of the argument-list

construction is thus as follows:

〈compilation o f last arдument , tarдeted to val〉

assign("argl", list(op("list"), reg("val")));

〈compilation o f next arдument , tarдeted to val〉

assign("argl", list(op("pair"), reg("val"), reg("argl")));

. . .
〈compilation o f f irst arдument , tarдeted to val〉

assign("argl", list(op("pair"), reg("val"), reg("argl")));

The register argl must be preserved around each argument evaluation except the �rst (so

that arguments accumulated so far won’t be lost), and env must be preserved around each

subsequent operand evaluations).

Compiling this argument code is a bit tricky, because of the special treatment of the �rst

operand to be evaluated and the need to preserve argl and env in di�erent places. The

construct_arglist function takes as arguments the code that evaluates the individual operands.

If there are no operands at all, it simply emits the instruction

assign(argl, constant(null));

Otherwise, construct_arglist creates code that initializes argl with the last argument, and

appends code that evaluates the rest of the arguments and adjoins them to argl in succession.

In order to process the arguments from last to �rst, we must reverse the list of operand code

sequences from the order supplied by compile_application.

function construct_arglist(arg_codes) {

const rev_arg_codes = reverse(arg_codes);

if (is_null(arg_codes)) {

return make_instruction_sequence(

null,

list("argl"),

list(assign("argl", constant(null))));

} else {

const code_to_get_last_arg =

append_instruction_sequences(

head(rev_arg_codes),

make_instruction_sequence(

list("val"),

list("argl"),

list(assign("argl", list(op("list"),

reg("val"))))));

return is_null(tail(rev_arg_codes))

? code_to_get_last_arg
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: preserving(

list("env"),

code_to_get_last_arg,

code_to_get_rest_args(tail(rev_arg_codes)));

}

}

function code_to_get_rest_args(arg_codes) {

const code_for_next_arg = preserving(

list("argl"),

head(arg_codes),

make_instruction_sequence(

list("val", "argl"),

list("argl"),

list(assign("argl", list(op("pair"),

reg("val"), reg("argl"))))));

return is_null(tail(arg_codes))

? code_for_next_arg

: preserving(list("env"),

code_for_next_arg,

code_to_get_rest_args(tail(arg_codes)));

}

Applying functions

After evaluating the elements of a combination, the compiled code must apply the func-

tion in fun to the arguments in argl. The code performs essentially the same dispatch as

the apply function in the meta-circular evaluator of section 4.1.1 or the apply_dispatch en-

try point in the explicit-control evaluator of section 5.4.1. It checks whether the function

to be applied is a primitive function or a compiled function. For a primitive function, it

uses apply_primitive_function; we will see shortly how it handles compiled functions. The

function-application code has the following form:

test(op("primitive_function"), reg("fun")),

branch(label("primitive_branch")),

"compiled_branch",

〈code to apply compiled f unction with дiven tarдet and appropriate linkaдe〉
"primitive_branch",

assign(tarдet,
list(op("apply_primitive_function"),

reg("fun"),

reg("argl")))

linkaдe
"after_call"

Observe that the compiled branch must skip around the primitive branch. Therefore, if the
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linkage for the original function call was "next", the compound branch must use a linkage

that jumps to a label that is inserted after the primitive branch. (This is similar to the linkage

used for the true branch in compile_if.)

function compile_function_call(target, linkage) {

const primitive_branch = make_label("primitive_branch");

const compiled_branch = make_label("compiled_branch");

const after_call = make_label("after_call");

const compiled_linkage = linkage === "next" ? after_call : linkage;

return append_instruction_sequences(

make_instruction_sequence(

list("fun"),

list(),

list(test(list(op("is_primitive_function"), reg("fun"))),

branch(label(primitive_branch)))),

append_instruction_sequences(

parallel_instruction_sequences(

append_instruction_sequences(

compiled_branch,

compile_fun_appl(target, compiled_linkage)),

append_instruction_sequences(

primitive_branch,

end_with_linkage(target, linkage,

make_instruction_sequence(

list("fun", "argl"),

list(target),

list(assign(target,

list(op("apply_primitive_function"),

reg("fun"), reg("argl")))))))),

after_call));

}

The primitive and compound branches, like the true and false branches in compile_if, are ap-

pended using parallel_instruction_sequences rather than the ordinary append_instruction_sequences,

because they will not be executed sequentially.

Applying compiled functions

The code that handles function application is the most subtle part of the compiler, even though

the instruction sequences it generates are very short. A compiled function (as constructed by

compile_lambda) has an entry point, which is a label that designates where the code for the

function starts. The code at this entry point computes a result in val and returns by executing

the instruction go_to(reg("continue")). Thus, we might expect the code for a compiled-

function application (to be generated by compile_fun_appl) with a given target and linkage

to look like this if the linkage is a label
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assign("continue", label("fun_return")),

assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

"fun_return",

assign(tarдet, reg("val")), // included if target is not val

go_to(label(linkaдe)), // linkage code

or like this if the linkage is "return".

save("continue"),

assign("continue", label("fun_return")),

assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

"fun_return",

assign(tarдet, reg("val")), // included if target is not val

restore("continue"),

go_to(reg("continue")), // linkage code

This code sets up continue so that the function will return to a label fun_return and jumps

to the function’s entry point. The code at fun_return transfers the function’s result from val

to the target register (if necessary) and then jumps to the location speci�ed by the linkage.

(The linkage is always "return" or a label, because compile_function_call replaces a "next"

linkage for the compound-function branch by an after_call label.)

In fact, if the target is not val, that is exactly the code our compiler will generate.
38

Usually,

however, the target is val (the only time the compiler speci�es a di�erent register is when

targeting the evaluation of an operator to fun), so the function result is put directly into the

target register and there is no need to return to a special location that copies it. Instead, we

simplify the code by setting up continue so that the function will “return” directly to the place

speci�ed by the caller’s linkage:

〈set up continue f or linkaдe〉
assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

If the linkage is a label, we set up continue so that the function will return to that la-

bel. (That is, the go_to(reg("continue")) the function ends with becomes equivalent to the

go_to(label( 〈linkaдe〉 )) at fun_return above.)

assign("continue", label(linkaдe)),
assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

If the linkage is "return", we don’t need to set up continue at all: It already holds the desired

38
Actually, we signal an error when the target is not val and the linkage is "return", since the only place we

request "return" linkages is in compiling functions, and our convention is that functions return their values in

val.
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location. (That is, the go_to(reg("continue")) the function ends with goes directly to the

place where the go_to(reg("continue")) at fun_return would have gone.)

assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

With this implementation of the "return" linkage, the compiler generates tail-recursive

code. Calling a function as the �nal step in a function body does a direct transfer, without

saving any information on the stack.

Suppose instead that we had handled the case of a function call with a linkage of "return"

and a target of val as shown above for a non-val target. This would destroy tail recursion. Our

system would still give the same value for any expression. But each time we called a function,

we would save continue and return after the call to undo the (useless) save. These extra saves

would accumulate during a nest of function calls.
39

Compile_fun_appl generates the above function-application code by considering four cases,

depending on whether the target for the call is val and whether the linkage is "return". Ob-

serve that the instruction sequences are declared to modify all the registers, since executing the

function body can change the registers in arbitrary ways.
40

Also note that the code sequence

for the case with target val and linkage "return" is declared to need continue: Even though

continue is not explicitly used in the two-instruction sequence, we must be sure that continue

will have the correct value when we enter the compiled function.

function compile_fun_appl(target, linkage) {

if (target === "val" && linkage !== "return") {

return make_instruction_sequence(

list("fun"),

all_regs,

list(

assign("continue", label(linkage)),

assign("val", list(op("compiled_function_entry"),

reg("fun"))),

39
Making a compiler generate tail-recursive code might seem like a straightforward idea. But most compilers

for common languages, including C and Pascal, do not do this, and therefore these languages cannot represent

iterative processes in terms of function call alone. The di�culty with tail recursion in these languages is that

their implementations use the stack to store function arguments and local names as well as return addresses.

The JavaScript implementations described in this book store arguments and names in memory to be garbage-

collected. The reason for using the stack for names and arguments is that it avoids the need for garbage collection

in languages that would not otherwise require it, and is generally believed to be more e�cient. Sophisticated

JavaScript compilers can, in fact, use the stack for arguments without destroying tail recursion. (See Hanson

1990 for a description.) There is also some debate about whether stack allocation is actually more e�cient than

garbage collection in the �rst place, but the details seem to hinge on �ne points of computer architecture. (See

Appel 1987 and Miller and Rozas 1994 for opposing views on this issue.)

40
The constant all_regs is bound to the list of names of all the registers:

const all_regs = list("env", "fun", "val", "argl", "continue");
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go_to(reg("val"))));

} else if (target !== "val" && linkage !== "return") {

const fun_return = make_label("fun_return");

return make_instruction_sequence(

list("fun"),

all_regs,

list(

assign("continue", label(fun_return)),

assign("val", list(op("compiled_function_entry"),

reg("fun"))),

go_to(reg("val")),

fun_return,

assign(target, reg("val")),

go_to(label(linkage))));

} else if (target === "val" && linkage === "return") {

return make_instruction_sequence(

list("fun", "continue"),

all_regs,

list(

assign("val", list(op("compiled_function_entry"),

reg("fun"))),

go_to(reg("val"))));

} else if (target !== "val" && linkage === "return") {

error(target, "return linkage, target not val -- compile");

} else {}

}

5.5.4 Combining Instruction Sequences

This section describes the details on how instruction sequences are represented and combined.

Recall from section 5.5.1 that an instruction sequence is represented as a list of the registers

needed, the registers modi�ed, and the actual instructions. We will also consider a label (symbol)

to be a degenerate case of an instruction sequence, which doesn’t need or modify any registers.

So to determine the registers needed and modi�ed by instruction sequences we use the selectors

function registers_needed(s) {

return is_string(s) ? null : head(s);

}

function registers_modified(s) {

return is_string(s) ? null : head(tail(s));

}

function instructions(s) {

return is_string(s) ? list(s) : head(tail(tail(s)));

620 Generated 2020-08-18 16:40:02Z



Computing with Register Machines 5.5.4

}

and to determine whether a given sequence needs or modi�es a given register we use the

predicates

function needs_register(seq, reg) {

return ! is_null(member(reg, registers_needed(seq)));

}

function modifies_register(seq, reg) {

return ! is_null(member(reg, registers_modified(seq)));

}

In terms of these predicates and selectors, we can implement the various instruction sequence

combiners used throughout the compiler.

The basic combiner is append_instruction_sequences. This takes as arguments an arbitrary

number of instruction sequences that are to be executed sequentially and returns an instruction

sequence whose statements are the statements of all the sequences appended together. The

subtle point is to determine the registers that are needed and modi�ed by the resulting sequence.

It modi�es those registers that are modi�ed by any of the sequences; it needs those registers

that must be initialized before the �rst sequence can be run (the registers needed by the �rst

sequence), together with those registers needed by any of the other sequences that are not

initialized (modi�ed) by sequences preceding it.

The sequences are appended two at a time by append_2_sequences. This takes two instruc-

tion sequences seq1 and seq2 and returns the instruction sequence whose statements are the

statements of seq1 followed by the statements of seq2, whose modi�ed registers are those

registers that are modi�ed by either seq1 or seq2, and whose needed registers are the registers

needed by seq1 together with those registers needed by seq2 that are not modi�ed by seq1.

(In terms of set operations, the new set of needed registers is the union of the set of regis-

ters needed by seq1 with the set di�erence of the registers needed by seq2 and the registers

modi�ed by seq1.) Thus, append_instruction_sequences is implemented as follows:

function append_instruction_sequences(seq1, seq2) {

return make_instruction_sequence(

list_union(registers_needed(seq1),

list_difference(registers_needed(seq2),

registers_modified(seq1))),

list_union(registers_modified(seq1),

registers_modified(seq2)),

append(instructions(seq1), instructions(seq2)));

}

This function uses some simple operations for manipulating sets represented as lists, similar

to the (unordered) set representation described in section 2.3.3:
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function list_union(s1, s2) {

return is_null(s1)

? s2

: is_null(member(head(s1), s2))

? pair(head(s1), list_union(tail(s1), s2))

: list_union(tail(s1), s2);

}

function list_difference(s1, s2) {

return is_null(s1)

? null

: is_null(member(head(s1), s2))

? pair(head(s1), list_difference(tail(s1), s2))

: list_difference(tail(s1), s2);

}

Preserving, the second major instruction sequence combiner, takes a list of registers regs

and two instruction sequences seq1 and seq2 that are to be executed sequentially. It returns an

instruction sequence whose statements are the statements of seq1 followed by the statements

of seq2, with appropriate save and restore instructions around seq1 to protect the registers

in regs that are modi�ed by seq1 but needed by seq2. To accomplish this, preserving �rst

creates a sequence that has the required saves followed by the statements of seq1 followed by

the required restores. This sequence needs the registers being saved and restored in addition

to the registers needed by seq1, and modi�es the registers modi�ed by seq1 except for the

ones being saved and restored. This augmented sequence and seq2 are then appended in the

usual way. The following function implements this strategy recursively, walking down the list

of registers to be preserved:
41

function preserving(regs, seq1, seq2) {

if (is_null(regs)) {

return append_instruction_sequences(seq1, seq2);

} else {

const first_reg = head(regs);

if (needs_register(seq2, first_reg) &&

modifies_register(seq1, first_reg)) {

return preserving(

tail(regs),

make_instruction_sequence(

list_union(list(first_reg),

registers_needed(seq1)),

list_difference(registers_modified(seq1),

list(first_reg)),

append(list(save(first_reg)),

41
Note that preserving calls append with three arguments. Though the de�nition of append shown in this

book accepts only two arguments, Scheme standardly provides an append function that takes an arbitrary number

of arguments.
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append(instructions(seq1),

list(restore(first_reg))))),

seq2);

} else {

return preserving(tail(regs), seq1, seq2);

}

}

}

Another sequence combiner, tack_on_instruction_sequence, is used by compile_lambda

to append a function body to another sequence. Because the function body is not “in line” to

be executed as part of the combined sequence, its register use has no impact on the register use

of the sequence in which it is embedded. We thus ignore the function body’s sets of needed

and modi�ed registers when we tack it onto the other sequence.

function tack_on_instruction_sequence(seq, body_seq) {

return make_instruction_sequence(

registers_needed(seq),

registers_modified(seq),

append(instructions(seq), instructions(body_seq)));

}

The functions compile_conditional and compile_function_call use a special combiner

called parallel_instruction_sequences to append the two alternative branches that follow

a test. The two branches will never be executed sequentially; for any particular evaluation of

the test, one branch or the other will be entered. Because of this, the registers needed by the

second branch are still needed by the combined sequence, even if these are modi�ed by the

�rst branch.

function parallel_instruction_sequences(seq1, seq2) {

return make_instruction_sequence(

list_union(

registers_needed(seq1),

registers_needed(seq2)),

list_union(

registers_modified(seq1),

registers_modified(seq2)),

append(

instructions(seq1),

instructions(seq2)));

}
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5.5.5 An Example of Compiled Code

Now that we have seen all the elements of the compiler, let us examine an example of compiled

code to see how things �t together. We will compile the declaration of a recursive factorial

function by calling compile:

compile(parse(" \

function factorial(n) { \

return n === 1 \

? 1" \

: n * factorial(n - 1);\

} "),

"val",

"next");

We have speci�ed that the value of the declaration should be placed in the val register. We

don’t care what the compiled code does after executing the declaration so our choice of next

as the linkage descriptor is arbitrary.

The function compile determines that the statement is a constant declaration so it calls

compile_constant_declaration to compile code to compute the value to be assigned (targeted

to val), followed by code to install the declaration, followed by code to put the value of the

declaration (which is the value undefined) into the target register, followed �nally by the

linkage code. Register env is preserved around the computation of the value, because it is

needed in order to install the declaration. Because the linkage is next, there is no linkage code

in this case. The skeleton of the compiled code is thus

〈save env i f modi f ied by code to compute value〉
〈compilation o f declaration value, tarдet val, linkaдe next〉

〈restore env i f saved above〉
perform(list(op("assign_symbol_value"),

constant("factorial"),

reg("val"),

reg("env")),

assign("val", constant(undefined))

The expression that is to be compiled to produce the value for the constant factorial is a

lambda expression whose value is the function that computes factorials. The function compile

handles this by calling compile_lambda, which compiles the function body, labels it as a new

entry point, and generates the instruction that will combine the function body at the new entry

point with the run-time environment and assign the result to val. The sequence then skips

around the compiled function code, which is inserted at this point. The function code itself

begins by extending the function’s declaration environment by a frame that binds the formal

parameter n to the function argument. Then comes the actual function body. Since this code
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for the value of the constant doesn’t modify the env register, the optional save and restore

shown above aren’t generated. (The function code at entry2 isn’t executed at this point, so its

use of env is irrelevant.) Therefore, the skeleton for the compiled code becomes

assign("val", list(op("make_compiled_function"),

label(entry2),

reg("env"))),

go_to(label("after_lambda1")),

"entry2",

assign("env", list(op("compiled_function_env"), reg("fun"))),

assign("env", list(op("extend_environment"),

constant(n),

reg("argl"),

reg("env"))),

〈compilation o f f unction body〉
"after_lambda1",

perform(list(op("assign_symbol_value"),

constant("factorial"),

reg("val"),

reg("env"))),

assign("val", constant(undefined))

A function body is always compiled (by compile_lambda_body) with target val and linkage

return_undefined. The body in this case consists of a single return statement:

return n === 1

? 1

: factorial(n - 1) * n;

The function compile_return_statement compiles the return expression with the same

target val but with linkage return, because the return expression is the last expression to be

evaluated in the body, and its value is to be returned from the function. The return expression

is a conditional expression and thus compile_conditional_expression generates code that

�rst computes the predicate (targeted to val), then checks the result and branches around

the true branch if the predicate is false. Registers env and continue are preserved around the

predicate code, since they may be needed for the rest of the conditional expression. The true

and false branches are both compiled with target val and linkage return. (That is, the value

of the conditional, which is the value computed by either of its branches, is the value of the

function.)

I〈save continue, env i f modi f ied by predicate and needed by branches〉
〈compilation o f predicate, tarдet val, linkaдe next〉

〈restore continue, env i f saved above〉
test(list(op("is_false"), reg("val"))),

branch(label("false_branch4")),

"true_branch5",
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〈compilation o f true branch, tarдet val, linkaдe return〉

"false_branch4",

〈compilation o f f alse branch, tarдet val, linkaдe return〉

"after_cond3",

The predicate n === 1 is a function call. This looks up the function expression (the symbol

"===") and places this value in fun. It then assembles the arguments 1 and the value of n

into argl. Then it tests whether fun contains a primitive or a compound function, and dis-

patches to a primitive branch or a compound branch accordingly. Both branches resume at

the after_call label. The requirements to preserve registers around the evaluation of the

function and argument expressions don’t result in any saving of registers, because in this case

those evaluations don’t modify the registers in question.

assign("fun", list(op("lookup_symbol_value"), constant("==="),

reg("env"))),

assign("val", constant(1)),

assign("argl", list(op("list"), reg("val"))),

assign("val", list(op("lookup_symbol_value"), constant(n),

reg("env"))),

assign("argl", list(op("pair"), reg("val"), reg("argl"))),

test(list(op("primitive_function"), reg("fun"))),

branch(label("primitive_branch17")),

"compiled_branch16",

assign("continue", label("after_call15")),

assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

"primitive_branch17",

assign("val", list(op("apply_primitive_function"), reg("fun"),

reg("argl"))),

"after_call15"

The true branch, which is the constant 1, compiles (with target val and linkage return) to

assign("val", constant(1)),

go_to(reg("continue"))

The code for the false branch is another a function call, where the function is the value

of the symbol "*", and the arguments are n and the result of another function call (a call to

factorial). Each of these calls sets up fun and argl and its own primitive and compound

branches. Figure 5.17 shows the complete compilation of the de�nition of the factorial

function. Notice that the possible save and restore of continue and env around the predicate,

shown above, are in fact generated, because these registers are modi�ed by the function call

in the predicate and needed for the function call and the return linkage in the branches.
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Exercise 5.33

Consider the following de�nition of a factorial function, which is slightly di�erent from the

one given above:

function factorial_alt(n) {

return n === 1

? 1

: n * factorial_alt(n - 1);

}

Compile this function and compare the resulting code with that produced for factorial. Ex-

plain any di�erences you �nd. Does either program execute more e�ciently than the other?

Exercise 5.34

Compile the iterative factorial function

function factorial(n) {

function iter(product, counter) {

return counter > n

? product

: iter(product * counter, counter + 1);

}

return iter(1, 1);

}

Annotate the resulting code, showing the essential di�erence between the code for iterative

and recursive versions of factorial that makes one process build up stack space and the other

run in constant stack space.
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// construct the function and skip over code for the function body

assign("val",

list(op("make-compiled-procedure"), label("entry2"), reg("env"))),

go_to(label("after_lambda1")),

"entry2", // calls to factorial will enter here

assign("env", list(op("compiled_function_env"), reg("fun"))),

assign("env",

list(op("extend_environment"), constant(list("n")),

reg("argl"), reg("env"))),

// begin actual procedure body

save("continue"),

save("env"),

// compute n === 1

assign("fun", list(op("lookup_symbol_value"),

constant("==="), reg("env"))),

assign("val", constant(1)),

assign("argl", list(op("list","), reg("val"))),

assign("val", list(op("lookup_symbol_value"),

constant(n), reg("env"))),

assign("argl, list(op("pair"), reg("val"), reg("argl"))),

test(list(op("is_primitive_function"), reg("fun"))),

branch(label("primitive_branch17")),

"compiled_branch16",

assign("continue", label("after_call15")),

assign(val, list(op("compiled_function_entry"),

reg("fun"))),

go_to(reg("val")),

"primitive_branch17",

assign("val",

list(op("apply_primitive_function"),

reg("fun"), reg("argl"))),

"after_call15", // val now contains result of n === 1

restore("env"),

restore("continue"),

test(list(op("is_false"), reg("val"))),

branch(label("false-branch4")),

"true_branch5", // return 1

assign("val", constant(1)),

go_to(reg("continue")),

"false_branch4",

// compute & return factorial(n - 1) * n

assign("fun", list(op("lookup_symbol_value"),

constant("*"), reg("env"))),

Figure 5.17: Compilation of the de�nition of the factorial function (continued on next page).
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save("continue"),

save("fun"), // save * function

assign("val", list(op("lookup_symbol_value"),

constant(n), reg("env"))),

assign("argl", list(op("list"), reg("val"))),

save("argl"), // save partial argument list for *

// compute factorial(n - 1), which is the other argument for *

assign("fun",

list(op("lookup_symbol_value"), constant("factorial"), reg("env"))),

save("fun"), // factorial function

// compute n - 1, which is the argument for factorial

assign("fun", list(op("lookup_symbol_value"),

constant("-"), reg("env"))),

assign("val", constant(1)),

assign("argl", list(op("list","), reg("val"))),

assign("val", list(op("lookup_symbol_value"), constant(n),

reg("env"))),

assign("argl", list(op("pair"), reg("val"), reg("argl"))),

test(list(op("is_primitive_function"), reg("fun"))),

branch(label("primitive_branch8")),

"compiled_branch7"

assign("continue", label("after_call6")),

assign(val, list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

"primitive_branch8",

assign("val", list(op("apply_primitive_function"),

reg("fun"), reg("argl"))),

"after_call6", // val now contains result of n - 1

assign("argl", list(op("list"), reg("val"))),

restore("fun"), // restore factorial

// apply factorial

test(list(op("is_primitive_function"), reg("fun"))),

branch(label("primitive_branch11")),

"compiled_branch10",

assign("continue", label("after_call9")),

assign(val, list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

"primitive_branch11",

assign("val", list(op("apply_primitive_function"),

reg("fun"), reg("argl"))),

Figure 5.17: (continued)
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"after_call9", // val now has result of factorial(n - 1)

restore("argl"), // restore partial argument list for *

assign("argl", list(op("pair"), reg("val"), reg("argl"))),

restore("fun"), // restore *

restore("continue"),

// apply * and return its value

test(list(op("is_primitive_function"), reg("fun"))),

branch(label("primitive_branch14")),

"compiled_branch13",

// note that compound function here is called tail-recursively

assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

"primitive_branch14",

assign("val", list(op("apply_primitive_function"),

reg("fun"), reg("argl"))),

go_to(reg("continue")),

"after_call12",

"after_cond3",

"after_lambda1",

// assign the function to the name factorial

perform(list(op("assign_symbol_value"),

constant("factorial"), reg("val"), reg("env"))),

assign("val", constant(undefined))

Figure 5.18: (continued)

Exercise 5.35

What expression was compiled to produce the code shown in �gure 5.18?
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assign("val", list(op("make_compiled_function"),

label("entry16")),

reg env)),

go_to(label("after_lambda15")),

"entry16",

assign(env, list(op("compiled_function_env"),

reg("fun"))),

assign("env", list(op("extend_environment","),

constant("x"), reg("argl"), reg("env"))),

assign("fun", list(op("lookup_symbol_value"),

constant("+"), reg("env"))),

save("continue"),

save("fun"),

save("env"),

assign("fun", list(op("lookup_symbol_value"),

constant("g"), reg("env"))),

save("fun"),

assign("fun", list(op("lookup_symbol_value"),

constant("+"), reg("env"))),

assign("val", constant(2)),

assign("argl", list(op("list"), reg("val"))),

assign("val", list(op("lookup_symbol_value"),

constant("x"), reg("env"))),

assign("argl, list(op("pair"), reg("val"), reg("argl"))),

test(list(op("is_primitive_function"), reg("fun"))),

branch(label("primitive_branch19")),

"compiled_branch18",

assign("continue", label("after_call17")),

assign(val, list(op("compiled_function_entry"),

reg("fun"))),

go_to(reg("val")),

"primitive_branch19",

assign("val", list(op("apply_primitive_function"),

reg("fun"), reg("argl"))),

"after_call17",

assign("argl", list(op("list"), reg("val"))),

restore("fun"),

test(list(op("is_primitive_function"), reg("fun"))),

branch(label("primitive_branch22")),

"compiled_branch21",

assign("continue", label("after_call20")),

assign(val, list(op("compiled_function_entry"),

reg("fun"))),

go_to(reg("val")),

Figure 5.18: An example of compiler output (continued on next page). See exercise 5.35.
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"primitive_branch22",

assign("val", list(op("apply_primitive_function"),

reg("fun"), reg("argl"))),

"after_call20",

assign("argl", list(op("list"), reg("val"))),

restore("env"),

assign("val", list(op("lookup_symbol_value"),

constant("x"), reg("env"))),

assign("argl", list(op("pair"), reg("val"), reg("argl"))),

restore("fun"),

restore("continue"),

test(list(op("is_primitive_function"), reg("fun"))),

branch(label("primitive_branch25")),

"compiled_branch24",

assign("val", list(op("compiled_function_entry"),

reg("fun"))),

go_to(reg("val")),

"primitive_branch25",

assign("val", list(op("apply_primitive_function"),

reg("fun"), reg("argl"))),

go_to(reg("continue")),

"after_call23",

"after_lambda15",

perform(list(op("assign_symbol_value"),

constant("f"), reg("val"), reg("env"))),

assign("val", constant(undefined))

Figure 5.18: (continued)

Exercise 5.36

What order of evaluation does our compiler produce for arguments of an application? Is it left-

to-right, right-to-left, or some other order? Where in the compiler is this order determined?

Modify the compiler so that it produces some other order of evaluation. (See the discussion of

order of evaluation for the explicit-control evaluator in section 5.4.1.) How does changing the

order of argument evaluation a�ect the e�ciency of the code that constructs the argument

list?

Exercise 5.37

One way to understand the compiler’s preserving mechanism for optimizing stack usage is to

see what extra operations would be generated if we did not use this idea. Modify preserving

so that it always generates the save and restore operations. Compile some simple expressions
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and identify the unnecessary stack operations that are generated. Compare the code to that

generated with the preserving mechanism intact.

Exercise 5.38

Our compiler is clever about avoiding unnecessary stack operations, but it is not clever at

all when it comes to compiling calls to the primitive functions of the language in terms of

the primitive operations supplied by the machine. For example, consider how much code is

compiled to compute a + 1: The code sets up an argument list in argl, puts the primitive

addition function (which it �nds by looking up the symbol "+" in the environment) into fun,

and tests whether the function is primitive or compound. The compiler always generates code

to perform the test, as well as code for primitive and compound branches (only one of which

will be executed). We have not shown the part of the controller that implements primitives,

but we presume that these instructions make use of primitive arithmetic operations in the

machine’s data paths. Consider how much less code would be generated if the compiler could

open-code primitives—that is, if it could generate code to directly use these primitive machine

operations. The expression a + 1 might be compiled into something as simple as
42

assign("val", list(op("lookup_symbol_value"),

constant("a"), reg("env")),

assign("val", list(op("+"), reg("val"), constant(1))

In this exercise we will extend our compiler to support open coding of selected primitives.

Special-purpose code will be generated for calls to these primitive functions instead of the

general function-application code. In order to support this, we will augment our machine with

special argument registers arg1 and arg2. The primitive arithmetic operations of the machine

will take their inputs from arg1 and arg2. The results may be put into val, arg1, or arg2.

The compiler must be able to recognize the application of an open-coded primitive in the

source program. We will augment the dispatch in the compile function to recognize the names

of these primitives in addition to the syntactic forms it currently recognizes. For each syntactic

form our compiler has a code generator. In this exercise we will construct a family of code

generators for the open-coded primitives.

a. The open-coded primitives, unlike the syntactic forms, all need their arguments eval-

uated. Write a code generator spread_arguments for use by all the open-coding code

generators. The function spread_arguments should take an argument list and compile

the given arguments targeted to successive argument registers. Note that an argument

may contain a call to an open-coded primitive, so argument registers will have to be

42
We have used the same symbol + here to denote both the source-language function and the machine operation.

In general there will not be a one-to-one correspondence between primitives of the source language and primitives

of the machine.
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preserved during argument evaluation.

b. The JavaScript operators ===, *, -, and +, among others, are implemented in the register

machine as primitive functions, and referred to in the global environment with the

symbols "===", "*", "-", and "+". In JavaScript, it is not possible to re-declare these

names, because they do not meet the syntactic restrictions for names. This means it

is safe to open-code them. For each of the primitive functions ===, *, -, and +, write a

code generator that takes an application with a function expression that names that

function, together with a target and a linkage descriptor, and produces code to spread

the arguments into the registers and then perform the operation targeted to the given

target with the given linkage. Make compile dispatch to these code generators.

c. Try your new compiler on the factorial example. Compare the resulting code with the

result produced without open coding.

5.5.6 Lexical Addressing

One of the most common optimizations performed by compilers is the optimization of name

lookup. Our compiler, as we have implemented it so far, generates code that uses the lookup_symbol_value

operation of the evaluator machine. This searches for a name by comparing it with each name

that is currently bound, working frame by frame outward through the run-time environment.

This search can be expensive if the frames are deeply nested or if there are many names. For

example, consider the problem of looking up the value of x while evaluating the expression

x * y * z in an application of the function that is returned by

I((x, y) =>

((a, b, c, d, e) =>

((y, z) => x * y * z)(a * b * x, c + d + x)))(3, 4)

Each time lookup_symbol_value searches for x, it must determine that the string "x" is not

=== to "y" or "z" (in the �rst frame), nor to "a", "b", "c", "d", or "e" (in the second frame).

Because our language is lexically scoped, the run-time environment for any expression will

have a structure that parallels the lexical structure of the program in which the expression

appears. Thus, the compiler can know, when it analyzes the above expression, that each time

the function is applied the name x in x * y * z will be found two frames out from the current

frame and will be the �rst name in that frame.

We can exploit this fact by inventing a new kind of name-lookup operation,lexical_address_lookup,

that takes as arguments an environment and a lexical address that consists of two numbers:

a frame number, which speci�es how many frames to pass over, and a displacement number,
which speci�es how many variables to pass over in that frame. The operation lexical_address_lookup

will produce the value of the name stored at that lexical address relative to the current environ-
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ment. If we add the lexical_address_lookup operation to our machine, we can make the com-

piler generate code that references names using this operation, rather than lookup_symbol_value.

Similarly, our compiled code can use a new lexical_address_assign operation instead of

assign_symbol_value.

In order to generate such code, the compiler must be able to determine the lexical address

of a name it is about to compile a reference to. The lexical address of a name in a program

depends on where one is in the code. For example, in the following program, the address of x

in expression e1 is (2,0)—two frames back and the �rst variable in the frame. At that point y is

at address (0,0) and c is at address (1,2). In expression e2, x is at (1,0), y is at (1,1), and c is at

(0,2).

((x, y) =>

((a, b, c, d, e) =>

((y, z) => e1)(e2, c + d + x)))(3, 4)

One way for the compiler to produce code that uses lexical addressing is to maintain a

data structure called a compile-time environment. This keeps track of which names will be at

which positions in which frames in the run-time environment when a particular name-access

operation is executed. The compile-time environment is a list of frames, each containing a

list of names. (There will of course be no values bound to the names, since values are not

computed at compile time.) The compile-time environment becomes an additional argument

to compile and is passed along to each code generator. The top-level call to compile uses

an empty compile-time environment. When the body of a lambda expression is compiled,

compile_body extends the compile-time environment by a frame containing the function’s

parameters, so that the statement making up the body is compiled with that extended environ-

ment. Similarly when the body of a block is compiled, compile_body extends the compile-time

environment by a frame containing the scanned-out local names of the body so that the body

is compiled with that extended environment. At each point in the compilation, compile_name

and compile_assignment_returning use the compile-time environment in order to generate

the appropriate lexical addresses.

Exercises 5.39 through 5.42 describe how to complete this sketch of the lexical-addressing

strategy in order to incorporate lexical lookup into the compiler. Exercises 5.43 and ?? describe

other uses for the compile-time environment.

Exercise 5.39

Write a function lexical_address_lookup that implements the new lookup operation. It

should take two arguments—a lexical address and a run-time environment—and return the

value of the symbol stored at the speci�ed lexical address. The function lexical_address_lookup

should signal an error if the value of the symbol is the string "*unassigned*". Also write a
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function lexical_address_assign that implements the operation that changes the value of

the symbol at a speci�ed lexical address.

Exercise 5.40

Modify the compiler to maintain the compile-time environment as described above. That is,

add a compile-time-environment argument to compile and the various code generators, and

extend it in compile_lambda_body and compile_block.

Exercise 5.41

Write a function find_symbol that takes as arguments a symbol and a compile-time envi-

ronment and returns the lexical address of the symbol with respect to that environment. For

example, in the program fragment that is shown above, the compile-time environment during

the compilation of expression e1 is

Ilist(list("y", "z"),

list("a", "b", "c", "d", "e"),

list("x", "y"))

The function find_symbol should produce

Ifind_symbol("c", list(list("y", "z"),

list("a", "b", "c", "d", "e"),

list("x", "y")));

[ 1 , [ 2 , nu l l ] ]

Ifind_symbol("x", list(list("y", "z"),

list("a", "b", "c", "d", "e"),

list("x", "y")));

[ 2 , [ 0 , nu l l ] ]

Ifind_symbol("w", list(list("y", "z"),

list("a", "b", "c", "d", "e"),

list("x", "y")));

" not_found "

Exercise 5.42

Using find_symbol from exercise 5.41, rewrite compile_name and compile_assignment_returning

to output lexical-address instructions. In cases where find_symbol returns "not_found" (that

is, where the symbol is not in the compile-time environment), we can safely raise a compile-

636 Generated 2020-08-18 16:40:02Z

http://source-academy.github.io/playground#chap=4&prgrm=DYSwzgLgFKlQRAT3gGgATwF7wJToFBpFGzTwCGqGARlfAMZ0AmdAprgcSeGQB53IcOIA
http://source-academy.github.io/playground#chap=4&prgrm=GYSwdgJg+gzgngWwEYHsA2AKARAYywGgAI0QYAXDE87OAwrALywEoiAoQzr7n340ilgCGdLElF4iWCKICmLdnyV8qggB6jazbQG4gA
http://source-academy.github.io/playground#chap=4&prgrm=GYSwdgJg+gzgngWwEYHsA2AKARADywGgAI0QYAXDE87OAwrALywEoiAoQzr7n340ilgCGdLElEBjURFEBTFuz5K+VQXiJZazbQG4gA
http://source-academy.github.io/playground#chap=4&prgrm=GYSwdgJg+gzgngWwEYHsA2AKARAdywGgAI0QYAXDE87OAwrALywEoiAoQzr7n340ilgCGdLElEBjURFEBTFvg59lvKoIAeo2sx0BuIA


Computing with Register Machines 5.5.7

time error, because we use lexical scoping for all names. Test the modi�ed compiler on a few

simple cases, such as the nested lambda combination at the beginning of this section.

Exercise 5.43

In JavaScript, any attempt to use assignment on a name that is declared as a constant leads to an

error. Exercise 4.12 shows how to detect such errors at runtime. With the techniques presented

in this section, we can detect these errors at compile-time and make sure only programs are

run in which no assignment to constants will ever occur. For this purpose, extend the function

compile_body to collect the information whether a name is declared as a variable (using let

or as a parameter), or as a constant (using const). Modify compile_assignment to generate an

appropriate error when it detects an assignment to a constant.

Exercise 5.44

We can apply the idea of the previous exercise to the technique of open-coding in exercise 5.38:

For this, our compile time environment can store for many constants what kinds of values

they will refer to at runtime. For example, if the expression on the right-hand side of the =

sign in a constant declaration is a number literal, we know that occurrences of the name on

the left-hand side within the scope of the declaration can only refer to a number at runtime.

Similarly, we can identify at compile time names that will surely refer to a compound function

object at runtime, and store this information in the compile-time environment. Use such an

extended compile-time environment in the compilation of function applications in order to

compile away the runtime distinction between primitive and compound functions whenever

possible.

5.5.7 Interfacing Compiled Code to the Evaluator

We have not yet explained how to load compiled code into the evaluator machine or how

to run it. We will assume that the explicit-control-evaluator machine has been de�ned as in

section 5.4.4, with the additional operations speci�ed in footnote 37. We will implement a

function compile_and_go that compiles a JavaScript program, loads the resulting object code

into the evaluator machine, and causes the machine to run the code in the evaluator global

environment, print the result, and enter the evaluator’s driver loop. We will also modify the

evaluator so that interpreted expressions can call compiled functions as well as interpreted

ones. We can then put a compiled function into the machine and use the evaluator to call it:

Icompile_and_go(

parse(
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"function factorial(n) { \

return n === 1 \

? 1 \

: n * factorial(n - 1); \

}"));

EC−eva lua te value :
undef ined

EC−eva lua te input :

factorial(5);

EC−eva lua te value :
120

To allow the evaluator to handle compiled functions (for example, to evaluate the call to

factorial above), we need to change the code at apply_dispatch (section 5.4.1) so that it

recognizes compiled functions (as distinct from compound or primitive functions) and transfers

control directly to the entry point of the compiled code:
43

"apply_dispatch",

test(op("primitive_function"), reg("fun")),

branch(label("primitive_apply")),

test(op("compound_function"), reg("fun")),

branch(label("compound_apply")),

test(op("is_compiled_function"), reg("fun")),

branch(label("compiled_apply")),

go_to(label("unknown_function_type")),

"compiled_apply",

restore("continue"),

assign("val", list(op("compiled_function_entry"), reg("fun"))),

go_to(reg("val")),

Note the restore of continue at compiled_apply. Recall that the evaluator was arranged so

that at apply_dispatch, the continuation would be at the top of the stack. The compiled code

entry point, on the other hand, expects the continuation to be in continue, so continue must

be restored before the compiled code is executed.

To enable us to run some compiled code when we start the evaluator machine, we add a

branch instruction at the beginning of the evaluator machine, which causes the machine to

go to a new entry point if the flag register is set.
44

43
Of course, compiled functions as well as interpreted functions are compound (nonprimitive). For compatibility

with the terminology used in the explicit-control evaluator, in this section we will use “compound” to mean

interpreted (as opposed to compiled).

44
Now that the evaluator machine starts with a branch, we must always initialize the flag register before

starting the evaluator machine. To start the machine at its ordinary read-eval-print loop, we could use

Ifunction start_eceval() {
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Ibranch(label("external_entry")), // branches if flag is set

"read_eval_print_loop",

perform(op("initialize_stack")),

〈. . .〉

External_entry assumes that the machine is started with val containing the location of

an instruction sequence that puts a result into val and ends with go_to(reg("continue")).

Starting at this entry point jumps to the location designated by val, but �rst assigns continue

so that execution will return to print_result, which prints the value in val and then goes to

the beginning of the evaluator’s read-eval-print loop.
45

"external_entry",

perform(op("initialize_stack")),

assign("env", list(op("get_program_environment"))),

assign("continue", label("print_result")),

go_to(reg("val")),

Now we can use the following function to compile a function declaration, execute the com-

piled code, and run the read-eval-print loop so we can try the function. For the interpreted

program to refer to the names that are declared at toplevel in the compiled program, we

scan out the toplevel names and extend the global environment by binding these names to

"*unassigned*", knowing that the compiled code will assign them to the correct values. Be-

cause we want the compiled code to return to the location in continue with its result in val,

we compile the statement with a target of val and a linkage of "return". In order to transform

the object code produced by the compiler into executable instructions for the evaluator register

machine, we use the function assemble from the register-machine simulator (section 5.2.2).

set_register_contents(eceval, "flag", false);
return start(eceval);

}

45
Since a compiled function is an object that the system may try to print, we also modify the system print

operation user_print (from section 4.1.4) so that it will not attempt to print the components of a compiled

function:

function user_print(string, object) {
function prepare(object) {

return is_compound_function(object)
? "< compound-function >"
: is_primitive_function(object)
? "< primitive-function >"
: is_compiled_function(object)
? "< compiled-function >"
: is_pair(object)
? pair(prepare(head(object)),

prepare(tail(object)))
: object;

}
display(prepare(object), string);

}
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We then initialize the val register to point to the list of instructions, set the flag so that the

evaluator will go to external_entry, and start the evaluator.

Ifunction compile_and_go(stmt) {

const toplevel_names = scan_out_declarations(stmt);

const unassigneds = list_of_unassigned(toplevel_names);

set_program_environment(

extend_environment(toplevel_names, unassigneds,

the_global_environment));

const instr_sequence = compile(stmt, "val", "return");

const instrs = assemble(instructions(instr_sequence),

eceval);

set_register_contents(eceval, "val", instrs);

set_register_contents(eceval, "flag", true);

return start(eceval);

}

If we have set up stack monitoring, as at the end of section 5.4.4, we can examine the stack

usage of compiled code:

compile_and_go(

parse(

"function factorial(n) { \

return n === 1 \

? 1 \

: factorial(n - 1) * n; \

}"));

( t o t a l −pushes = 0 maximum−depth = 0)
EC−eva lua te value :
undef ined

EC−eva lua te input :

factorial(5);

( t o t a l −pushes = 31 maximum−depth = 14)
EC−eva lua te value :
120

Compare this example with the evaluation of factorial(5) using the interpreted version

of the same function, shown at the end of section 5.4.4. The interpreted version required 144

pushes and a maximum stack depth of 28. This illustrates the optimization that results from

our compilation strategy.
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Interpretation and compilation

With the programs in this section, we can now experiment with the alternative execution

strategies of interpretation and compilation.
46

An interpreter raises the machine to the level

of the user program; a compiler lowers the user program to the level of the machine language.

We can regard the Scheme language (or any programming language) as a coherent family of

abstractions erected on the machine language. Interpreters are good for interactive program

development and debugging because the steps of program execution are organized in terms of

these abstractions, and are therefore more intelligible to the programmer. Compiled code can

execute faster, because the steps of program execution are organized in terms of the machine

language, and the compiler is free to make optimizations that cut across the higher-level

abstractions.
47

Compilers for popular languages, such as C and C++, put hardly any error-checking op-

erations into running code, so as to make things run as fast as possible. As a result, it falls

to programmers to explicitly provide error checking. Unfortunately, people often neglect to

do this, even in critical applications where speed is not a constraint. Their programs lead

fast and dangerous lives. For example, the notorious “Worm” that paralyzed the Internet in

1988 exploited the UNIX
TM

operating system’s failure to check whether the input bu�er has

over�owed in the �nger daemon. (See Spa�ord 1989.)

The alternatives of interpretation and compilation also lead to di�erent strategies for porting

languages to new computers. Suppose that we wish to implement JavaScript for a new machine.

One strategy is to begin with the explicit-control evaluator of section 5.4 and translate its

instructions to instructions for the new machine. A di�erent strategy is to begin with the

compiler and change the code generators so that they generate code for the new machine.

The second strategy allows us to run any JavaScript program on the new machine by �rst

compiling it with the compiler running on our original JavaScript system, and linking it with

a compiled version of the run-time library.
48

Better yet, we can compile the compiler itself,

46
We can do even better by extending the compiler to allow compiled code to call interpreted functions. See

exercise 5.47.

47
Independent of the strategy of execution, we incur signi�cant overhead if we insist that errors encountered

in execution of a user program be detected and signaled, rather than being allowed to kill the system or produce

wrong answers. For example, an out-of-bounds array reference can be detected by checking the validity of the

reference before performing it. The overhead of checking, however, can be many times the cost of the array

reference itself, and a programmer should weigh speed against safety in determining whether such a check is

desirable. A good compiler should be able to produce code with such checks, should avoid redundant checks, and

should allow programmers to control the extent and type of error checking in the compiled code.

48
Of course, with either the interpretation or the compilation strategy we must also implement for the new

machine storage allocation, input and output, and all the various operations that we took as “primitive” in our

discussion of the evaluator and compiler. One strategy for minimizing work here is to write as many of these

operations as possible in JavaScript and then compile them for the new machine. Ultimately, everything reduces

to a small kernel (such as garbage collection and the mechanism for applying actual machine primitives) that is

hand-coded for the new machine.
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and run this on the new machine to compile other JavaScript programs.
49

Or we can compile

one of the interpreters of section 4.1 to produce an interpreter that runs on the new machine.

Exercise 5.45

By comparing the stack operations used by compiled code to the stack operations used by

the evaluator for the same computation, we can determine the extent to which the compiler

optimizes use of the stack, both in speed (reducing the total number of stack operations) and

in space (reducing the maximum stack depth). Comparing this optimized stack use to the

performance of a special-purpose machine for the same computation gives some indication of

the quality of the compiler.

a. Exercise 5.27 asked you to determine, as a function of n, the number of pushes and

the maximum stack depth needed by the evaluator to compute n! using the recursive

factorial function given above. Exercise 5.14 asked you to do the same measurements

for the special-purpose factorial machine shown in �gure 5.11. Now perform the same

analysis using the compiled factorial function.

Take the ratio of the number of pushes in the compiled version to the number of pushes

in the interpreted version, and do the same for the maximum stack depth. Since the

number of operations and the stack depth used to compute n! are linear in n, these ratios

should approach constants as n becomes large. What are these constants? Similarly,

�nd the ratios of the stack usage in the special-purpose machine to the usage in the

interpreted version.

Compare the ratios for special-purpose versus interpreted code to the ratios for compiled

versus interpreted code. You should �nd that the special-purpose machine does much

better than the compiled code, since the hand-tailored controller code should be much

better than what is produced by our rudimentary general-purpose compiler.

b. Can you suggest improvements to the compiler that would help it generate code that

would come closer in performance to the hand-tailored version?

Exercise 5.46

Carry out an analysis like the one in exercise 5.45 to determine the e�ectiveness of compiling

the tree-recursive Fibonacci function

Ifunction fib(n) {

return n < 2

49
This strategy leads to amusing tests of correctness of the compiler, such as checking whether the compilation

of a program on the new machine, using the compiled compiler, is identical with the compilation of the program

on the original JavaScript system. Tracking down the source of di�erences is fun but often frustrating, because

the results are extremely sensitive to minuscule details.
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? n

: fib(n - 1) + fib(n - 2);

}

compared to the e�ectiveness of using the special-purpose Fibonacci machine of �gure 5.12.

(For measurement of the interpreted performance, see exercise 5.28.) For Fibonacci, the time

resource used is not linear inn; hence the ratios of stack operations will not approach a limiting

value that is independent of n.

Exercise 5.47

This section described how to modify the explicit-control evaluator so that interpreted code

can call compiled functions. Show how to modify the compiler so that compiled functions

can call not only primitive functions and compiled functions, but interpreted functions as

well. This requires modifying compile_function_call to handle the case of compound (in-

terpreted) functions. Be sure to handle all the same target and linkage combinations as in

compile_fun_appl. To do the actual function application, the code needs to jump to the eval-

uator’s compound_apply entry point. This label cannot be directly referenced in object code

(since the assembler requires that all labels referenced by the code it is assembling be de�ned

there), so we will add a register called compapp to the evaluator machine to hold this entry

point, and add an instruction to initialize it:

Iassign("compapp", label("compound_apply")),

branch(label("external_entry")), // branches if flag is set

"read_eval_print_loop"

. . .

To test your code, start by declaring a function f that takes a function as parameter and applies

it in its body. Use compile_and_go to compile the declaration of f and start the evaluator. Now,

typing at the evaluator, pass a lambda expression as argument to f.

Exercise 5.48

The compile_and_go interface implemented in this section is awkward, since the compiler can

be called only once (when the evaluator machine is started). Augment the compiler-interpreter

interface by providing a compile_and_run primitive that can be called from within the explicit-

control evaluator as follows:

EC−eva lua te input :

compile_and_run(

parse(

"function factorial(n) { \
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return n === 1 \

? 1 \

: n * factorial(n - 1); \

} "));

EC−eva lua te value :
undef ined

EC−eva lua te input :

Ifactorial(5)

EC−Eval value :
120

Exercise 5.49

As an alternative to using the explicit-control evaluator’s read-eval-print loop, design a register

machine that performs a read-compile-execute-print loop. That is, the machine should run

a loop that reads an expression, compiles it, assembles and executes the resulting code, and

prints the result. This is easy to run in our simulated setup, since we can arrange to call the

functions compile and assemble as “register-machine operations.”

Exercise 5.50

Use the compiler to compile the metacircular evaluator of section 4.1 and run this program

using the register-machine simulator. The resulting interpreter will run very slowly because

of the multiple levels of interpretation, but getting all the details to work is an instructive

exercise.

Exercise 5.51

Develop a rudimentary implementation of JavaScript in C (or some other low-level language

of your choice) by translating the explicit-control evaluator of section 5.4 into C. In order to

run this code you will need to also provide appropriate storage-allocation routines and other

run-time support.

Exercise 5.52

As a counterpoint to exercise 5.51, modify the compiler so that it compiles JavaScript functions

into sequences of C instructions. Compile the metacircular evaluator of section 4.1 to produce

a JavaScript interpreter written in C.
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